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# Preliminary Things

I thought this might be the easiest way to show you all the things without having to copy and paste everything into a word document, so here’s an RMD instead lol.

Necessary packages etc:

## Warning: package 'tidyverse' was built under R version 3.5.3

## -- Attaching packages ------------------------------------------------------------------ tidyverse 1.2.1 --

## v ggplot2 3.1.1 v purrr 0.3.2  
## v tibble 2.1.3 v dplyr 0.8.1  
## v tidyr 0.8.3 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.4.0

## Warning: package 'ggplot2' was built under R version 3.5.3

## Warning: package 'tibble' was built under R version 3.5.3

## Warning: package 'tidyr' was built under R version 3.5.3

## Warning: package 'readr' was built under R version 3.5.3

## Warning: package 'purrr' was built under R version 3.5.3

## Warning: package 'dplyr' was built under R version 3.5.3

## Warning: package 'stringr' was built under R version 3.5.3

## Warning: package 'forcats' was built under R version 3.5.3

## -- Conflicts --------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

## Warning: package 'glmmTMB' was built under R version 3.5.2

## Warning: package 'ggeffects' was built under R version 3.5.3

## Warning: package 'DHARMa' was built under R version 3.5.3

## Warning: package 'MuMIn' was built under R version 3.5.3

## Warning: package 'cowplot' was built under R version 3.5.3

##   
## Attaching package: 'cowplot'

## The following object is masked from 'package:ggplot2':  
##   
## ggsave

# Initial Model Set

The first set of models from this past school year (region removed from initial model and fit by itself)

## Species Level Models

#models and dredge them  
lepmodspecies.full <- glmmTMB(all.leps ~ spp + year - 1 + (1|collection),   
 data = mainlice, family=nbinom2)  
calmodspecies.full <- glmmTMB(all.cal ~ spp + year - 1 + (1|collection),   
 data = mainlice, family=nbinom2)  
  
lepmodspecies.full\_dredge = MuMIn::dredge(lepmodspecies.full)

## Fixed term is "disp((Int))"

## Warning in glmmTMB(formula = all.leps ~ 0, data = mainlice, family =  
## nbinom2, : unused argument (`NA` = ~(1 | collection)) (model 0 skipped)

calmodspecies.full\_dredge = MuMIn::dredge(calmodspecies.full)

## Fixed term is "disp((Int))"

## Warning in glmmTMB(formula = all.cal ~ 0, data = mainlice, family =  
## nbinom2, : unused argument (`NA` = ~(1 | collection)) (model 0 skipped)

lepmodspecies.full\_dredge

## Global model call: glmmTMB(formula = all.leps ~ spp + year - 1 + (1 | collection),   
## data = mainlice, family = nbinom2, ziformula = ~0, dispformula = ~1)  
## ---  
## Model selection table   
## dsp((Int)) cnd(spp) cnd(yer) df logLik AICc delta weight  
## 4 + + + 8 -418.419 852.9 0.00 0.998  
## 2 + + 5 -427.833 865.7 12.78 0.002  
## 3 + + 6 -452.366 916.8 63.86 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

calmodspecies.full\_dredge

## Global model call: glmmTMB(formula = all.cal ~ spp + year - 1 + (1 | collection),   
## data = mainlice, family = nbinom2, ziformula = ~0, dispformula = ~1)  
## ---  
## Model selection table   
## dsp((Int)) cnd(spp) cnd(yer) df logLik AICc delta weight  
## 4 + + + 8 -1490.784 2997.6 0.00 0.971  
## 2 + + 5 -1497.330 3004.7 7.04 0.029  
## 3 + + 6 -1502.828 3017.7 20.06 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

## Species Level Effects Plots

#effects and plot them  
  
calspecieseffects <- ggpredict(calmodspecies.full, terms = c('spp', 'year'))  
lepspecieseffects <- ggpredict(lepmodspecies.full, terms = c('spp', 'year'))  
  
lepspecieseffects = lepspecieseffects %>%   
 rename(sal = x, yr = group)  
  
lepspecieseffects$sal = factor(lepspecieseffects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
  
calspecieseffects = calspecieseffects %>%   
 rename(sal = x, yr = group)  
  
calspecieseffects$sal = factor(calspecieseffects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
  
leg\_title <- 'Salmon Species'  
lepspeciesfullmodplot <- lepspecieseffects %>%   
 group\_by(., yr,sal) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), colour = 'Black')+  
 geom\_point(size = 4) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2')) +  
 labs(title = "L. salmonis Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish')  
lepspeciesfullmodplot

![](data:image/png;base64,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)

calspeciesfullmodplot <- calspecieseffects %>%   
 group\_by(., yr,sal) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), colour = 'Black')+  
 geom\_point(size = 4) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2'))+  
 labs(title = "C. clemensi Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish')  
calspeciesfullmodplot
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## Region-Level Models

#region-level models  
regionlice <- read.csv('Hakai\_lice\_data\_all\_fish\_CB\_edits.csv')  
  
#now lets do it between all three species, by making some sub-dfs first  
regionlice$week <- as.factor(regionlice$week); regionlice$year <- as.factor(regionlice$year)  
chum.region <- regionlice %>%   
 filter(spp == 'CU')  
pink.region <- regionlice %>%   
 filter(spp == 'PI')  
sock.region <- regionlice %>%   
 filter(spp == 'SO')  
  
chumrmod.calnb <- glmmTMB(all.cal ~ site.region + year - 1 + (1|week),   
 data = chum.region, family=nbinom2)  
chumrmod.lepsnb <- glmmTMB(all.leps ~ site.region + year - 1 + (1|week),   
 data = chum.region, family=nbinom2)  
pinkrmod.calnb <- glmmTMB(all.cal ~ site.region + year - 1 + (1|week),   
 data = pink.region, family=nbinom2)  
pinkrmod.lepsnb <- glmmTMB(all.leps ~ site.region + year - 1 + (1|week),   
 data = pink.region, family=nbinom2)  
sockrmod.calnb <- glmmTMB(all.cal ~ site.region + year - 1 + (1|week),   
 data = sock.region, family=nbinom2)  
sockrmod.lepsnbsr <- glmmTMB(all.leps ~ site.region - 1 + (1|week),   
 data = sock.region, family=nbinom2)  
summary(chumrmod.calnb); summary(chumrmod.lepsnb); summary(pinkrmod.calnb); summary(pinkrmod.lepsnb); summary(sockrmod.calnb); summary(sockrmod.lepsnbsr)

## Family: nbinom2 ( log )  
## Formula: all.cal ~ site.region + year - 1 + (1 | week)  
## Data: chum.region  
##   
## AIC BIC logLik deviance df.resid   
## 2120.8 2157.3 -1053.4 2106.8 1358   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 0.2548 0.5048   
## Number of obs: 1365, groups: week, 12  
##   
## Overdispersion parameter for nbinom2 family (): 2.12   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -0.8537 0.1846 -4.624 3.76e-06 \*\*\*  
## site.regionJ -0.6314 0.1926 -3.279 0.00104 \*\*   
## year2016 -0.5131 0.1637 -3.133 0.00173 \*\*   
## year2017 -0.2677 0.1306 -2.051 0.04031 \*   
## year2018 -0.3880 0.1352 -2.870 0.00410 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Family: nbinom2 ( log )  
## Formula: all.leps ~ site.region + year - 1 + (1 | week)  
## Data: chum.region  
##   
## AIC BIC logLik deviance df.resid   
## 510.6 547.1 -248.3 496.6 1358   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 2.132e-08 0.000146  
## Number of obs: 1365, groups: week, 12  
##   
## Overdispersion parameter for nbinom2 family (): 0.0749   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -2.3025 0.2821 -8.162 3.28e-16 \*\*\*  
## site.regionJ -3.1487 0.3838 -8.205 2.31e-16 \*\*\*  
## year2016 0.4227 0.4203 1.006 0.31464   
## year2017 -1.2784 0.4857 -2.632 0.00848 \*\*   
## year2018 -1.1277 0.4742 -2.378 0.01740 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Family: nbinom2 ( log )  
## Formula: all.cal ~ site.region + year - 1 + (1 | week)  
## Data: pink.region  
##   
## AIC BIC logLik deviance df.resid   
## 1795.5 1829.5 -890.8 1781.5 932   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 0.1967 0.4435   
## Number of obs: 939, groups: week, 12  
##   
## Overdispersion parameter for nbinom2 family (): 5.85   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -0.72429 0.17729 -4.085 4.4e-05 \*\*\*  
## site.regionJ -0.18910 0.17509 -1.080 0.28014   
## year2016 -0.41514 0.15914 -2.609 0.00909 \*\*   
## year2017 -0.08654 0.16465 -0.526 0.59916   
## year2018 -0.16441 0.12203 -1.347 0.17788   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Family: nbinom2 ( log )  
## Formula: all.leps ~ site.region + year - 1 + (1 | week)  
## Data: pink.region  
##   
## AIC BIC logLik deviance df.resid   
## 728.2 762.1 -357.1 714.2 932   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 2.314e-09 4.81e-05  
## Number of obs: 939, groups: week, 12  
##   
## Overdispersion parameter for nbinom2 family (): 0.318   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -0.8806 0.1975 -4.459 8.22e-06 \*\*\*  
## site.regionJ -1.3489 0.2128 -6.340 2.30e-10 \*\*\*  
## year2016 -0.6860 0.2576 -2.663 0.00775 \*\*   
## year2017 -1.6262 0.4798 -3.389 0.00070 \*\*\*  
## year2018 -2.2009 0.3248 -6.777 1.23e-11 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Family: nbinom2 ( log )  
## Formula: all.cal ~ site.region + year - 1 + (1 | week)  
## Data: sock.region  
##   
## AIC BIC logLik deviance df.resid   
## 6467.4 6510.9 -3226.7 6453.4 3687   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 0.05698 0.2387   
## Number of obs: 3694, groups: week, 11  
##   
## Overdispersion parameter for nbinom2 family (): 0.974   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -0.57222 0.09288 -6.161 7.25e-10 \*\*\*  
## site.regionJ -0.41522 0.09257 -4.486 7.27e-06 \*\*\*  
## year2016 -0.52957 0.07103 -7.456 8.92e-14 \*\*\*  
## year2017 -0.73482 0.10118 -7.262 3.81e-13 \*\*\*  
## year2018 -0.80543 0.16844 -4.782 1.74e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Family: nbinom2 ( log )  
## Formula: all.leps ~ site.region - 1 + (1 | week)  
## Data: sock.region  
##   
## AIC BIC logLik deviance df.resid   
## 783.8 808.7 -387.9 775.8 3690   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## week (Intercept) 0.3741 0.6116   
## Number of obs: 3694, groups: week, 11  
##   
## Overdispersion parameter for nbinom2 family (): 0.142   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## site.regionD -4.5724 0.3222 -14.19 <2e-16 \*\*\*  
## site.regionJ -3.8232 0.2959 -12.92 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## AIC tables

chumcalspeffects <- ggpredict(chumrmod.calnb, terms = c('site.region', 'year'))  
chumcalspeffects = chumcalspeffects %>%  
 rename(site.region = x, yr = group) %>%  
 mutate(lice = 'cal')  
chumcalspeffects$site.region = factor(chumcalspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
chumlepspeffects <- ggpredict(chumrmod.lepsnb,terms = c('site.region', 'year'))  
chumlepspeffects = chumlepspeffects %>%  
 rename(site.region = x, yr = group)%>%  
 mutate(lice = 'leps')  
chumlepspeffects$site.region = factor(chumlepspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
pinkcalspeffects <- ggpredict(pinkrmod.calnb, terms = c('site.region', 'year'))  
pinkcalspeffects = pinkcalspeffects %>%  
 rename(site.region = x, yr = group)%>%  
 mutate(lice = 'cal')  
pinkcalspeffects$site.region = factor(pinkcalspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
pinklepspeffects <- ggpredict(pinkrmod.lepsnb,terms = c('site.region', 'year'))  
pinklepspeffects = pinklepspeffects %>%  
 rename(site.region = x, yr = group)%>%  
 mutate(lice = 'leps')  
pinklepspeffects$site.region = factor(pinklepspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
sockcalspeffects <- ggpredict(sockrmod.calnb, terms = c('site.region', 'year'))  
sockcalspeffects = sockcalspeffects %>%  
 rename(site.region = x, yr = group)%>%  
 mutate(lice = 'cal')  
sockcalspeffects$site.region = factor(sockcalspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
socklepspeffects <- ggpredict(sockrmod.lepsnbsr,terms = 'site.region')  
socklepspeffects = socklepspeffects %>%  
 rename(site.region = x)%>%  
 mutate(lice = 'leps')  
socklepspeffects$site.region = factor(socklepspeffects$site.region, levels = c(1, 2),  
 labels = c('D', 'J'))  
  
chumeffects = rbind(chumcalspeffects, chumlepspeffects)  
pinkeffects = rbind(pinkcalspeffects, pinklepspeffects)

## Region Level Effects Plots

#make some themes so it all looks nice beside each other  
fte\_themeSock <- function(){  
 color.background = 'white'  
 color.grid.major = 'black'  
 color.axis.text = 'black'  
 color.axis.title = 'black'  
 color.title = 'black'  
 theme\_bw(base\_size = 9) +  
 theme(panel.background = element\_rect(fill=color.background,color = color.background)) +  
 theme(plot.background = element\_rect(fill = color.background, color = color.background)) +  
 theme(panel.border = element\_blank()) +  
 theme(panel.grid.major = element\_blank()) +  
 theme(panel.grid.minor = element\_blank()) +  
 theme(axis.ticks = element\_blank()) +  
 theme(plot.title = element\_text(color = color.title, size = 15, vjust = 1.25)) +  
 theme(axis.text.x = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.text.y = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.title.x = element\_text(size = 12, color = color.axis.title, vjust = 0)) +  
 theme(axis.title.y = element\_text(size = 12, color = color.axis.title, vjust = 1.25)) +  
 theme(plot.title = element\_text(hjust = 0.5)) +  
 theme(axis.line.x = element\_line(color="black", size = 0.15),  
 axis.line.y = element\_line(color="black", size = 0.15)) +  
 theme(strip.background = element\_blank(),  
 strip.placement = 'outside',  
 strip.text = element\_text(size = 10))+  
 theme(legend.position = 'none')  
}  
fte\_themeSock2 <- function(){  
 color.background = 'white'  
 color.grid.major = 'black'  
 color.axis.text = 'black'  
 color.axis.title = 'black'  
 color.title = 'black'  
 theme\_bw(base\_size = 9) +  
 theme(panel.background = element\_rect(fill=color.background,color = color.background)) +  
 theme(plot.background = element\_rect(fill = color.background, color = color.background)) +  
 theme(panel.border = element\_blank()) +  
 theme(panel.grid.major = element\_blank()) +  
 theme(panel.grid.minor = element\_blank()) +  
 theme(axis.ticks = element\_blank()) +  
 theme(plot.title = element\_text(color = color.title, size = 15, vjust = 1.25)) +  
 theme(axis.text.x = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.text.y = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.title.x = element\_text(size = 12, color = color.axis.title, vjust = 0)) +  
 theme(axis.title.y = element\_text(size = 12, color = color.axis.title, vjust = 1.25)) +  
 theme(plot.title = element\_text(hjust = 0.5)) +  
 theme(axis.line.x = element\_line(color="black", size = 0.15),  
 axis.line.y = element\_line(color="black", size = 0.15)) +  
 theme(strip.background = element\_blank(),  
 strip.placement = 'outside',  
 strip.text = element\_text(size = 10))+  
 theme(legend.position = c(0.9,0.82),  
 legend.text = element\_text(size = 10),  
 legend.title = element\_text(size = 10))  
}  
fte\_themeSock3 <- function(){  
 color.background = 'white'  
 color.grid.major = 'black'  
 color.axis.text = 'black'  
 color.axis.title = 'black'  
 color.title = 'black'  
 theme\_bw(base\_size = 9) +  
 theme(panel.background = element\_rect(fill=color.background,color = color.background)) +  
 theme(plot.background = element\_rect(fill = color.background, color = color.background)) +  
 theme(panel.border = element\_blank()) +  
 theme(panel.grid.major = element\_blank()) +  
 theme(panel.grid.minor = element\_blank()) +  
 theme(axis.ticks = element\_blank()) +  
 theme(plot.title = element\_text(color = color.title, size = 15, vjust = 1.25)) +  
 theme(axis.text.x = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.text.y = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.title.x = element\_text(size = 12, color = color.axis.title,  
 margin= margin(t = 0.7, r = , b = 0, l = 0, unit = "cm"), vjust = 0)) +  
 theme(axis.title.y = element\_text(size = 12, color = color.axis.title, vjust = 1.25)) +  
 theme(plot.title = element\_text(hjust = 0.5)) +  
 theme(axis.line.x = element\_line(color="black", size = 0.15),  
 axis.line.y = element\_line(color="black", size = 0.15)) +  
 theme(strip.background = element\_blank(),  
 strip.placement = 'outside',  
 strip.text = element\_text(size = 10))+  
 theme(legend.position = 'none')  
}  
fte\_themePink <- function(){  
 color.background = 'white'  
 color.grid.major = 'black'  
 color.axis.text = 'black'  
 color.axis.title = 'black'  
 color.title = 'black'  
 theme\_bw(base\_size = 9) +  
 theme(panel.background = element\_rect(fill=color.background,color = color.background)) +  
 theme(plot.background = element\_rect(fill = color.background, color = color.background)) +  
 theme(panel.border = element\_blank()) +  
 theme(panel.grid.major = element\_blank()) +  
 theme(panel.grid.minor = element\_blank()) +  
 theme(axis.ticks = element\_blank()) +  
 theme(plot.title = element\_text(color = color.title, size = 15, vjust = 1.25)) +  
 theme(axis.text.x = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.text.y = element\_blank()) +  
 theme(axis.title.x = element\_text(size = 12, color = color.axis.title, vjust = 0)) +  
 theme(axis.title.y = element\_text(size = 12, color = color.axis.title, vjust = 1.25)) +  
 theme(plot.title = element\_text(hjust = 0.5)) +  
 theme(axis.line.x = element\_line(color="black", size = 0.15),  
 axis.line.y = element\_line(linetype = 'dashed', color = 'grey75')) +  
 theme(strip.background = element\_blank(),  
 strip.placement = 'outside',  
 strip.text = element\_text(size = 10))+  
 theme(legend.position = 'none')  
}  
fte\_themeChum <- function(){  
 color.background = 'white'  
 color.grid.major = 'black'  
 color.axis.text = 'black'  
 color.axis.title = 'black'  
 color.title = 'black'  
 theme\_bw(base\_size = 9) +  
 theme(panel.background = element\_rect(fill=color.background,color = color.background)) +  
 theme(plot.background = element\_rect(fill = color.background, color = color.background)) +  
 theme(panel.border = element\_blank()) +  
 theme(panel.grid.major = element\_blank()) +  
 theme(panel.grid.minor = element\_blank()) +  
 theme(axis.ticks = element\_blank()) +  
 theme(plot.title = element\_text(color = color.title, size = 15, vjust = 1.25)) +  
 theme(axis.text.x = element\_text(size = 10, color = color.axis.text)) +  
 theme(axis.text.y = element\_blank()) +  
 theme(axis.title.x = element\_text(size = 12, color = color.axis.title, vjust = 0)) +  
 theme(axis.title.y = element\_text(size = 12, color = color.axis.title, vjust = 1.25)) +  
 theme(plot.title = element\_text(hjust = 0.5)) +  
 theme(axis.line.x = element\_line(color="black", size = 0.15),  
 axis.line.y = element\_line(linetype = 'dashed', color = 'grey75')) +  
 theme(strip.background = element\_blank(),  
 strip.placement = 'outside',  
 strip.text = element\_text(size = 10))+  
 theme(legend.position = c(0.8,0.82),  
 legend.text = element\_text(size = 10),  
 legend.title = element\_text(size = 10))  
}  
  
#make the plots  
regionestbyspplotchumnb <- chumeffects %>%   
 group\_by(.,lice,site.region,yr) %>%   
 ggplot(aes(x=site.region, y = predicted, colour = site.region, shape = lice)) +  
 scale\_shape\_manual(values = c(17,15),labels = c('C. clemensi','L. salmonis'))+  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high, width = 0), position = position\_dodge(width = 0.8),colour = 'Black') +  
 geom\_point(size = 4, position = position\_dodge(width=0.8)) +  
 facet\_wrap(~yr, nrow=1, strip.position = 'bottom')+  
 scale\_color\_manual(values=c('grey60', 'grey20'))+  
 labs(title = "Chum Salmon",x = '', y = NULL,shape = 'Lice Species', colour = 'Region')+  
 guides(shape = guide\_legend(override.aes = list(shape = c(24,22)), type = 'b'))+  
 scale\_y\_continuous(limits = c(0,1.25)) +  
 fte\_themeChum()  
regionestbyspplotchumnb
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regionestbyspplotpinknb <- pinkeffects %>%   
 group\_by(.,lice,site.region,yr) %>%   
 ggplot(aes(x=site.region, y = predicted, colour = site.region, shape = lice)) +  
 scale\_shape\_manual(values = c(17,15),labels = c('C. clemensi','L. salmonis'))+  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high, width = 0), position = position\_dodge(width = 0.8),colour = 'Black') +  
 geom\_point(size = 4, position = position\_dodge(width=0.8)) +  
 facet\_wrap(~yr, nrow=1, strip.position = 'bottom')+  
 theme(strip.background = element\_blank(),strip.placement = 'outside') +  
 scale\_color\_manual(values=c('grey60', 'grey20'))+  
 labs(title = "Pink Salmon", x = 'Year & Region', y = NULL,shape = 'Lice Species')+  
 guides(shape = guide\_legend(override.aes = list(shape = c(24,22)), type = 'b'))+  
 scale\_y\_continuous(limits = c(0,1.25)) +  
 fte\_themePink()  
regionestbyspplotpinknb
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regionestbyspplotsockcal <- sockcalspeffects %>%   
 group\_by(.,lice,site.region,yr) %>%   
 ggplot(aes(x=site.region, y = predicted, colour = site.region, shape = lice)) +  
 scale\_shape\_manual(values = c(17,15),labels = c('C. clemensi','L. salmonis'))+  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high, width = 0), position = position\_dodge(width = 0.8),colour = 'Black') +  
 geom\_point(size = 4, position = position\_dodge(width=0.8)) +  
 facet\_wrap(~yr, nrow=1, strip.position = 'bottom')+  
 theme(strip.background = element\_blank(),strip.placement = 'outside') +  
 scale\_color\_manual(values=c('grey60', 'grey20'))+  
 labs(title = "Sockeye Salmon", x = '', y = 'Average Number of Motile Lice Per Fish',shape = 'Lice Species')+  
 guides(shape = guide\_legend(override.aes = list(shape = c(24,22)), type = 'b'))+  
 scale\_y\_continuous(limits = c(0,1.25))+  
 fte\_themeSock()  
regionestbyspplotsockcal
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regionbothcalsock <- plot\_grid(regionestbyspplotsockcal,regionestbyspplotpinknb,regionestbyspplotchumnb,  
 nrow = 1, labels = NULL, rel\_widths = c(1,1,1))   
regionbothcalsock
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# New Set of Models

## Models (No Crossed Effects)

lepmod.yrsrsp <- glmmTMB(all.leps ~ spp + site.region + year - 1 + (1|collection),   
 data = mainlice, family=nbinom2)  
calmod.yrsrsp <- glmmTMB(all.cal ~ spp + site.region + year - 1 + (1|collection),   
 data = mainlice, family=nbinom2)

## AIC tables

lepmod.yrsrsp\_dredge = MuMIn::dredge(lepmod.yrsrsp)

## Fixed term is "disp((Int))"

## Warning in glmmTMB(formula = all.leps ~ 0, data = mainlice, family =  
## nbinom2, : unused argument (`NA` = ~(1 | collection)) (model 0 skipped)

calmod.yrsrsp\_dredge = MuMIn::dredge(calmod.yrsrsp)

## Fixed term is "disp((Int))"

## Warning in glmmTMB(formula = all.cal ~ 0, data = mainlice, family =  
## nbinom2, : unused argument (`NA` = ~(1 | collection)) (model 0 skipped)

lepmod.yrsrsp\_dredge

## Global model call: glmmTMB(formula = all.leps ~ spp + site.region + year - 1 + (1 |   
## collection), data = mainlice, family = nbinom2, ziformula = ~0,   
## dispformula = ~1)  
## ---  
## Model selection table   
## dsp((Int)) cnd(sit.rgn) cnd(spp) cnd(yer) df logLik AICc delta weight  
## 7 + + + 8 -418.419 852.9 0.00 0.706  
## 8 + + + + 9 -418.292 854.7 1.76 0.292  
## 3 + + 5 -427.833 865.7 12.78 0.001  
## 4 + + + 6 -427.751 867.5 14.63 0.000  
## 5 + + 6 -452.366 916.8 63.86 0.000  
## 6 + + + 7 -452.342 918.7 65.83 0.000  
## 2 + + 4 -461.316 930.7 77.74 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

calmod.yrsrsp\_dredge

## Global model call: glmmTMB(formula = all.cal ~ spp + site.region + year - 1 + (1 |   
## collection), data = mainlice, family = nbinom2, ziformula = ~0,   
## dispformula = ~1)  
## ---  
## Model selection table   
## dsp((Int)) cnd(sit.rgn) cnd(spp) cnd(yer) df logLik AICc delta  
## 8 + + + + 9 -1486.158 2990.4 0.00  
## 7 + + + 8 -1490.784 2997.6 7.23  
## 4 + + + 6 -1493.201 2998.4 8.03  
## 3 + + 5 -1497.330 3004.7 14.28  
## 6 + + + 7 -1498.198 3010.5 20.04  
## 5 + + 6 -1502.828 3017.7 27.29  
## 2 + + 4 -1505.653 3019.3 28.91  
## weight  
## 8 0.956  
## 7 0.026  
## 4 0.017  
## 3 0.001  
## 6 0.000  
## 5 0.000  
## 2 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

## Effects Plots

calspeffects <- ggpredict(calmod.yrsrsp, terms = c('spp', 'year', 'site.region'))  
lepspeffects <- ggpredict(lepmod.yrsrsp, terms = c('spp', 'year', 'site.region'))  
  
calspeffects = calspeffects %>%   
 rename(sal = x, reg = facet, yr = group)  
  
calspeffects$sal = factor(calspeffects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
  
lepspeffects = lepspeffects %>%   
 rename(sal = x, reg = facet, yr = group)  
  
lepspeffects$sal = factor(lepspeffects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
  
## Make the plots  
  
leg\_title <- 'Salmon Species'  
leps3fullmodplot <- lepspeffects %>%   
 group\_by(., yr,sal,reg) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal, shape = reg)) +  
 scale\_shape\_manual(values = c(15,17)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), position = position\_dodge(width = 0.8),colour = 'Black')+  
 geom\_point(size = 4,position = position\_dodge(width = 0.8)) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2'))+  
 labs(title = "L. salmonis Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish') +  
 guides(shape = guide\_legend(title = 'Region', override.aes = list(shape = c(0,2)), type = 'b'))  
leps3fullmodplot
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cal3fullmodplot <- calspeffects %>%   
 group\_by(., yr,sal,reg) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal, shape = reg)) +  
 scale\_shape\_manual(values = c(15,17)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), position = position\_dodge(width = 0.8),colour = 'Black')+  
 geom\_point(size = 4,position = position\_dodge(width = 0.8)) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2'))+  
 labs(title = "C. clemensi Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish') +  
 guides(shape = guide\_legend(title = 'Region', override.aes = list(shape = c(0,2)), type = 'b'))  
cal3fullmodplot

![](data:image/png;base64,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)

## Models (Crossed Effects)

lepmod.crossed <- glmmTMB(all.leps ~ spp \* site.region + spp \* year +   
 site.region \* year + (1 | collection),   
 data = mainlice, family=nbinom2)  
calmod.crossed <- glmmTMB(all.cal ~ spp \* site.region + spp \* year +   
 site.region \* year + (1 | collection),   
 data = mainlice, family=nbinom2)

## AIC Tables

lepmod.crossed\_dredge = MuMIn::dredge(lepmod.crossed, subset = (`cond(site.region)` && `cond(year)`))

## Fixed terms are "cond((Int))" and "disp((Int))"

lepmod.crossed\_dredge

## Global model call: glmmTMB(formula = all.leps ~ spp \* site.region + spp \* year +   
## site.region \* year + (1 | collection), data = mainlice, family = nbinom2,   
## ziformula = ~0, dispformula = ~1)  
## ---  
## Model selection table   
## cnd((Int)) dsp((Int)) cnd(sit.rgn) cnd(spp) cnd(yer) cnd(sit.rgn:spp)  
## 24 -1.185 + + + +   
## 56 -1.469 + + + +   
## 32 -1.125 + + + + +  
## 64 -1.427 + + + + +  
## 8 -1.983 + + + +   
## 40 -2.244 + + + +   
## 16 -1.957 + + + + +  
## 48 -2.227 + + + + +  
## 22 -1.051 + + +   
## 6 -1.939 + + +   
## cnd(sit.rgn:yer) cnd(spp:yer) df logLik AICc delta weight  
## 24 + 12 -411.452 847.1 0.00 0.529  
## 56 + + 18 -406.204 848.8 1.71 0.225  
## 32 + 14 -410.656 849.5 2.47 0.154  
## 64 + + 20 -405.297 851.1 3.98 0.072  
## 8 9 -418.292 854.7 7.61 0.012  
## 40 + 15 -413.222 856.7 9.63 0.004  
## 16 11 -417.618 857.4 10.30 0.003  
## 48 + 17 -412.495 859.3 12.25 0.001  
## 22 + 10 -444.677 909.5 62.40 0.000  
## 6 7 -452.342 918.7 71.67 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

calmod.crossed\_dredge = MuMIn::dredge(calmod.crossed, subset = (`cond(site.region)` && `cond(year)`))

## Fixed terms are "cond((Int))" and "disp((Int))"

calmod.crossed\_dredge

## Global model call: glmmTMB(formula = all.cal ~ spp \* site.region + spp \* year +   
## site.region \* year + (1 | collection), data = mainlice, family = nbinom2,   
## ziformula = ~0, dispformula = ~1)  
## ---  
## Model selection table   
## cnd((Int)) dsp((Int)) cnd(sit.rgn) cnd(spp) cnd(yer) cnd(sit.rgn:spp)  
## 32 -0.7104 + + + + +  
## 24 -0.7910 + + + +   
## 64 -0.8636 + + + + +  
## 56 -0.9259 + + + +   
## 8 -1.1610 + + + +   
## 16 -1.0900 + + + + +  
## 40 -1.2760 + + + +   
## 48 -1.2170 + + + + +  
## 22 -0.3716 + + +   
## 6 -0.7379 + + +   
## cnd(sit.rgn:yer) cnd(spp:yer) df logLik AICc delta weight  
## 32 + 14 -1478.419 2985.1 0.00 0.410  
## 24 + 12 -1480.773 2985.7 0.65 0.297  
## 64 + + 20 -1473.480 2987.4 2.35 0.126  
## 56 + + 18 -1475.829 2988.0 2.97 0.093  
## 8 9 -1486.158 2990.4 5.35 0.028  
## 16 11 -1484.199 2990.5 5.47 0.027  
## 40 + 15 -1481.158 2992.6 7.51 0.010  
## 48 + 17 -1479.200 2992.7 7.67 0.009  
## 22 + 10 -1493.316 3006.8 21.68 0.000  
## 6 7 -1498.198 3010.5 25.39 0.000  
## Models ranked by AICc(x)   
## Random terms (all models):   
## 'cond(1 | collection)'

## Effects Plots

lepmod.crossed.top <- glmmTMB(all.leps ~ spp + site.region + year + site.region \* year - 1 + (1 | collection),   
 data = mainlice, family=nbinom2)  
summary(lepmod.crossed.top)

## Family: nbinom2 ( log )  
## Formula:   
## all.leps ~ spp + site.region + year + site.region \* year - 1 +   
## (1 | collection)  
## Data: mainlice  
##   
## AIC BIC logLik deviance df.resid   
## 846.9 913.1 -411.5 822.9 1823   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## collection (Intercept) 0.3998 0.6323   
## Number of obs: 1835, groups: collection, 52  
##   
## Overdispersion parameter for nbinom2 family (): 0.426   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## sppCU -1.1845 0.3925 -3.018 0.002543 \*\*   
## sppPI -0.3956 0.3670 -1.078 0.281112   
## sppSO -2.6615 0.4323 -6.156 7.44e-10 \*\*\*  
## site.regionJ -1.7617 0.5415 -3.253 0.001141 \*\*   
## year2016 -1.6059 0.4688 -3.425 0.000614 \*\*\*  
## year2017 -20.4291 5516.2593 -0.004 0.997045   
## year2018 -3.2990 0.7469 -4.417 1.00e-05 \*\*\*  
## site.regionJ:year2016 2.0520 0.6794 3.020 0.002524 \*\*   
## site.regionJ:year2017 20.2818 5516.2594 0.004 0.997066   
## site.regionJ:year2018 2.3905 0.9687 2.468 0.013599 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

calmod.crossed.top <- glmmTMB(all.cal ~ year + site.region + spp + spp \* site.region +   
 site.region \* year + (1 | collection),   
 data = mainlice, family=nbinom2)  
summary(calmod.crossed.top)

## Family: nbinom2 ( log )  
## Formula:   
## all.cal ~ year + site.region + spp + spp \* site.region + site.region \*   
## year + (1 | collection)  
## Data: mainlice  
##   
## AIC BIC logLik deviance df.resid   
## 2984.8 3062.0 -1478.4 2956.8 1821   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.  
## collection (Intercept) 0.06448 0.2539   
## Number of obs: 1835, groups: collection, 52  
##   
## Overdispersion parameter for nbinom2 family (): 1.41   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.71037 0.21773 -3.263 0.001104 \*\*   
## year2016 -1.13092 0.21375 -5.291 1.22e-07 \*\*\*  
## year2017 -1.40737 0.35949 -3.915 9.05e-05 \*\*\*  
## year2018 -0.88082 0.24456 -3.602 0.000316 \*\*\*  
## site.regionJ -0.37197 0.29207 -1.274 0.202823   
## sppPI 0.33813 0.19955 1.694 0.090184 .   
## sppSO 0.49964 0.17934 2.786 0.005335 \*\*   
## site.regionJ:sppPI 0.40133 0.25662 1.564 0.117840   
## site.regionJ:sppSO -0.02155 0.23835 -0.090 0.927962   
## year2016:site.regionJ 0.97337 0.28481 3.418 0.000632 \*\*\*  
## year2017:site.regionJ 1.16990 0.51493 2.272 0.023088 \*   
## year2018:site.regionJ 0.63727 0.32298 1.973 0.048486 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

lep\_top\_effects <- ggpredict(lepmod.crossed.top, terms = c('spp', 'year', 'site.region')) #not sure if I did this right  
cal\_top\_effects <- ggpredict(calmod.crossed.top, terms = c('spp', 'year', 'site.region'))  
  
lep\_top\_effects = lep\_top\_effects %>%   
 rename(sal = x, reg = facet, yr = group)  
cal\_top\_effects = cal\_top\_effects %>%   
 rename(sal = x, reg = facet, yr = group)  
  
lep\_top\_effects$sal = factor(lep\_top\_effects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
cal\_top\_effects$sal = factor(cal\_top\_effects$sal, levels = c(1, 2, 3), labels = c('CU', 'PI', 'SO'))  
  
## Make the plots  
  
leg\_title <- 'Salmon Species'  
lepsfullmodplot\_top <- lep\_top\_effects %>%   
 group\_by(., yr,sal,reg) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal, shape = reg)) +  
 scale\_shape\_manual(values = c(15,17)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), position = position\_dodge(width = 0.8),colour = 'Black')+  
 geom\_point(size = 4,position = position\_dodge(width = 0.8)) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2'))+  
 labs(title = "L. salmonis Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish') +  
 guides(shape = guide\_legend(title = 'Region', override.aes = list(shape = c(0,2)), type = 'b'))  
lepsfullmodplot\_top
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calfullmodplot\_top <- cal\_top\_effects %>%   
 group\_by(., yr,sal,reg) %>%   
 ggplot(aes(x = sal, y = predicted, colour = sal, shape = reg)) +  
 scale\_shape\_manual(values = c(15,17)) +  
 geom\_errorbar(aes(ymin=conf.low, ymax = conf.high,width = 0), position = position\_dodge(width = 0.8),colour = 'Black')+  
 geom\_point(size = 4,position = position\_dodge(width = 0.8)) +  
 facet\_wrap(~yr,nrow=1,strip.position = "bottom")+  
 theme(strip.background = element\_blank(), strip.placement = "outside") +   
 scale\_color\_manual(leg\_title,values=c('seagreen2', 'hotpink1', 'steelblue2'))+  
 labs(title = "L. salmonis Effects Plot", x = 'Salmon Species/Year', y = 'Average Number of Motile Lice Per Fish') +  
 guides(shape = guide\_legend(title = 'Region', override.aes = list(shape = c(0,2)), type = 'b'))  
calfullmodplot\_top
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