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**COMP 2230 – Data Structures and Algorithm Analysis**

Assignment #2

Due Date: Section 01- September 19th 2024; Section 02- September 20th 2024; at start of seminar

**Seminar Activities**

We will discuss advanced Object Oriented topics and review programs that will be required for implementation of assignment2.

**Problem #1**

Complete the implementation of the ArrayStack class presented in chapter 12 of the book. Complete implementations of isEmpty, size, and toString methods.

**Verify** the functionality of your stack with a test application.

|  |
| --- |
| **ArrayStack.java**  package Ass2\_2230;  import Ass2\_2230.exceptions.\*;  import java.util.Arrays;  /\*\*  \* An array implementation of a stack in which the bottom of the  \* stack is fixed at index 0.  \*  \* @author Java Foundations  \* @version 4.0  \*/  public class ArrayStack<T> implements StackADT<T>  {  protected final static int DEFAULT\_CAPACITY = 100;  protected int top;  protected T[] stack;  /\*\*  \* Creates an empty stack using the default capacity.  \*/  public ArrayStack()  {  this(DEFAULT\_CAPACITY);  }  /\*\*  \* Creates an empty stack using the specified capacity.  \* @param initialCapacity the initial size of the array  \*/  public ArrayStack(int initialCapacity)  {  top = 0;  stack = (T[])new Object[initialCapacity];  }  /\*\*  \* Adds the specified element to the top of this stack, expanding  \* the capacity of the array if necessary.  \* @param element generic element to be pushed onto stack  \*/  public void push(T element)  {  if (size() == stack.length)  expandCapacity();  stack[top] = element;  top++;  }  /\*\*  \* Creates a new array to store the contents of this stack with  \* twice the capacity of the old one.  \*/  private void expandCapacity()  {  stack = Arrays.copyOf(stack, stack.length \* 2);  }  /\*\*  \* Removes the element at the top of this stack and returns a  \* reference to it.  \* @return element removed from top of stack  \* @throws EmptyCollectionException if stack is empty  \*/  public T pop() throws EmptyCollectionException  {  if (isEmpty())  throw new EmptyCollectionException("stack");  top--;  T result = stack[top];  stack[top] = null;  return result;  }  /\*\*  \* Returns a reference to the element at the top of this stack.  \* The element is not removed from the stack.  \* @return element on top of stack  \* @throws EmptyCollectionException if stack is empty  \*/  public T peek() throws EmptyCollectionException  {  if (isEmpty())  throw new EmptyCollectionException("stack");  return stack[top-1];  }  /\*\*  \* Returns true if this stack is empty and false otherwise.  \* @return true if this stack is empty  \*/  public boolean isEmpty()  {  return (size() == 0);  }  /\*\*  \* Returns the number of elements in this stack.  \* @return the number of elements in the stack  \*/  public int size()  {  return top; // temp  }  /\*\*  \* Returns a string representation of this stack.  \* @return a string representation of the stack  \*/  public String toString()  {  return Arrays.toString(stack); // temp  }  } |

|  |
| --- |
| **ArrayStackTester.java**  package Ass2\_2230;  public class ArrayStackTester {    public static void main (String[] args) throws Exception {    ArrayStack<Integer> array = new ArrayStack(5);  System.out.println(array.toString());    for (int i = 2; i < 20; i += 2) {  array.push(i);  }    System.out.println(array.toString());  System.out.println(array.pop());  System.out.println(array.toString());  System.out.println(array.peek());  System.out.println(array.toString());  System.out.println("Size: " + array.size());    while (!array.isEmpty()) {  array.pop();  }  System.out.println(array.toString());  System.out.println(array.isEmpty());  }  } |

|  |
| --- |
| **Test Output** |

**Problem #2**

Design, implement and verify a data structure called a drop-out stack that behaves like a stack in every respect except that if the stack size is n, when the n+1 element is pushed, the oldest element (bottom of stack) is lost. The implementation will require the use of an array, hint use a circular array to keep the push operation to order 1.

Note: do not alter the ArrayStack class use **inheritance** to create a new class DroupOutArrayStack class.

Remember to verify the functionality of your programs.

|  |
| --- |
| **DropOutArrayStack.java**  package Ass2\_2230;  /\*\*  \* An ArrayStack in which, if the size is n, when the n+1 element is  \* pushed, the oldest element (bottom of stack) is lost.  \*  \* @author Kaylee Crocker and Colton Isles  \*/  public class DropOutArrayStack<T> extends ArrayStack<T> {  private int n; //the max size of the stack  private int bottom = 0; //used only for calculating size() with O(1) efficency    /\*\*  \* Creates an empty stack using the default capacity.  \*/  public DropOutArrayStack() {  this(DEFAULT\_CAPACITY);  }    /\*\*  \* Creates an empty stack with the size n.  \* @param n the initial size of the array  \*/  public DropOutArrayStack(int n) {  super(n + 1);  /\* Why array length n+1? The stack will only ever contain n  \* elements, however, ArrayStack.push() will expand the array  \* when the size of the stack reaches the length of the array.  \* This insures that the stack sizes never reaches that so the  \* array is not needlesly expanded. The last element of the  \* array will always be unused (null).  \*/  this.n = n;  }    /\*\*  \* Adds the specified element to the top of this stack and removes  \* the bottom element if the size exceeds n by overwriting it.  \* @param element generic element to be pushed onto stack  \*/  @Override  public void push(T element) {  if (top >= n) {  top = 0;  }  super.push(element);    if (top == bottom + 1 && stack[top] != null) { //update the bottom  bottom++;  }  }    /\*\*  \* Returns and removes the element on the top of the stack.  \*/  @Override  public T pop() {  if (top == 0) {  top = n;  }  return super.pop();  }    /\*\*  \* Returns the element on the top of the stack without removing it.  \*/  @Override  public T peek() {  if (top == 0) {  return stack[n - 1];  } else {  return super.peek();  }  }    /\*\*  \* Returns the number of elements in this stack.  \*/  @Override  public int size() {  int size = n;  if (top > bottom) {  size = top - bottom;  } else if (top < bottom) {  size = n - bottom + top;  } else if (stack[bottom] == null) {  size = 0;  }  return size;  }  } |

|  |
| --- |
| **DOASTest.java**  package Ass2\_2230;  public class DOASTest {  public static void main(String[] args){  DropOutArrayStack<Integer> doa = new DropOutArrayStack<>(5);  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  // Stack:  // Size: 0  doa.push(1);  doa.push(2);  doa.push(3);  doa.push(4);  doa.push(5);  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  System.out.println("Empty?:" + doa.isEmpty());  // Stack: 1, 2, 3, 4, 5  // Size: 5  // Empty?: false  doa.push(6);  doa.push(7);  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  // Stack: 3, 4, 5, 6, 7  // Size: 5  System.out.println(doa.pop());  // 7  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  // Stack: 3, 4, 5, 6  // Size: 4  System.out.println(doa.pop());  // 6  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  // Stack: 3, 4, 5  // Size: 3  System.out.println(doa.peek());  // 5  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  // Stack: 3, 4, 5  // Size: 3  System.out.println(doa.pop());  // 5  doa.pop();  doa.pop();  System.out.println(doa.toString());  System.out.println("Size:" + doa.size());  System.out.println("Empty?:" + doa.isEmpty());  // Stack:  // Size: 0  // Empty?: true  doa.peek();  // throws EmptyCollectionException  }  } |

|  |
| --- |
| **Test Output** |

**Assignment Submission:**

Submit a print-out of the program source code and a sample of the output, for each problem. Note you must follow the marking guidelines as identified in the LabMark document.