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# Task 1

## 01 TheWidestPath

### [Elementary / 30 mins] Given a forest containing N trees, find the width of the widest vertical path that can be built without cutting any tree.

**Task description**

There are **N** trees (numbered from **0** to **N−1**) in a forest. The **K-th** tree is located at coordinates (**X[K], Y[K]**).

We want to build the widest possible vertical path, such that there is no tree on it. The path must be built somewhere between a leftmost and a rightmost tree, which means that the width of the path cannot be infinite.

What is the width of the widest possible path that can be built?

Write a function:

**function solution(X, Y);**

that, given two arrays **X** and **Y** consisting of **N** integers each, denoting the positions of trees, returns the width of the widest possible path that can be built.

**Examples:**

**1.** Given **X = [1, 8, 7, 3, 4, 1, 8], Y=[6, 4, 1, 8, 5, 1, 7]**, the function should return **3**.

![The picture illustrates the first example test.](data:image/png;base64,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)

**2.** Given **X = [5, 5, 5, 7, 7, 7], Y=[3, 4, 5, 1, 3, 7]**, the function should return **2**.
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**3.** Given **X = [6, 10, 1, 4, 3], Y=[2, 5, 3, 1, 6]**, the function should return **4**.

![The picture illustrates the third example test.](data:image/png;base64,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)

**4.** Given **X = [4, 1, 5, 4], Y=[4, 5, 1, 3]**, the function should return **3**.
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* each element of arrays **X** and **Y** is an integer within the range **[0..1,000,000,000]**;
* there are no two trees with the same coordinates;
* a path of width at least 1 can always be built.

## 02 CardPayments

### [Easy / 40 mins] Given a list of transactions within one year, calculate the final balance of an account. Add a fee for each month that did not include at least three card payments for a total sum of at least 100.

**Task description**

You are given a list of all the transactions on a bank account during the year **2020**. The account was empty at the beginning of the year (the balance was **0**).

Each transaction specifies the amount and the date it was executed. If the amount is negative (less than **0**) then it was a card payment, otherwise it was an incoming transfer (amount at least **0**). The date of each transaction is in **YYYY−MM−DD** format: for example, **2020−05−20** represents **20th May 2020**.

Additionally, there is a fee for having a card (omitted in the given transaction list), which is **5** per month. This fee is deducted from the account balance at the end of each month unless there were at least three payments made by card for a total cost of at least **100** within that month.

Your task is to compute the final balance of the account at the end of the year **2020**.

Write a function:

**function solution(A, D);**

that, given an array **A** of **N** integers representing transaction amounts and an array **D** of **N** strings representing transaction dates, returns the final balance of the account at the end of the year **2020**. Transaction number **K** (for **K** within the range **[0..N-1]**) was executed on the date represented by **D[K]** for amount **A[K]**.

**Examples:**

**1.** Given **A = [100, 100, 100, −10]** and **D = ["2020−12−31", "2020−12−22", "2020−12−03", "2020−12−29"],** the function should return **230**. Total income was equal to **100 + 100 + 100 − 10 = 290** and the fee was paid every month, so **290 - (5 \* 12) = 230**.

**2.** Given **A = [180, -50, -25, -25]** and **D = ["2020−01−01", "2020−01−01", "2020−01−01", "2020−01−31"],** the function should return **25**. The income was equal to **180**, the expenditure was equal to **100** and the fee was applied in every month except January: **180 - 100 - (5 \* 11) = 25**.

**3.** Given **A = [1, -1, 0, -105, 1]** and **D = ["2020−12−31", "2020−04−04", "2020−04−04", "2020−04−14", "2020−07−12"],** the function should return **-164**. The fee is paid every month. **1 - 1 + 0 - 105 + 1 - (5 \* 12) = -164**. Note that in April, even though the total cost of card payments was **106** (more than **100**), there were only two payments made by card, so the fee was still applied. A transaction of value **0** is considered a positive, incoming transfer.

**4.** Given **A = [100, 100, -10, -20, -30]** and **D = ["2020−01−01", "2020−02−01", "2020−02−11", "2020−02−05", "2020−02−08"],** the function should return **80**.

**5.** Given **A = [-60, 60, -40, -20]** and **D = ["2020−10−01", "2020−02−02", "2020−10−10", "2020−10−30"],** the function should return **−115**.

Assume that:

* **N** is an integer within the range **[1..100]**;
* each element of array **A** is an integer within the range **[−1,000..1,000]**;
* **D** contains strings in **YYYY−MM−DD** format, representing dates in the range **2020−01−01** to **2020−12−31**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 03 CastleBuilding

### [Easy / 60 mins] Find the number of castles that can be built.

**Task description**

Charlemagne, the King of Frankia, is considering building some castles on the border with Servia. The border is divided into **N** segments. The King knows the height of the terrain in each segment of the border. The height of each segment of terrain is stored in array **A**, with **A[P]** denoting the height of the **P-th** segment of the border. The King has decided to build a castle on top of every hill and in the bottom of every valley.

Let **[P..Q]** denote a group of consecutive segments from **P** to **Q** inclusive such that (**0 ≤ P ≤ Q ≤ N−1**). Segments **[P..Q]** form a hill or a valley if all the following conditions are satisfied:

* The terrain height of each segment from **P** to **Q** is the same (**A[P] = A[P+1] = ... = A[Q]**);
* If **P > 0** then **A[P−1] < A[P]** (for a hill) or **A[P−1] > A[P]** (for a valley);
* If **Q < N−1** then **A[Q+1] < A[Q]** (for a hill) or **A[Q+1] > A[Q]** (for a valley);

That is, a hill is higher than its surroundings and a valley is lower than its surroundings. Note that if the surroundings on either side of the hill or valley don't exist (i.e. at the edges of the area under consideration, where **P = 0** or **Q = N−1**), then the condition is considered satisfied for that side of the hill/valley.

The king is wondering how many castles is he going to build. Can you help him?

For example, consider the following array **A = [2, 2, 3, 4, 3, 3, 2, 2, 1, 1, 2, 5]**.
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There are two hills: **[3..3]** and **[11..11]**. There are also two valleys: **[0..1]** and **[8..9]**. There are no other suitable places for castles.

Write a function:

**function solution(A);**

that, given an array **A** consisting of **N** integers, as explained above, returns the total number of hills and valleys.

For example, given array **A** as described above, the function should return **4**.

Given array **A = [−3, −3]** describing segments with a terrain height below **0**, segment **[0..1]** forms both a hill and a valley, and only one castle can be built, so the function should return **1**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000];**
* each element of array **A** is an integer within the range **[−1,000,000,000..1,000,000,000].**

## 04 CommonLetter

### [Easy / 60 mins] Given an array of strings, find a pair of strings that share the same letter at the same position.

**Task description**

You are given an array **S** consisting of **N** strings. Every string is of the same length **M**. Your task is to find a pair of strings in array **S**, such that there exists a position in which both of the strings have the same letter. Both the index in array **S** and the positions in the strings are numbered from zero.

For example, given **S = ["abc", "bca", "dbe"]**, string **0 ("abc")** and string **2 ("dbe")** have the same letter **'b'** in position **1**. On the other hand, for strings **"abc"** and **"bca"** there does not exist a position in which they have the same letter.

Write a function:

**function solution(S);**

that, given a zero-indexed array **S** of **N** strings, returns an array describing a pair of strings from **S** which share a common letter at some index. If there is no such pair, the function should return an empty array. If there is more than one correct answer, the function can return any of them.

The result should be represented as an array containing three integers. The first two integers are the indexes in **S** of the strings belonging to the pair. The third integer is the position of the common letter.

For **S = ["abc", "bca", "dbe"]**, as above, the result array should be represented as **[0, 2, 1]**. Another correct answer is **[2, 0, 1]**, as the order of indexes of strings does not matter.

**Examples:**

**1.** Given: **S = ["abc", "bca", "dbe"]**, your function may return **[0, 2, 1]** as described above.

**2.** Given: **S = ["zzzz", "ferz", "zdsr", "fgtd"],** your function may return **[0, 1, 3]**. Both **"zzzz"** and **"ferz"** have **'z'** in position **3**. The function may also return **[1, 3, 0]**, which would reflect strings **"ferz"**, **"fgtd"** and letter **'f'**.

**3.** Given **A = ["gr", "sd", "rg"]**, your function should return **[]**. There is no pair of strings that fulfils the criteria.

**4.** Given **A = ["bdafg", "ceagi"]**, your function may return **[0, 1, 2]**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..30,000]**;
* **M** is an integer within the range **[1..2,000];**
* each element of **S** consists only of lowercase English letters (**a-z**);
* **N \* M ≤ 30,000**.

## 05 CountBananas

### [Easy / 20 mins] Calculate how many times you can print the word "BANANA" using the letters given in string S.

**Task description**

A string **S** made of uppercase English letters is given. In one move, six letters forming the word "**BANANA**" (one '**B**', three '**A**'s and two '**N**'s) can be deleted from **S**. What is the maximum number times such a move can be applied to **S**?

Write a function:

**function solution(S);**

that, given a string **S** of length **N**, returns the maximum number of moves that can be applied.

**Examples:**

1. Given **S = "NAABXXAN"**, the function should return **1**.
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2. Given **S = "NAANAAXNABABYNNBZ"**, the function should return **2**.
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3. Given **S = "QABAAAWOBL"**, the function should return **0**.
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* string **S** is made only of uppercase letters (**A−Z**).

## 06 CreatePalindrome

### [Easy / 20 mins] Replace all question marks in a given string to obtain a palindrome.

**Task description**

Write a function **solution** that, given a string **S** of length **N**, returns any palindrome which can be obtained by replacing all of the question marks in **S** by lowercase letters ('**a**'−'**z**'). If no palindrome can be obtained, the function should return the string "**NO**".

A palindrome is a string that reads the same both forwards and backwards. Some examples of palindromes are: "**kayak**", "**radar**", "**mom**".

**Examples:**

**1.** Given **S = "?ab??a"**, the function should return "**aabbaa**".

**2.** Given **S = "bab??a"**, the function should return "**NO**".

**3.** Given **S = "?a?"**, the function may return "**aaa**". It may also return "**zaz**", among other possible answers.

Assume that:

* **N** is an integer within the range **[1..1,000]**;
* string **S** consists only of lowercases letters (**'a' − 'z'**) or '**?**'.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 07 DiversityString

### [Easy / 40 mins] Find a string of a given length containing as many different lower-case letters as possible, in which each letter occurs an equal number of times.

**Task description**

Write a function **solution** that, given an integer N, returns a string of length N containing as many different lower-case letters ('**a**'-'**z**') as possible, in which each letter occurs an equal number of times.

**Examples:**

**1.** Given **N = 3**, the function may return "**fig**", "**pea**", "**nut**", etc. Each of these strings contains three different letters with the same number of occurrences.

**2.** Given **N = 5**, the function may return "**mango**", "**grape**", "**melon**", etc.

**3.** Given **N = 30**, the function may return "**aabbcc...oo**" (each letter from '**a**' to '**o**' occurs twice). The string contains 15 different letters.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**.

## 08 EraseOneLetter

### [Easy / 20 mins] Remove one letter from a word so that resulting string will be as small as possible (alphabetically).

**Task description**

Write a function **solution** that, given a string **S** consisting of **N** characters, returns the alphabetically smallest string that can be obtained by removing exactly one letter from **S**.

**Examples:**

**1.** Given **S = "acb"**, by removing one letter, you can obtain "**ac**", "**ab**" or "**cb**". Your function should return "**ab**" (after removing '**c**') since it is alphabetically smaller than "**ac**" and "**bc**".

**2.** Given **S = "hot"**, your function should return "**ho**", which is alphabetically smaller than "**ht**" and "**ot**".

**3.** Given **S = "codility"**, your function should return "**cdility**", which can be obtained by removing the second letter.

**4.** Given **S = "aaaa"**, your function should return "**aaa**". Any occurrence of '**a**' can be removed.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* string **S** is made only of lowercase letters **(a−z)**.

## 09 EvenPairsOnCycle

### [Easy / 40 mins] Given numbers on a circle, find the maximum number of neighbouring pairs with an even sum.

**Task description**

You are given **N** numbers on a circle, described by an array **A**. Find the maximum number of neighbouring pairs whose sums are even. One element can belong to only one pair.

Write a function:

**function solution(A);**

that, given an array **A** consisting of **N** integers, returns the maximum number of neighbouring pairs whose sums are even.

**Examples:**

**1.** Given **A = [4, 2, 5, 8, 7, 3, 7]**, the function should return **2**. We can create two pairs with even sums: (**A[0], A[1]**) and (**A[4], A[5]**). Another way to choose two pairs is: (**A[0], A[1]**) and (**A[5], A[6]**).

![Picture illustrates the first example.](data:image/png;base64,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)

**2.** Given **A = [14, 21, 16, 35, 22]**, the function should return **1**. There is only one qualifying pair: (**A[0], A[4]**).

![Picture illustrates the second example.](data:image/png;base64,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)

**3.** Given **A = [5, 5, 5, 5, 5, 5]**, the function should return **3**. We can create three pairs: (**A[0], A[5]), (A[1], A[2]**) and (**A[3], A[4]**).

![Picture illustrates the third example.](data:image/png;base64,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)

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

## 10 ForbiddenTriosSwaps

### [Easy / 20 mins] Given a string S consisting of letters 'a' and 'b', return the minimum number of swaps needed to obtain a string with no instances of three identical consecutive letters.

**Task description**

You are given a string **S** consisting of **N** letters **'a'** and/or **'b'**. In one move, you can swap one letter for the other ('**a'** for '**b**' or '**b'** for **'a'**).

Write a function **solution** that, given such a string **S**, returns the minimum number of moves required to obtain a string containing no instances of three identical consecutive letters.

**Examples:**

**1.** Given **S** = "**baaaaa**", the function should return **1**. The string without three identical consecutive letters which can be obtained in one move is "**baabaa**".

**2.** Given **S** = "**baaabbaabbba**", the function should return **2**. There are four valid strings obtainable in two moves: for example, "**bbaabbaabbaa**".

**3.** Given **S** = "**baabab**", the function should return **0**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[0..200,000]**;
* string **S** is made only of the characters '**a**' and/or '**b**'.

## 11 FormatArray

### [Easy / 75 mins] Given an array of integers, output a string that presents the integers in tabular form.

**Task description**

You have an array of numbers and you would like to print these numbers in a tabular format to make them look more organized. Each cell of the table contains exactly one number and is surrounded by exactly four edges:

**+-+**

**|4|**

**+-+**

**+-----+**

**|12345|**

**+-----+**

As you can see above, each corner of the cell is represented by a "**+**" sign, vertical edges by "**-**" signs and horizontal edges by "**|**" signs. The width of the cell adjusts to accommodate the number of digits of the number written within it. There can be many cells in a row. Adjacent cells share an edge:

**+---+---+---+---+**

**| 4| 35| 80|123|**

**+---+---+---+---+**

Note that each cell has the same width. The width of the cell adjusts to match the width of the longest number in the table. The numbers in cells are aligned to the right, with any unused area in each cell filled with spaces.

The table can consist of many rows, and adjacent rows share an edge:

**+-----+-----+-----+-----+**

**| 4| 35| 80| 123|**

**+-----+-----+-----+-----+**

**|12345| 44| 8| 5|**

**+-----+-----+-----+-----+**

**| 24| 3| 22| 35|**

**+-----+-----+-----+-----+**

Your goal is to output a table containing all the numbers from a given array such that each row contains exactly **K** numbers. The last row can contain fewer numbers.

Write a function:

**function solution(A, K);**

that, given a non-empty array **A** consisting of **N** integers and an integer **K**, prints a string representing the formatted array. The numbers in the table should appear in the same order as the numbers in the array.

For example, given array **A = [4, 35, 80, 123, 12345, 44, 8, 5]** and **K = 10,** the resultant table will contain exactly one row, as shown below:

**+-----+-----+-----+-----+-----+-----+-----+-----+**

**| 4| 35| 80| 123|12345| 44| 8| 5|**

**+-----+-----+-----+-----+-----+-----+-----+-----+**

For **A = [4, 35, 80, 123, 12345, 44, 8, 5, 24, 3], K = 4**, the table would appear as follows:

**+-----+-----+-----+-----+**

**| 4| 35| 80| 123|**

**+-----+-----+-----+-----+**

**|12345| 44| 8| 5|**

**+-----+-----+-----+-----+**

**| 24| 3|**

**+-----+-----+**

Given **A = [4, 35, 80, 123, 12345, 44, 8, 5, 24, 3, 22, 35]** and **K = 4**, the table would appear as follows:

**+-----+-----+-----+-----+**

**| 4| 35| 80| 123|**

**+-----+-----+-----+-----+**

**|12345| 44| 8| 5|**

**+-----+-----+-----+-----+**

**| 24| 3| 22| 35|**

**+-----+-----+-----+-----+**

The function shouldn't return any value.

You can print a string to the output (without or with the end-of-line character) as follows:

**process.stdout.write('sample string'); process.stdout.write('whole line\n');**

Assume that:

* **N** is an integer within the range **[1..200]**;
* **K** is an integer within the range **[1..1,000,000,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 12 MonitorsDelivery

### [Easy / 40 mins] Given a set of orders, calculate how many of them can be fulfilled.

**Task description**

A technology company announced that a new supply of **P** monitors would soon be available at their store. There were **N** orders (numbered from **0** to **N−1**) placed by customers who wanted to buy those monitors. The **K-th** order has to be delivered to a location at distance **D[K]** from the store and is for exactly **C[K]** monitors.

Now the time has come for the monitors to be delivered. The orders will be fulfilled one by one. To minimize the shipping time, it has been decided that the deliveries will be made in order of increasing distance from the store. If there are many customers at the same distance, they can be processed in any order. Monitors to more distant customers will be delivered only once all orders to customers closer to the store have already been fulfilled.

What is the maximum total number of orders that can be fulfilled?

Write a function:

**function solution(D, C, P);**

that, given two arrays of integers **D** and **C**, and an integer **P**, returns the maximum total number of orders that can be fulfilled.

**Examples:**

**1.** Given **D = [5, 11, 1, 3], C = [6, 1, 3, 2]** and **P = 7**, the function should return **2**. The customers at distances **1** and **3** will have their orders fulfilled and **3 + 2 = 5** monitors will be delivered.

**2.** Given **D = [10, 15, 1], C = [10, 1, 2]** and **P = 3**, the function should return **1**. Only the order for the customer at distance **1** will be fulfilled. There will not be enough monitors in the store for the customer at distance **10**. Therefore, orders for customers at distances **10** and **15** will not be fulfilled.

**3.** Given **D = [11, 18, 1], C = [9, 18, 8]** and **P = 7**, the function should return **0**.

**4.** Given **D = [1, 4, 2, 5], C = [4, 9, 2, 3]** and **P = 19**, the function should return **4**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of arrays **D** and **C** is an integer within the range **[1..1,000,000,000]**;
* **P** is an integer within the range **[0..1,000,000,000]**.

## 13 SameDigitMerge

### [Easy / 30 mins] Count the number of pairs in which the last digit of the first selected number is the same as the first digit of the second selected number.

**Task description**

There is an array **numbers** made of **N** integers. Each number has at least two digits and its first and last digits are different.

You can select a pair of numbers if the last digit of the first selected number is the same as the first digit of the second selected number. Calculate the number of ways in which such a pair of numbers can be selected.

Write a function:

**function solution(numbers);**

that, given an array **numbers** made of **N** integers, returns the number of ways to select a pair of numbers as described above.

**Examples:**

**1.** Given **numbers** = **[30, 12, 29, 91],** the function should return **3**. The pairs are: **(12, 29)**, **(29, 91)** and **(91, 12).**

**2.** Given **numbers** = **[122, 21, 21, 23]**, the function should return **5**. The pairs are: **(122, 21)** occurring twice, **(122, 23)**, and **(21, 122)** occurring twice. Please note that the same pair of numbers can appear multiple times if the pairs of their indices are different.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **numbers** is an integer within the range **[10..1,000,000,000]**;
* the first and last digits in each element of array **numbers** are different;
* the answer does not exceed **1,000,000,000**.

## 14 ShortestUniqueSubstring

### [Easy / 20 mins] Given a string, count the length of the shortest word which occurs in it exactly once.

**Task description**

Write a function **solution** that, given a string **S** of length **N**, returns the length of the shortest *unique* substring of **S**, that is, the length of the shortest word which occurs in **S** exactly once.

**Examples:**

**1.** Given **S = "abaaba"**, the function should return **2**. The shortest unique substring of **S** is "**aa**".

**2.** Given **S = "zyzyzyz"**, the function should return **5**. The shortest unique substring of **S** is "**yzyzy**". Note that there are shorter words, like "**yzy**", occurrences of which overlap, but they still count as multiple occurrences.

**3.** Given **S = "aabbbabaaa"**, the function should return **3**. All substrings of size 2 occurs in **S** at least twice.

Assume that:

* **N** is an integer within the range **[1..200]**;
* string **S** is made only of lowercase letters **(a−z)**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 15 SmallestDigitSum

### [Easy / 20 mins] Given an integer N, find the smallest integer whose digits sum to N.

**Task description**

Write a function **solution** that, given integer **N**, returns the smallest non-negative integer whose individual digits sum to **N**.

**Examples:**

**1.** Given **N = 16**, the function should return **79**. There are many numbers whose digits sum to **16** (for example: **79, 97, 808, 5551, 22822**, etc.). The smallest such number is **79**.

**2.** Given **N = 19**, the function should return **199** (the sum of digits is **1 + 9 + 9 = 19**).

**3.** Given **N = 7**, the function should return **7**.

Assume that:

* **N** is an integer within the range **[0..50]**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 16 ValueOccurrences

### [Easy / 40 mins] Given a sorted array, calculate how many insertion and removal operations are required to make every value X in the array occur exactly X times.

**Task description**

There is an array **A** of **N** integers sorted in non-decreasing order. In one move, you can either remove an integer from A or insert an integer before or after any element of **A**. The goal is to achieve an array in which all values X that are present in the array occur exactly **X** times.

For example, given **A = [1, 1, 3, 4, 4, 4]**, value **1** occurs twice, value **3** occurs once and value **4** occurs three times. You can remove one occurrence each of both 1 and **3**, and insert one occurrence 4, resulting in the array **[1, 4, 4, 4, 4]**. In this array, every element **X** occurs exactly **X** times.

What is the minimum number of moves after which every value **X** in the array occurs exactly **X** times?

Write a function:

**function solution(A);**

that, given an array **A**, returns the minimum number of moves after which every value **X** in the array occurs exactly **X** times. Note that it is permissible to remove some values entirely, if appropriate.

**Examples:**

**1.** Given **A = [1, 1, 3, 4, 4, 4]**, your function should return **3**, as described above.

**2.** Given **A = [1, 2, 2, 2, 5, 5, 5, 8]**, your function should return **4**. You can delete the **8** and one occurrence of **2**, and insert **5** twice, resulting in **[1, 2, 2, 5, 5, 5, 5, 5]** after four moves. Notice that after the removals, there is no occurrence of **8** in the array anymore.

**3.** Given **A = [1, 1, 1, 1, 3, 3, 4, 4, 4, 4, 4]**, your function should return **5**.

**4.** Given **A = [10, 10, 10]**, your function should return **3**. You can remove all elements, resulting in an empty array.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[1..100,000,000]**;
* elements of array **A** are sorted in non-decreasing order.

## 17 AsphaltPatches

### [Easy / 40 mins] Given a description of a road with potholes, find the minimum number of patches needed to repair them all. One patch repairs three consecutive road segments.

**Task description**

There is a road consisting of **N** segments, numbered from **0** to **N-1**, represented by a string **S**. Segment **S[K]** of the road may contain a pothole, denoted by a single uppercase "**X**" character, or may be a good segment without any potholes, denoted by a single dot, "**.**".

For example, string "**.X..X**" means that there are two potholes in total in the road: one is located in segment **S[1]** and one in segment **S[4]**. All other segments are good.

The road fixing machine can patch over three consecutive segments at once with asphalt and repair all the potholes located within each of these segments. Good or already repaired segments remain good after patching them.

Your task is to compute the minimum number of patches required to repair all the potholes in the road.

Write a function:

**function solution(S);**

that, given a string **S** of length **N**, returns the minimum number of patches required to repair all the potholes.

**Examples:**

**1.** Given **S = ".X..X"**, your function should return **2**. The road fixing machine could patch, for example, segments **0-2** and **2-4**.

**2.** Given **S = "X.XXXXX.X."**, your function should return **3**. The road fixing machine could patch, for example, segments **0-2, 3-5** and **6-8**.

**3.** Given **S = "XX.XXX.."**, your function should return **2**. The road fixing machine could patch, for example, segments **0-2** and **3-5**.

**4.** Given **S = "XXXX"**, your function should return **2**. The road fixing machine could patch, for example, segments **0-2** and **1-3**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[3..100,000]**;
* string **S** is made only of the characters '**.**' and/or '**X**'.

## 18 ABString

### [Easy / 5 mins] Check, whether in a given string all letters 'a' occur before all letters 'b'.

**Task description**

Write a function **solution** that, given a string **S** consisting of **N** letters '**a**' and/or '**b**' returns **true** when all occurrences of letter '**a**' are before all occurrences of letter '**b**' and returns **false** otherwise.

**Examples:**

**1.** Given **S** = "**aabbb**", the function should return **true**.

**2.** Given **S** = "**ba**", the function should return **false**.

**3.** Given **S** = "**aaa**", the function should return **true**. Note that '**b**' does not need to occur in **S**.

**4.** Given **S** = "**b**", the function should return **true**. Note that '**a**' does not need to occur in **S**.

5. Given **S** = "**abba**", the function should return **false**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..300,000]**;
* string **S** is made only of the characters '**a**' and/or '**b**'.

## 19 EndsTheSame

### [Medium / 20 mins] Count how many times the first and last letters of a string are the same during a sequence of operations.

**Task description**

Initially, string **S** of length **N** is given. Then **N-1** operations are applied to it: move the first letter of **S** to the end. How many times is the first letter of **S** the same as the last letter?

For example, given **S** = "**abbaa**", the obtained sequence of strings is:

![abbaa -> bbaaa -> baaab -> aaabb -> aabba](data:image/png;base64,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)

Three of them have the same first and last letter.

Write a function:

**function solution(S);**

that, given a string **S** of length **N**, consisting of letters '**a**' and/or '**b**', returns the number of times the first letter is the same as the last in the obtained sequence of strings.

**Examples:**

**1.** Given **S** = "**abbaa**", the function should return **3**, as described above.

**2.** Given **S** = "**aaaa**", the function should return **4**. The first and last letters are always the same.

**3.** Given **S** = "**abab**", the function should return **0**. The first and last letters are always different.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..200,000]**;
* string **S** is made only of the characters '**a**' and/or '**b**'.

# Task 2

## 20 HolidayTrip

### [Easy / 40 mins] Calculate the minimum number of cars needed to take all of the passengers.

**Task description**

A group of friends is going on holiday together. They have come to a meeting point (the start of the journey) using **N** cars. There are **P[K]** people and **S[K]** seats in the **K-th** car for **K** in range **[0..N-1].** Some of the seats in the cars may be free, so it is possible for some of the friends to change the car they are in. The friends have decided that, in order to be ecological, they will leave some cars parked at the meeting point and travel with as few cars as possible.

Write a function:

**function solution(P, S);**

that, given two arrays **P** and **S**, consisting of **N** integers each, returns the minimum number of cars needed to take all of the friends on holiday.

**Examples:**

**1.** Given **P = [1, 4, 1]** and **S = [1, 5, 1]**, the function should return **2**. A person from car number **0** can travel in car number **1** instead. This way, car number **0** can be left parked at the meeting point.

**2.** Given **P = [4, 4, 2, 4]** and **S = [5, 5, 2, 5]**, the function should return **3**. One person from car number **2** can travel in car number 0 and the other person from car number **2** can travel in car number **3**.

**3.** Given **P = [2, 3, 4, 2]** and **S = [2, 5, 7, 2],** the function should return **2**. Passengers from car number **0** can travel in car number **1** and passengers from car number **3** can travel in car number **2**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of arrays **P** and **S** is an integer within the range **[1..9]**;
* every friend had a seat in the car they came in; that is, **P[K] ≤ S[K]** for each **K** within the range **[0..N-1]**.

## 21 Missions

### [Easy / 40 mins] Calculate the minimum number of days required to complete all of the missions in a game.

**Task description**

In order to finish a game, a player has to complete **N** missions. The missions are numbered from **0** to **N-1**. The **K-th** mission has an integer **D[K]** assigned, representing its difficulty level.

During a day, you can perform any number of missions given the two following rules:

* missions should be performed in the specified order, in other words, a mission can be undertaken only if all of the missions preceding it have already been completed;
* the difference between the difficulty levels of any two missions performed on the same day should not be greater than an integer **X**.

Write a function:

**function solution(D, X);**

that, given an array **D** of **N** integers and an integer **X**, returns the minimum number of days required to complete all of the missions in the game.

**Examples:**

**1.** Given **D = [5, 8, 2, 7]** and **X = 3**, your function should return **3**. The first two missions can be performed on the first day, the third mission on the second day and the last mission on the third day. It is not possible to complete all of the missions in fewer days.

**2.** Given **D = [2, 5, 9, 2, 1, 4]** and **X = 4**, your function should return **3**. The first two missions can be performed on the first day, the third mission on the second day and all of the remaining missions on the third day. Note that it is possible to perform the first mission on the first day and the next two missions on the second day. In both of these cases, the minimum number of days required to complete all of the missions is **3**.

**3.** Given **D = [1, 12, 10, 4, 5, 2]** and **X = 2**, your function should return **4**. The first mission can be performed on the first day, the next two missions on the second day, the fourth and fifth missions on the third day, and the last remaining mission on the fourth day. It is not possible to complete all of the missions in fewer days.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**;
* **X** is an integer within the range **[0..1,000,000,000]**;
* each element of array **D** is an integer within the range **[1..1,000,000,000]**.

## 22 PlayersMovements

### [Easy / 40 mins] Calculate the number of players that will perform a move.

**Task description**

There are **N** players standing in a row, one player on a field. They are numbered from **0** to **N−1** from left to right.

Players perform moves one by one from left to right, that is, in ascending order of numbers. Each player presses an arrow key in one of the four cardinal directions: left ('**<**'), right ('**>**'), up ('**^**') or down ('**v**'). A key press in the given direction means that the player attempts to move onto the closest field in the direction specified. A move can be performed only if there is no other player already standing on the target field.

Moves are represented as a string **S** of length **N**, where **S[K]** (for **K** within the range **0..N−1**) is the direction of the **K-th** player's move. How many players will actually perform a move successfully?

Write a function:

**function solution(S);**

which, given a string **S** of length **N** representing arrow keys pressed by each of the players, returns the number of players that will perform a move successfully.

**Examples:**

**1.** Given **S = "><^v"**, your function should return **2**. Player **0** cannot move rightwards, because player **1** is standing on the target field. Player **1** cannot move leftwards, because player **0** is standing on the target field. Players **2** and **3** can both perform their moves because there are no other players standing on their target fields. In the pictures below, players that will perform their moves successfully are marked green and players whose moves will fail are marked red.

![Graphical representation of the first example.](data:image/png;base64,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)

**2.** Given **S = "<<^<v>>"**, your function should return **6**. Players **0, 1, 2, 3, 4** can all perform their moves because there are no other players standing on their target fields. Player **5** pressed the right-arrow key, but the move cannot be performed as player **6** is already standing on the target field. The move of player **6** can be performed, though, as there is no other player standing on the target field.

![Graphical representation of the second example.](data:image/png;base64,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)

**3.** Given **S = "><><"**, your function should return **0**. No player can perform a move.

![Graphical representation of the third example.](data:image/png;base64,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)

Assume that:

* **N** is an integer within the range **[1..50]**;
* string **S** is made only of the following characters: **'^', 'v', '<'** and/or **'>'**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 23 SortedTwoLettersWord

### [Easy / 20 mins] Given a string, count the minimum number of letters that need to be deleted in order to obtain a string in the format "A...AB...B".

**Task description**

We are given a string **S** of length **N** consisting only of letters '**A**' and/or '**B**'. Our goal is to obtain a string in the format "**A...AB...B**" (all letters '**A**' occur before all letters '**B**') by deleting some letters from **S**. In particular, strings consisting only of letters '**A**' or only of letters '**B**' fit this format.

Write a function:

function solution(S);

that, given a string **S**, returns the minimum number of letters that need to be deleted from **S** in order to obtain a string in the above format.

**Examples:**

**1.** Given **S = "BAAABAB"**, the function should return **2**. We can obtain **"AAABB"** by deleting the first occurrence of **'B'** and the last occurrence of **'A'**.

**2.** Given **S = "BBABAA"**, the function should return **3**. We can delete all occurrences of **'A'** or all occurrences of **'B'**.

**3.** Given **S = "AABBBB"**, the function should return **0**. We do not have to delete any letters, because the given string is already in the expected format.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* string **S** is made only of the characters **'A'** and/or **'B'**.

# Task 3

## 24 DiceRolls

### [Easy / 40 mins] Given a subset of a series of dice roll results, and the arithmetic mean of all results, find the missing results.

**Task description**

You have just rolled a dice several times. The **N** roll results that you remember are described by an array **A**. However, there are **F** rolls whose results you have forgotten. The arithmetic mean of all of the roll results (the sum of all the roll results divided by the number of rolls) equals **M**.

What are the possible results of the missing rolls?

Write a function:

**function solution(A, F, M);**

that, given an array **A** of length **N**, an integer **F** and an integer **M**, returns an array containing possible results of the missed rolls. The returned array should contain **F** integers from **1** to **6** (valid dice rolls). If such an array does not exist then the function should return **[0]**.

**Examples:**

**1.** Given **A = [3, 2, 4, 3], F = 2, M = 4**, your function should return **[6, 6]**. The arithmetic mean of all the rolls is **(3 + 2 + 4 + 3 + 6 + 6) / 6 = 24 / 6 = 4**.

**2.** Given **A = [1, 5, 6], F = 4, M = 3**, your function may return **[2, 1, 2, 4] or [6, 1, 1, 1]** (among others).

**3.** Given **A = [1, 2, 3, 4], F = 4, M = 6**, your function should return **[0]**. It is not possible to obtain such a mean.

**4.** Given **A = [6, 1], F = 1, M = 1**, your function should return **[0]**. It is not possible to obtain such a mean.

Write an efficient algorithm for the following assumptions:

* **N** and **F** are integers within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[1..6]**;
* **M** is an integer within the range **[1..6]**.

Remember, all submissions are being checked for plagiarism. Your recruiter will be informed in case suspicious activity is detected.

## 25 DistinctNumbersCount

### [Easy / 40 mins] Count the minimum number of integers that must be deleted from an array so that no two integers occur the same number of times.

**Task description**

An array **A** consisting of **N** integers is given. Our goal is to obtain an array in which every value occurs a unique number of times. We only consider integers that appear at least once in the resulting array. To achieve the goal, we can delete some integers from **A**. What is the minimum number of integers that must be deleted from **A** so that every remaining value occurs a unique number of times?

Write a function:

**function solution(A);**

that, given an array **A** consisting of **N** integers, returns the minimum number of integers that must be deleted from it so that every remaining value occurs a unique number of times.

**Examples:**

**1.** Given **A = [1, 1, 1, 2, 2, 2]**, the function should return **1**. We can delete one occurrence of **1** or one occurrence of **2**. After this operation, one value will occur three times and the other one two times.

**2.** Given **A = [5, 3, 3, 2, 5, 2, 3, 2]**, the function should return **2**. After deleting number **3** twice, the remaining elements of the array are **[5, 2, 5, 2, 3, 2]**. In this array no two numbers occur the same number of times.

**3.** Given **A = [127, 15, 3, 8, 10]**, the function should return **4**. All elements of the array occur exactly once. We have to delete all but one element.

**4.** Given **A = [10000000, 10000000, 5, 5, 5, 2, 2, 2, 0, 0]**, the function should return **4**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

## 26 BankTransfers

### [Easy / 40 mins] Given a list of transfers between two banks, determine the minimum initial account balance of each bank required for the given transfers to be carried out.

**Task description**

You are given a list of **N** transfers (numbered from **0** to **N−1**) between two banks: bank **A** and bank **B**. The **K-th** transfer is described by two values:

* **R[K]** (either "**A**" or "**B**") representing the recipient (the bank the transfer is sent to);
* **V[K]** denoting the value sent via the transfer.

All transfers are completed in the order they appear on the list. The banks do not want to go into debt (in other words, their account balance may not drop below **0**). What minimum initial account balance in each bank is necessary in order to complete the transfers?

Write a function:

**function solution(R, V);**

that, given a string **R** and an array of integers **V**, both of length **N**, returns an array of two integers. The integers should represent the minimum initial account balances for banks **A** and **B** in the following order: [bank **A**, bank **B**].

Result array should be returned as an array of integers.

**Examples:**

**1.** Given **R = "BAABA"** and **V = [2, 4, 1, 1, 2]**, the function should return **[2, 4]**. The bank accounts’ balances after each transfer are shown in the following table:

**| A | B**

**------------------------+---+---**

**initial balance | 2 | 4**

**transfer 2 from A to B | 0 | 6**

**transfer 4 from B to A | 4 | 2**

**transfer 1 from B to A | 5 | 1**

**transfer 1 from A to B | 4 | 2**

**transfer 2 from B to A | 6 | 0**

**2.** Given **R = "ABAB"** and **V = [10, 5, 10, 15]**, the function should return **[0, 15]**.

**3.** Given **R = "B"** and **V = [100]**, the function should return **[100, 0]**.

Write an efficient algorithm for the following assumptions:

* string **R** and array **V** are both of length **N**;
* **N** is an integer within the range **[1..100,000]**;
* each element of array **V** is an integer within the range **[1..10,000]**;
* string **R** is made only of the characters **'A'** and/or **'B'**.

## 27 MaxSwitchingSlice

### [Easy / 40 mins] Given an array, find the length of the longest switching slice.

**Task description**

We call an array *switching* if all numbers in even positions are equal and all numbers in odd positions are equal.

For example: **[3, −7, 3, −7, 3]** and **[4, 4, 4]** are switching, but **[5, 5, 4, 5, 4]** and **[−3, 2, 3]** are not switching.

What is the length of the longest switching slice (continuous fragment) in a given array **A**?

Write a function:

**function solution(A);**

that, given an array **A** consisting of **N** integers, returns the length of the longest switching slice in **A**.

**Examples:**

**1.** Given **A = [3, 2, 3, 2, 3]**, the function should return **5**, because the whole array is switching.

**2.** Given **A = [7, 4, −2, 4, −2, −9]**, the function should return **4**. The longest switching slice is **[4, −2, 4, −2]**.

**3.** Given **A = [7, −5, −5, −5, 7, −1, 7]**, the function should return **3**. There are two switching slices of equal length: **[−5, −5, −5]** and **[7, −1, 7]**.

**4.** Given **A = [4]**, the function should return **1**. A single-element slice is also a switching slice.

* Write an efficient algorithm for the following assumptions:
* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[−1,000,000,000..1,000,000,000]**.

## 28 BattleshipRecognition

### [Easy / 40 mins] Given a rectangular board containing ships of three different sizes, find the number of ships of each size.

**Task description**

Battleships is a game played on a rectangular board. You are given a representation of such a board of size **N** (height) **x M** (width) with information about the locations of the ships.

The board is given as an array **B**, whose every element is a string that corresponds to one row of the game board. Each character of each string represents a cell of the board and is either:

* a '**#**' character, marking a part of a ship; or
* a '**.**' character, representing an empty cell.

Two cells that share a side and have a value of '**#**' are parts of the same ship. Cell **(X, Y)** shares a side with cells **(X, Y−1), (X, Y+1), (X−1, Y)** and **(X+1, Y)**.

In the Battleships game there are three types of ships:

**Patrol Boats** of size **1**:
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**Submarines** of size **2**, which come in two shapes:
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**Destroyers** of size **3**, which come in six shapes:

![A black and white square

Description automatically generated with medium confidence](data:image/png;base64,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)

Your task is to find the number of ships of each type occurring on the board.

For example, on the board represented by **B = [".##.#", "#.#..", "#...#", "#.##."]**, there are two patrol boats (marked on the image below as '**P**'), one submarine (**'S'**) and two destroyers (**'D'**).

![Graphical representation of the first example](data:image/png;base64,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)

Write a function:

**function solution(B);**

that, given an array **B** consisting of **N** strings of length **M** each, returns an array **R** of three integers, such that:

* **R[0]** represents the number of **Patrol Boats**,
* **R[1]** represents the number of **Submarines**,
* **R[2]** represents the number of **Destroyers**.

**Examples:**

**1.** Given **B = [".##.#", "#.#..", "#...#", "#.##."]**, the function should return **[2, 1, 2]** as explained above.

**2.** Given **B = [".#..#", "##..#", "...#."]**, the function should return **[1, 1, 1]**.

![Graphical representation of the second example](data:image/png;base64,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)

**3.** Given **B = ["##.", "#.#", ".##"]**, the function should return **[0, 0, 2]**.

![Graphical representation of the second example](data:image/png;base64,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)

**4.** Given **B = ["...", "...", "..."]**, the function should return **[0, 0, 0]**.

![Graphical representation of the second example](data:image/png;base64,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)

Assume that:

* **N** is an integer within the range **[1..100]**;
* all strings in **B** are of the same length **M** from the range **[1..100]**;
* every string in **B** consists only of the following characters: '**.**' and/or '**#**';

every ship on the board is either a **Patrol Boat** (size **1**), a **Submarine** (size **2**) or a **Destroyer** (size **3**).

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 29 SanatoriumAccommodation

### [Easy / 40 mins] Find the minimum number of rooms needed to accommodate all guests in a sanatorium according to their preferences.

**Task description**

There are **N** guests (numbered from **0** to **N-1**) in a sanatorium waiting to be assigned a room. In each room, any number of guests can be accommodated. However, not all guests like to have a lot of roommates.

You are given an array **A** of **N** integers: the **K-th** guest wants to be in a room that contains at most **A[K]** guests, including themselves.

Write a function:

**function solution(A);**

that, given the array **A**, returns the minimum number of rooms needed to accommodate all guests.

**Examples:**

**1.** Given **A = [1, 1, 1, 1, 1]**, your function should return **5**. Each guest should be accommodated in their own separate room.

**2.** Given **A = [2, 1, 4]**, your function should return **2**. The second guest should be accommodated in one room and the other two guests in another room.

**3.** Given **A = [2, 7, 2, 9, 8]**, your function should return **2**. The first and the third guests should be accommodated in one room and the other three guests in another room.

**4.** Given **A = [7, 3, 1, 1, 4, 5, 4, 9]**, your function should return **4**. The guests can be accommodated as follows: the first two guests in one room, the third and the fourth guests in two single rooms, and the other guests in another room.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[1..100,000]**.

## 30 FixTheTable

### [Easy / 40 mins] Given the distinct positions of holes, find the shortest length of two identical boards that can cover all the holes.

**Task description**

There are **N** holes arranged in a row in the top of an old table. We want to fix the table by covering the holes with two boards. For technical reasons, the boards need to be of the same length.

The position of the **K-th** hole is **A[K]**. What is the shortest length of the boards required to cover all the holes? The length of the boards has to be a positive integer. A board of length **L**, set at position **X**, covers all the holes located between positions **X** and **X+L** (inclusive). The position of every hole is unique.

Write a function:

**function solution(A);**

which, given an array **A** of integers of length **N**, representing the positions of the holes in the table, returns the shortest board length required to cover all the holes.

**Examples:**

**1.** Given **A = [11, 20, 15]**, your function should return **4**. The first board would cover the holes in positions **11** and **15**, and the second board the hole at position **20**.

**2.** Given **A = [15, 20, 9, 11]**, your function should return **5**. The first board covers the holes at positions **9** and **11**, and the second one the holes in positions **15** and **20**.

**3.** Given **A = [0, 44, 32, 30, 42, 18, 34, 16, 35]**, your function should return **18**. The first board would cover the holes in positions between **0** and **18**, and the second the positions between **30** and **44**.

**4.** Given **A = [9]**, your function should return **1**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**;

the elements of **A** are all distinct.

## 31 XYSplit

### [Easy / 40 mins] Given a string, return the number of ways to split it into two parts, such that at least one of the parts has an equal number of 'x's and 'y's.

**Task description**

You are given a string **S** consisting of **N** lowercase English letters. In how many ways can we split **S** into two non-empty parts, such that in at least one part the letter **'x'** and the letter **'y'** occur the same number of times?

Write a function:

**function solution(S);**

that, given a string **S** of length **N**, returns the number of splits **S** satisfying the condition above.

**Examples:**

**1.** Given **S = "ayxbx"**, the function should return **3**. There are four possible splits of **S: "a/yxbx", "ay/xbx", "ayx/bx"** and **"ayxb/x"**. Only **"ay/xbx"** does not fulfill the condition, so the answer is **3**. Note that in **"a/yxbx"** the left part has **0** occurrences of **'x'** and **'y'**, so it counts as correct split.

**2.** Given **S = "xzzzy"**, the function should return **0**.

**3.** Given **S = "toyxmy"**, the function should return **5**.

**4.** Given **S = "apple"**, the function should return **4**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..200,000]**;
* string **S** is made only of lowercase letters **(a−z).**

## 32 EqualSegments

### [Medium / 50 mins] Find the maximum number of non-intersecting segments of length 2 with equal sums in a given array of integers.

**Task description**

You are given an array **A** of integers. Find the maximum number of non-intersecting segments of length **2** (two adjacent elements), such that segments have an equal sum.

For example, given **A = [10, 1, 3, 1, 2, 2, 1, 0, 4]**, there are three non-intersecting segments, each whose sum is equal to **4**: **(1, 3), (2, 2), (0, 4)**. Another three non-intersecting segments are: **(3, 1), (2, 2), (0, 4)**.

Write a function:

**function solution(A);**

that, given an array **A** of **N** integers, returns the maximum number of segments with equal sums.

**Examples:**

**1.** Given **A = [10, 1, 3, 1, 2, 2, 1, 0, 4]**, the function should return **3**, as explained above.

**2.** Given **A = [5, 3, 1, 3, 2, 3]**, the function should return **1**. Each sum of two adjacent elements is different from the others.

**3.** Given **A = [9, 9, 9, 9, 9]**, the function should return **2**.

**4.** Given **A = [1, 5, 2, 4, 3, 3]**, the function should return **3**. There are three segments: **(1, 5), (2, 4), (3, 3)** whose sums are equal to **6**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

## 33 FreeingStorageSpace

### [Medium / 50 mins] Compute how many types of items can stay in a storeroom after removing R consecutive items.

**Task description**

A storeroom is used to organize items stored in it on **N** shelves. Shelves are numbered from **0** to **N−1**. The K-th shelf is dedicated to items of only one type, denoted by a positive integer **A[K]**.

Recently it was decided that it is necessary to free **R** consecutive shelves. Shelves cannot be reordered. What is the maximum number of types of items which still can be stored in the storeroom after freeing **R** consecutive shelves?

Write a function:

**function solution(A, R);**

that, given an array **A** of **N** integers representing types of items stored on storeroom shelves, and an integer **R** representing the number of consecutive shelves to be freed, returns the maximum number of different types of items that can be stored in the storeroom after freeing **R** consecutive shelves.

**Examples:**

**1.** Given **A = [2, 1, 2, 3, 2, 2]** and **R = 3**, your function should return **2**. It can be achieved, for example, by freeing shelves **2, 3** and **4** (shelves are numbered from **0**).

**2.** Given **A = [2, 3, 1, 1, 2]** and **R = 2**, your function should return **3**. All three types can still be stored by freeing the last two shelves.

**3.** Given **A = [20, 10, 10, 10, 30, 20]** and **R = 3**, your function should return **3**. It can be achieved by freeing the first three shelves.

**4.** Given **A = [1, 100000, 1]** and **R = 3**, your function should return **0**. All shelves need to be freed.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* **R** is an integer within the range **[1..N]**;
* each element of array **A** is an integer within the range **[1..100,000]**.

## 34 GardenArrangement

### [Medium / 50 mins] Calculate the minimum number of trees that must be planted or replanted in order to make the number of them equal in every section of a garden.

**Task description**

A garden is divided into **N** sections numbered from **0** to **N-1**. It is described by an array **A**, where **A[K]** denotes the number of trees in the **K-th** section. To make the garden look more organized, we want the number of trees in every section to be the same. As we don't want to cut any trees down, we can perform either of the following actions:

* planting a new tree in one of the sections;
* replanting an existing tree, moving it from one section to another.

We want to minimize the number of actions performed.

Write a function:

function solution(A);

that, given an array **A** consisting of **N** integers describing the garden, returns the minimum number of actions we need to perform in order to make all sections of the garden contain the same number of trees.

**Examples:**

**1.** Given **A = [1, 2, 2, 4]** the function should return **4**. We can move one tree from **A[3]** to **A[1]** and obtain **A = [1, 3, 2, 3]**. Then we can plant two trees in **A[0]** and one tree in **A[2]** to make every section contain three trees.

**2.** Given **A = [4, 2, 4, 6]**, the function should return **2**. We can move two trees from **A[3]** to **A[1]**. This way, every section in the garden will contain four trees.

**3.** Given **A = [1, 1, 2, 1]**, the function should return **3**. We can plant one tree in **A[0]**, **A[1]** and **A[3]** so that each section in the garden contains two trees.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[1..1,000,000,000]**;
* the answer is always less than or equal to **2,000,000,000**.

## 35 ArraySlicing

### [Medium / 50 mins] Given a sequence of distinct integers, split it into the maximum possible number of slices such that sorting the separate slices sorts the full sequence.

**Task description**

We are given an array **A** consisting of **N** distinct integers. We would like to sort array **A** into ascending order using a simple algorithm. First, we divide it into one or more slices (a slice is a contiguous subarray). Then we sort each slice. After that, we join the sorted slices in the same order. Write a function **solution** that returns the maximum number of slices for which the algorithm will return a correctly sorted array.

**Examples:**

**1.** Given **A = [2, 4, 1, 6, 5, 9, 7]**, the function should return **3**. The array can be split into three slices: **[2, 4, 1], [6, 5]** and **[9, 7]**. Then, after sorting each slice and joining them together, the whole array will be sorted into ascending order.
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**2.** Given **A = [4, 3, 2, 6, 1]**, the function should return **1**. The array cannot be split into smaller slices; it has to be sorted all at once.
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**3.** Given **A = [2, 1, 6, 4, 3, 7]**, the function should return **3**.
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[1..1,000,000,000]**;
* the elements of **A** are all distinct.

## 36 LongestEvenCount

### [Medium / 50 mins] Given a string, return the longest substring in which every letter occurs an even number of times.

**Task description**

Write a function:

function solution(S);

that, given a string **S** consisting of **N** lowercase English letters, returns the length of the longest substring in which every letter occurs an even number of times. A substring is defined as a contiguous segment of a string. If no such substring exists, return **0**.

**Examples:**

**1.** Given **S = "bdaaadadb"**, the function should return **6**. Substrings in which every letter occurs an even number of times are **"aa", "adad", "daaada"** and **"aaadad"**. The length of the longest of them is **6**.

**2.** Given **S = "abacb"**, the function should return **0**. There is no non-empty substring in which every letter occurs an even number of times.

**3.** Given **S = "zthtzh"**, the function should return **6**. Every letter in the whole string occurs an even number of times.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* string **S** consists only of lowercase letters (**'a'-'z'**).

## 37 LongestTwoDigitFragment

### [Medium / 50 mins] Find the length of the longest fragment in a given array which can be written down using at most two different digits.

**Task description**

Write a function:

function solution(A);

that, given an array **A** of **N** integers, returns the length of the longest consistent fragment of **A** in which all elements can be generated using at most two different digits. You must use the same digits for all elements.

**Examples:**

**1.** Given **A = [23, 333, 33, 30, 0, 505]**, the function should return **4**. Elements **333, 33, 30** and **0** can be generated using only digits **0** and **3**.

**2.** Given **A = [615, 88, 498, 99, 9]**, the function should return **2**. The last two elements can be generated using only digit **9**.

**3.** Given **A = [123, 456]**, the function should return **0**.

Assume that:

* **N** is an integer within the range **[1..100]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 38 MinDistinct

### [Medium / 50 mins] Given an array of N numbers within the range [1..N], find the minimum number of increments and decrements of a single element required to make the array a permutation.

**Task description**

You are given an array **A** consisting of **N** integers within the range **[1..N]**. In one move, you can increase or decrease the value of any element by **1**. After each move, all numbers should remain within the range **[1..N]**.

Your task is to find the smallest required number of moves to make all elements in the array pairwise distinct (in other words, no value can appear in the array more than once).

Write a function:

function solution(A);

that, given an array **A** consisting of **N** integers, returns the smallest number of moves required to make all elements in the array pairwise distinct. If the result is greater than **1,000,000,000**, the function should return **-1**.

**Examples:**

**1.** Given **A = [1, 2, 1]**, the function should return 2, because you can increase **A[2]** twice: **[1, 2, 1] −> [1, 2, 2] −> [1, 2, 3]**. In this example, you could also change the array to the following values in two moves: **[3, 2, 1], [1, 3, 2], [2, 3, 1]**.

**2.** Given **A = [2, 1, 4, 4]**, the function should return **1**, as it is sufficient to decrease **A[2]** or **A[3]** by **1**, resulting in **[2, 1, 3, 4] or [2, 1, 4, 3]**.

**3.** Given **A = [6, 2, 3, 5, 6, 3]**, the function should return **4**, because you can achieve the following array in four moves: **[6, 2, 1, 5, 4, 3]**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**;
* each element of array **A** is an integer within the range **[1..N]**.

## 39 NoEqualDigits

### [Medium / 50 mins] Find the next integer with no two identical consecutive digits.

**Task description**

You are given a positive integer **N**. Your task is to find the smallest integer greater than **N** that does not contain two identical consecutive digits.

For example, given **N = 1765**, the smallest integer greater than **N** is **1766**. However, in **1766** the last two digits are identical. The next integer, **1767**, does not contain two identical consecutive digits, and is the smallest integer greater than **1765** that fulfils the condition. Note that the second and fourth digits in **1767** can both be **7** as they are not consecutive.

Write a function:

function solution(N);

that, given an integer **N**, returns the smallest integer gre

ater than **N** that does not contain two identical consecutive digits.

**Examples:**

**1.** Given **N = 55**, the function should return **56**. It is the smallest integer greater than **55** and it does not contain two consecutive digits that are the same.

**2.** Given **N = 1765**, the function should return **1767**, as explained above.

**3.** Given **N = 98**, the answer should be **101**. Both **99** and **100** contain two identical consecutive digits, but **101** does not.

**4.** Given **N = 44432**, the answer should be **45010**.

**5.** Given **N = 3298**, the answer should be **3401**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..1,000,000,000]**.

## 40 PathDetection

### [Medium / 50 mins] Check whether the given graph contains a path going through all vertices, one by one, in increasing order of their numbers.

**Task description**

You are given an undirected graph consisting of **N** vertices, numbered from **1** to **N**, and **M** edges.

The graph is described by two arrays, **A** and **B**, both of length **M**. A pair (**A[K], B[K]**), for **K** from **0** to **M-1**, describes an edge between vertex **A[K]** and vertex **B[K]**.

Your task is to check whether the given graph contains a path from vertex **1** to vertex **N** going through all of the vertices, one by one, in increasing order of their numbers. All connections on the path should be direct.

Write a function:

function solution(N, A, B);

that, given an integer **N** and two arrays **A** and **B** of **M** integers each, returns **true** if there exists a path from vertex **1** to **N** going through all vertices, one by one, in increasing order, or **false** otherwise.

**Examples:**

**1.** Given **N = 4, A = [1, 2, 4, 4, 3]** and **B = [2, 3, 1, 3, 1]**, the function should return **true**. There is a path (**1 → 2 → 3 → 4**) using edges (**1, 2**), (**2, 3**) and (**4, 3**).
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**2.** Given **N = 4, A = [1, 2, 1, 3]** and **B = [2, 4, 3, 4]**, the function should return **false**. There is no path (**1 → 2 → 3 → 4**), as there is no direct connection from vertex **2** to vertex **3**.
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**3.** Given **N = 6, A = [2, 4, 5, 3]** and **B = [3, 5, 6, 4]**, the function should return **false**. There is no direct connection from vertex **1** to vertex **2**.
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**4.** Given **N = 3, A = [1, 3]** and **B = [2, 2]**, the function should return **true**. There is a path (**1 → 2 → 3**) using edges (**1, 2**) and (**3, 2**).
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* **M** is an integer within the range **[0..100,000]**;
* all elements of arrays **A** and **B** are integers within the range **[1..N]**;
* there are no self-loops (edges with **A[K] = B[K]**) in the graph;
* there are no multiple edges between the same vertices.

## 41 PriceFluctuation

### [Medium / 40 mins] For a historical record of assets values, calculate the maximum income you could have made.

**Task description**

You are given a record of the historical prices of an investment asset from the last **N** days. Analyze the record in order to calculate what could have been your maximum income. Assume you started with one asset of this type and could hold at most one at a time. You could choose to sell the asset whenever you held one. If you did not hold an asset at some moment, you could always afford to buy an asset (assume you had infinite money available).

What is the maximum income you could make?

Write a function:

function solution(A);

that, given an array **A** of length **N** representing a record of prices over the last **N** days, returns the maximum income you could make. As the result may be large, return its last nine digits without leading zeros (return the result modulo **1,000,000,000**).

**Examples:**

**1.** Given **A = [4, 1, 2, 3]**, the function should return **6**. You could sell the product on the first day (for **4**), buy it on the second (for **1**) and sell it again on the last day (for **3**). The income would be equal **4 − 1 + 3 = 6**.

**2.** Given **A = [1, 2, 3, 3, 2, 1, 5]**, the function should return **7**. You could sell the product when its value was **3**, buy it when it changed to **1**, and sell it again when it was worth **5**.

**3.** Given **A = [1000000000, 1, 2, 2, 1000000000, 1, 1000000000]**, the function should return **999999998**. The maximum possible income is **2999999998**, whose last 9 digits are **999999998**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

## 42 Sticks

### [Medium / 10 mins] Given two sticks, cut them into four sticks in order to create the largest possible square.

**Task description**

There are two wooden sticks of lengths **A** and **B** respectively. Each of them can be cut into shorter sticks of integer lengths. Our goal is to construct the largest possible square. In order to do this, we want to cut the sticks in such a way as to achieve four sticks of the same length (note that there can be some leftover pieces). What is the longest side of square that we can achieve?

Write a function:

function solution(A, B);

that, given two integers **A, B,** returns the side length of the largest square that we can obtain. If it is not possible to create any square, the function should return **0**.

**Examples:**

**1.** Given **A = 10, B = 21**, the function should return **7**. We can split the second stick into three sticks of length **7** and shorten the first stick by **3**.

**2.** Given **A = 13, B = 11**, the function should return **5**. We can cut two sticks of length 5 from each of the given sticks.

**3.** Given **A = 2, B = 1**, the function should return **0**. It is not possible to make any square from the given sticks.

**4.** Given **A = 1, B = 8**, the function should return **2**. We can cut stick **B** into four parts.

Write an efficient algorithm for the following assumptions:

* **A** and **B** are integers within the range **[1..1,000,000,000]**.

## 43 AngryFrogs

### [Medium / 50 mins] Given blocks in a row, find the distance between the two most distant blocks, such that the heights between them are first decreasing and then increasing.

**Task description**

There are **N** blocks, numbered from **0** to **N-1**, arranged in a row. A couple of frogs were sitting together on one block when they had a terrible quarrel. Now they want to jump away from one another so that the distance between them will be as large as possible. The distance between blocks numbered **J** and **K**, where **J ≤ K**, is computed as **K − J + 1**. The frogs can only jump up, meaning that they can move from one block to another only if the two blocks are adjacent and the second block is of the same or greater height as the first. What is the longest distance that they can possibly create between each other, if they also chose to sit on the optimal starting block initially?

Write a function:

function solution(blocks);

that, given an array **blocks** consisting of N integers denoting the heights of the blocks, returns the longest possible distance that two frogs can make between each other starting from one of the blocks.

**Examples:**

**1.** Given **blocks = [2, 6, 8, 5]**, the function should return **3**. If starting from **blocks[0]**, the first frog can stay where it is and the second frog can jump to **blocks[2]** (but not to **blocks[3]**).

!["Graphical representation of example 1."](data:image/png;base64,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)

**2.** Given **blocks = [1, 5, 5, 2, 6]**, the function should return **4**. If starting from **blocks[3]**, the first frog can jump to **blocks[1]**, but not **blocks[0]**, and the second frog can jump to **blocks[4]**.

!["Graphical representation of example 2."](data:image/png;base64,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)

**3.** Given **blocks = [1, 1]**, the function should return **2**. If starting from **blocks[1]**, the first frog can jump to **blocks[0]** and the second frog can stay where it is. Starting from **blocks[0]** would result in the same distance.

!["Graphical representation of example 3."](data:image/png;base64,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)

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..200,000]**;
* each element of array **blocks** is an integer within the range **[1..1,000,000,000]**.

## 44 AssassinsStealth

### [Medium / 50 mins] Given a two-dimensional board with an assassin and guards on it, determine whether the assassin can get to the bottom-right corner undetected.

**Task description**

We are given a two-dimensional board of size **N × M** (**N** rows and **M** columns). Each field of the board can be empty ('**.**'), may contain an obstacle ('**X**') or may have a character in it. The character might be either an assassin ('**A**') or a guard. Each guard stands still and looks straight ahead, in the direction they are facing.

Every guard looks in one of four directions (up, down, left or right on the board) and is represented by one of four symbols. A guard denoted by '**<'** is looking to the left; by '**>**', to the right; '**^**', up; or '**v**', down. The guards can see everything in a straight line in the direction in which they are facing, as far as the first obstacle ('**X**' or any other guard) or the edge of the board.

The assassin can move from the current field to any other empty field with a shared edge. The assassin cannot move onto fields containing obstacles or enemies.

Write a function:

function solution(B);

that, given an array **B** consisting of **N** strings denoting rows of the array, returns **true** if is it possible for the assassin to sneak from their current location to the bottom-right cell of the board undetected, and **false** otherwise.

**Examples:**

**1.** Given **B = ["X.....>", "..v..X.", ".>..X..", "A......"]**, your function should return **false**. All available paths lead through a field observed by a guard.

![Graphical representation of the first example](data:image/png;base64,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)

**2.** Given **B = ["...Xv", "AX..^", ".XX.."]**, your function should return **true**. The guard in the second row is blocking the other one from watching the bottom-right square.

![Graphical representation of the second example](data:image/png;base64,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)

**3.** Given **B = ["...", ">.A"]**, your function should return **false**, as the assassin gets spotted right at the start.
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**4.** Given **B = ["A.v", “...”]**, your function should return **false**. It's not possible for the assassin to enter the bottom-right cell undetected, as the cell is observed.

![Graphical representation of the fourth example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAA5CAQAAAAG/RTzAAAJKWlDQ1BpY2MAAHjalZFnUJSHFobP933bC22XpcPSm1QpC0hZepVeRQWW3lmWImJDxAhEFBFpiiBBAQNGpUisiGIhKChgQbNIEFBiMIqooNwfuTNx7p38yPPrmXfeOefMHACKGAAAKgaQkirg+7nYs0NCw9jwDZG8zHSuj48n/CMfxgABAHigB/8eSnRMJg8AVgAgn5fOFwAguQCglSNIFwAgxwGAGZWULgBAzgMAkx8SGgaA3AIAZtxfPgEAzKi/fAEAmPwAPwcAFAdAosV941Hf+H/3AgCocPmChNiYXLZ/WqwgJ5Ifw870c7Fnuzk4sH34abEJyTHfHPyvyv+AICZXAADgkJa+hZ8QFy9g/99QY0MjI/j7F+98AQEAhDX4v/8BgG96aY0AnEUA7MDfWVQ1QPceAOknf2dqxwFECwG67vGy+Nl/ZTgAADxQQBSYIAOKoApaoAfGYA5WYAdO4A7eEAChsAl4EA8pwIccyIddUAQlcAAOQw3UQxO0QDuchW64CNfgJtyF+zAKT0EI0/AaFuADLCMIQkToCAORQZQQdUQXMUY4iA3ihHgifkgoEoHEIalIFpKP7EZKkHKkBmlAWpCfkAvINeQ2Mow8RiaROeRP5DOKoTSUiSqgGqgBykG5qAcagG5E49AMNA8tRPejVWgjehrtQq+hd9FRVIi+RhcxwKgYC1PG9DAO5oB5Y2FYLMbHtmPFWCXWiLVjvdgA9gATYvPYJxwBx8CxcXo4K5wrLhDHw2XgtuNKcTW4U7guXD/uAW4St4D7iqfj5fG6eEu8Gz4EH4fPwRfhK/HN+E78Dfwofhr/gUAgsAiaBHOCKyGUkEjYSiglHCV0EK4ShglThEUikShD1CVaE72JkUQBsYhYTTxNvEIcIU4TP5KoJCWSMcmZFEZKJRWQKkmtpMukEdIMaZksRlYnW5K9ydHkLeQychO5l3yPPE1epohTNCnWlABKImUXpYrSTrlBmaC8o1KpKlQLqi81gbqTWkU9Q71FnaR+oknQdGgOtHBaFm0/7STtKu0x7R2dTteg29HD6AL6fnoL/Tr9Of2jCENEX8RNJFpkh0itSJfIiMgbUbKouihXdJNonmil6DnRe6LzYmQxDTEHsUix7WK1YhfExsUWxRniRuLe4inipeKt4rfFZyWIEhoSThLREoUSJySuS0wxMIYqw4HBY+xmNDFuMKaZBKYm042ZyCxh/sgcYi5ISkiaSAZJ5krWSl6SFLIwlgbLjZXMKmOdZY2xPkspSHGlYqT2SbVLjUgtSctJ20nHSBdLd0iPSn+WYcs4ySTJHJTplnkmi5PVkfWVzZE9JntDdl6OKWclx5Mrljsr90QeldeR95PfKn9CflB+UUFRwUUhXaFa4brCvCJL0U4xUbFC8bLinBJDyUYpQalC6YrSK7Ykm8tOZlex+9kLyvLKrspZyg3KQ8rLKpoqgSoFKh0qz1QpqhzVWNUK1T7VBTUlNS+1fLU2tSfqZHWOerz6EfUB9SUNTY1gjb0a3RqzmtKabpp5mm2aE1p0LVutDK1GrYfaBG2OdpL2Ue37OqiOqU68Tq3OPV1U10w3Qfeo7vAa/BqLNalrGteM69H0uHrZem16k/osfU/9Av1u/TcGagZhBgcNBgy+GpoaJhs2GT41kjByNyow6jX601jHmGdca/xwLX2t89oda3vWvjXRNYkxOWbyyJRh6mW617TP9IuZuRnfrN1szlzNPMK8znycw+T4cEo5tyzwFvYWOywuWnyyNLMUWJ61/MNKzyrJqtVqdp3muph1TeumrFWsI60brIU2bJsIm+M2Qltl20jbRtsXdqp20XbNdjNcbW4i9zT3jb2hPd++037JwdJhm8NVR8zRxbHYcchJwinQqcbpubOKc5xzm/OCi6nLVperrnhXD9eDruNuCm48txa3BXdz923u/R40D3+PGo8XnjqefM9eL9TL3euQ18R69fWp67u9wdvN+5D3Mx9Nnwyfn30Jvj6+tb4v/Yz88v0G/Bn+m/1b/T8E2AeUBTwN1ArMCuwLEg0KD2oJWgp2DC4PFoYYhGwLuRsqG5oQ2hNGDAsKaw5b3OC04fCG6XDT8KLwsY2aG3M33t4kuyl506XNopsjN5+LwEcER7RGrER6RzZGLka5RdVFLfAceEd4r6Ptoiui52KsY8pjZmKtY8tjZ+Os4w7FzcXbxlfGzyc4JNQkvE10TaxPXEryTjqZtJocnNyRQkqJSLmQKpGalNqfppiWmzacrptelC7MsMw4nLHA9+A3ZyKZGzN7BExBumAwSytrT9Zktk12bfbHnKCcc7niuam5g1t0tuzbMpPnnPfDVtxW3ta+fOX8XfmT27jbGrYj26O29+1Q3VG4Y3qny85Tuyi7knb9UmBYUF7wfnfw7t5ChcKdhVN7XPa0FYkU8YvG91rtrf8O913Cd0P71u6r3ve1OLr4TolhSWXJSimv9M73Rt9Xfb+6P3b/UJlZ2bEDhAOpB8YO2h48VS5enlc+dcjrUFcFu6K44v3hzYdvV5pU1h+hHMk6IqzyrOqpVqs+UL1SE18zWmtf21EnX7evbulo9NGRY3bH2usV6kvqPx9POP6owaWhq1GjsfIE4UT2iZdNQU0DP3B+aGmWbS5p/nIy9aTwlN+p/hbzlpZW+dayNrQtq23udPjp+z86/tjTrtfe0MHqKDkDZ7LOvPop4qexsx5n+85xzrWfVz9f18noLO5CurZ0LXTHdwt7QnuGL7hf6Ou16u38Wf/nkxeVL9ZekrxUdplyufDy6pW8K4tX06/OX4u7NtW3ue/p9ZDrD/t9+4dueNy4ddP55vUB7sCVW9a3Lt62vH3hDudO912zu12DpoOdv5j+0jlkNtR1z/xez32L+73D64Yvj9iOXHvg+ODmQ7eHd0fXjw6PBY49Gg8fFz6KfjT7OPnx2yfZT5af7pzATxQ/E3tW+Vz+eeOv2r92CM2ElyYdJwdf+L94OsWbev1b5m8r04Uv6S8rZ5RmWmaNZy/OOc/df7Xh1fTr9NfL80W/i/9e90brzfk/7P4YXAhZmH7Lf7v6Z+k7mXcn35u871v0WXz+IeXD8lLxR5mPpz5xPg18Dv48s5yzQlyp+qL9pferx9eJ1ZTV1f8AQiyQvjsaRV4AAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAABaElEQVRo3u3VT0rDQBTH8W8loIgVLG4iWUqxOyEHaLeFeIDuSy9Q9+oBvEAP4FpswG1zgFE3WowgBbWBFiq04B9w4aa4Slp94EjlvVXI5Md85vGY5Oo3OyUE1R2X1iW5K3YlMaB76nivvig6+JDlnpDloP+2JEz+SSlWsYpVrGJ/t5y0lyF9Elwa1hghBpc9XFozdk7tbECDCRMSa9gAny1coAaZTcoYgw4+FdrWsBBMdwspZ36TgY0I8DEWseDTAQyVn2En9IkxFOlYxNaICGdQM7AhRQyGPJFFbJ41TmYMQcZtEHMwfToiwbXGbc5ZT+nsMYZ9AFrcckhsDTuvUjrb/Dphw+JN+51aqD+YYhWrWMUuIDZXvysUJMHn5Y13SS5ZdV9k1NGl443L25Lo+agqOuQZ1RUZtj1cqDFQrGIVq1jFKlaxilWsYhWrWMUqVrGK/RdY53rAhSTY24x6kty9Fz3KqA/jT8utS8+56kQMAAAALXRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADg1LjUzOTN4NTcuMTkyOS0wLjI1LTAuMjXNmk24AAAAHHRFWHRwczpMZXZlbABBZG9iZS0zLjAgRVBTRi0zLjAKm3C74wAAABl0RVh0cHM6U3BvdENvbG9yLTAAZm9udCBDTVIxMO1bTysAAAAASUVORK5CYII=)

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..500]**;
* all strings in **B** are of the same length **M** from range **[1..500]**;
* there is exactly one assassin on the board;
* there is no guard or wall on **B[N−1][M−1]**;
* every string in **B** consists only of the following characters **'.', 'X', '<', '>', 'v', '^'** and/or '**A**'.

## 45 ChoosingNumbers

### [Medium / 50 mins] Choose the maximum number of integers from an array so that, after sorting, the difference between every adjacent pair is equal.

**Task description**

There is an array **A** made of **N** integers. Your task is to choose as many integers from **A** as possible so that, when they are put in ascending order, all of the differences between all pairs of consecutive integers are equal.

For example, for **A = [4, 3, 5, 1, 4, 4]**, you could choose **1, 3** and **5** (with differences equal to **2**) or **4, 4** and **4** (with differences equal to **0**).

What is the maximum number of integers that can be chosen?

Write a function:

function solution(A);

that, given an array **A** made of **N** integers, returns the maximum number of integers that can be chosen following the rules described above.

**Examples:**

**1.** For **A = [4, 7, 1, 5, 3]**, the function should return **4**. It is possible to choose four integers (**7, 1, 5** and **3**). When put in ascending order, the difference between all consecutive integers is **2**.

**2.** For **A = [12, 12, 12, 15, 10]**, the function should return **3**. It is optimal to choose all integers with a value of **12**.

**3.** For **A = [18, 26, 18, 24, 24, 20, 22]**, the function should return **5**. Five integers (**18, 20, 22, 24, 26**) can be chosen. Notice that we cannot pick any other integers, even though they occur more than once.

Assume that:

* **N** is an integer within the range **[2..50]**;
* each element of array **A** is an integer within the range **[1..100]**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 46 CleaningRobot

### [Medium / 50 mins] Count the number of squares on a rectangular grid visited by a cleaning robot. The robot only moves forward, turning right if it cannot make a move.

**Task description**

There is a cleaning robot which is cleaning a rectangular grid of size **N x M**, represented by array **R** consisting of **N** strings. Rows are numbered from **0** to **N−1** (from top to bottom) and columns are numbered from **0** to **M−1** (from left to right).

The robot starts cleaning in the top-left corner, facing rightwards. It moves in a straight line for as long as it can, in other words, while there is an unoccupied grid square ahead of it. When it cannot move forward, it rotates 90 degrees clockwise and tries to move forward again until it encounters another obstacle, and so on. Dots in the array ("**.**") represent empty squares and "**X**"s represent occupied squares (ones the robot cannot move through). Each square that the robot occupied at least once is considered clean. The robot moves indefinitely.

Write a function:

function solution(R);

that, given an array **R** consisting of **N** strings, each of length **M**, representing the grid, returns the number of clean squares.

**Examples:**

**1.** Given **A = ["...X..", "....XX", "..X..."]**, your function should return **6**.
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The robot starts at **(0,0)**, facing rightwards, and moves to **(0,2)**, where it turns due to the obstacle at **(0,3)**. Then it goes down from **(0,2)** to **(1,2)**, where it changes direction again due to another obstacle. Next it goes left from **(1, 2)** to **(1,0)**, where it turns once because of the grid boundary, then it moves once and turns once more, which makes it stand again at position **(0,0)** facing rightwards, just as at the beginning, which means it will now repeat the loop indefinitely. The total number of cleaned squares is **6**.

**2.** Given **A = ["....X..", "X......", ".....X.", "......."]**, your function should return **15**.
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**3.** Given **A = ["...X.", ".X..X", "X...X", "..X.."]**, your function should return **9**.
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**4.** Given **A = ["."]**, your function should return **1**, because there is only one square on the grid and it is cleaned in the first move.

Assume that:

* **N** and **M** are integers within the range **[1..20]**;
* top-left cell is empty;
* each string in **R** consists only of the following characters: "**.**" and/or "**X**".

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 47 CollectingRainwater

### [Medium / 50 mins] Find the minimum number of water tanks needed to save the rainwater from all houses in a street.

**Task description**

Today our world is approaching an ecological crisis. Due to global warming, the sea level is rising. At the same time, the amount of drinkable water is decreasing. One idea about preventing the loss of drinkable water is the propagation of rainwater storage, in other words, equipping houses with a water tank for rainwater.

You are given a string **S** describing a street, in which '**H**' denotes a house and '**−**' denotes an empty plot. You may place water tanks in empty plots to collect rainwater from nearby houses. A house can collect its own rainwater if there is a tank next to it (on either the left or the right side).

Your task is to find the minimum number of water tanks needed to collect rainwater from all of the houses.

For example, given **S = "−H−HH−−"**, you can collect rainwater from all three houses by using two water tanks. You can position one water tank between the first and second houses and the other after the third house. This placement of water tanks can be represented as **"−HTHHT−"**, where **'T'** denotes a water tank.

Write a function:

function solution(S);

that, given a string **S** of length **N**, returns the minimum number of water tanks needed.

If there is no solution, return **-1**.

**Examples:**

**1.** Given **S = "−H−HH−−"**, the function should return **2**, as explained above.

**2.** Given **S = "H"**, the function should return **-1**. There is no available plot on which to place a water tank.

**3.** Given **S = "HH−HH"**, the function should return **-1**. There is only one plot to put a water tank, and it is impossible to collect rainwater from the first and last houses.

**4.** Given **S = "−H−H−H−H−H"**, the function should return **3**. One possible way of placing water tanks is **"−HTH−HTHTH"**.

Assume that:

* **N** is an integer within the range **[1..20]**;
* string **S** is made only of the characters **'-'** and/or **'H'**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 48 CreateDiverseWord

### [Medium / 50 mins] Join some of the given strings to create the longest possible string that contains neither "AAA" nor "BBB" as a fragment.

**Task description**

There are two-letter strings, **“AA”, “AB”** and **“BB”**, which appear **AA, AB** and **BB** times respectively. The task is to join some of these strings to create the longest possible string which does not contain **“AAA”** or **“BBB”**.

For example, having **AA = 5, AB = 0** and **BB = 2**, it is possible to join five strings by taking both of the **"BB"** strings and three of the **"AA"** strings. Then they can be joined into **"AA-BB-AA-BB-AA" → "AABBAABBAA"**.  
Note that it is not possible to add another **"AA"** string as the result would then contain **"AAA"**.

Write a function:

function solution(AA, AB, BB);

that, given three integers **AA**, **AB** and **BB**, returns the longest string that can be created according to the rules described above. If there is more than one possible answer, the function may return any of them.

**Examples:**

**1.** Given **AA = 5, AB = 0** and **BB = 2**, the function should return **"AABBAABBAA"**, as explained above.

**2.** Given **AA = 1, AB = 2** and **BB = 1**, possible results are **"BBABABAA", "ABAABBAB", "ABABAABB"** or **"AABBABAB"**.

**3.** Given **AA = 0**, **AB = 2** and **BB = 0**, the function should return **"ABAB"**.

**4.** Given **AA = 0**, **AB = 0** and **BB = 10**, the function should return **"BB"**.

Assume that:

* **AA, AB** and **BB** are integers within the range **[0..10]**;
* the resulting string will not be empty.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 49 DivideIntoGroups

### [Medium / 50 mins] Divide people into three groups so that the largest score difference between the people in each group is as small as possible.

**Task description**

There is an array **A** consisting of **N** integers. Divide them into three non-empty groups. In each group we calculate the difference between the largest and smallest integer. Our goal is to make the maximum of these differences as small as possible.

For example, given **A = [11, 5, 3, 12, 6, 8, 1, 7, 4]**, we can divide the elements into three groups:

* **[3, 1, 4]** − the difference between elements is **3**;
* **[5, 6, 8, 7]** − the difference is also **3**;
* **[11, 12]** − the difference is **1**.

The maximum difference equals **3**, which is the minimum possible result.

Write a function:

function solution(A);

that, given an array **A**, returns the minimum possible result as explained above.

**Examples:**

**1.** For **A = [11, 5, 3, 12, 6, 8, 1, 7, 4]**, the function should return **3**, as explained above.

**2.** For **A = [10, 14, 12, 1000, 11, 15, 13, 1]**, the function should return **5**. The elements of A should be divided into three groups as follows:

* **[1];**
* **[10, 14, 12, 11, 15, 13];**
* **[1000].**

**3.** For **A = [4, 5, 7, 10, 10, 12, 12, 12]**, the function should return **2**. The elements of **A** could be divided into these three groups:

* **[4, 5];**
* **[7];**
* **[10, 10, 12, 12].**

**4.** For **A = [5, 10, 10, 5, 5]**, the function should return **0**. The first group may contain all elements with value **5**; the second and the third groups may each contain one element with value **10**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[3..100,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000,000]**.

## 50 SquareTiles

### [Medium / 50 mins] Given M tiles of size 1x1 and N tiles of size 2x2, calculate the size of the largest square you can create out of these tiles.

**Task description**

You have **M** square tiles of size **1×1** and **N** square tiles of size **2×2**. Your task is to create the largest possible square using these tiles. Tiles may not overlap, and the resulting square should be filled (it should not contain empty spaces).

Write a function:

function solution(M, N);

that, given two integers **M** and **N**, returns the length of the side of the largest square you can create. If no square can be created, your function should return **0**.

**Examples:**

**1.** Given **M = 8** and **N = 0**, your function should return **2**. You can use four out of eight tiles to arrange them into **2×2** square. There are not enough tiles to create **3×3** square.

**2.** Given **M = 4** and **N = 3**, your function should return **4**. You can obtain a **4×4** square by arranging four **1×1** tiles into a **2×2** square, and surrounding it by **2×2** tiles:

![A black background with a black square
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**3.** Given **M = 0** and **N = 18**, your function should return **8**. You need to use sixteen **2×2** tiles to create the square. Note that not all the tiles are used.

**4.** Given **M = 13** and **N = 3**, your function should return **5**. One of the possible arrangements is shown in the following image:
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Write an efficient algorithm for the following assumptions:

* **M** and **N** are integers within the range **[0..1,000,000,000]**.

## 51 StringMisspellingVar (Opal variant)

### [Medium / 50 mins] Given two strings, check whether one of them can be obtained from the other by performing a simple edit operation.

**Task description**

Write a function:

function solution(S, T);

that, given two strings **S** and **T** consisting of **N** and **M** characters, respectively, determines whether string **T** can be obtained from string **S** by at most one simple operation from the set specified below. The function should return a string:

* "**INSERT c**" if string **T** can be obtained from string **S** by inserting a single character "**c**" at the beginning of the string;
* "**REMOVE c**" if string **T** can be obtained from string **S** by deleting a single character "**c**" from the end of the string;
* "**SWAP c d**" if string **T** can be obtained from string **S** by swapping two adjacent characters "**c**" and "**d**" (these characters should be distinct and in the same order as in string **S**; exactly one swap is performed);
* "**EQUAL**" if no operation is needed (strings **T** and **S** are equal);
* "**IMPOSSIBLE**" if none of the above works.

Note that by characters "**c**" and "**d**" from the operations above, we mean any English alphabet lowercase letters .

For example:

* given **S = "gain"** and **T = "again"**, the function should return **"INSERT a"**;
* given **S = "parks"** and **T = "park"**, the function should return **"REMOVE s"**;
* given **S = "form"** and **T = "from"**, the function should return **"SWAP o r"**;
* given **S = "o"** and **T = "odd"**, the function should return **"IMPOSSIBLE"**;
* given **S = "fift"** and **T = "fifth"**, the function should return **"IMPOSSIBLE"**.

Assume that:

* **N** and **M** are integers within the range **[1..100]**;
* strings **S** and **T** are made only of lowercase letters **(a−z)**.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

## 52 TwoWayRoadRenovation

### [Medium / 50 mins] Given a representation of a two-lane road, select at most two stretches (one in each lane) that cover the maximum number of potholes in total and that allow the road to remain open to traffic.

**Task description**

You are given a description of a two-lane road in which two strings, **L1** and **L2**, respectively represent the first and the second lane, each lane consisting of **N** segments of equal length.

The **K-th** segment of the first lane is represented by **L1[K]** and the **K-th** segment of the second lane is represented by **L2[K]**, where **'.'** denotes a smooth segment of road and **'x'** denotes a segment containing potholes.

Cars can drive over segments with potholes, but it is rather uncomfortable. Therefore, a project to repair as many potholes as possible was submitted. At most one contiguous stretch of each lane may be repaired at a time. For the time of reparation those stretches will be closed to traffic.

How many road segments with potholes can be repaired given that the road must be kept open (in other words, stretches of roadworks must not prevent travel from one end of the road to the other)?

Write a function:

function solution(L1, L2);

that, given two strings **L1** and **L2** of length **N**, returns the maximum number of segments with potholes that can be repaired.

**Examples:**

**1.** Given **L1 = "..xx.x."** and **L2 = "x.x.x.."**, your function should return **4**. It is possible to repair three potholes in the first lane and the first pothole in the second lane without closing the road to traffic.
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**2.** Given **L1 = ".xxx...x"** and **L2 = "..x.xxxx"**, your function should return **6**.
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**3.** Given **L1 = "xxxxx"** and **L2 = ".x..x"**, your function should return **5**.
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**4.** Given **L1 = "x...x"** and **L2 = "..x.."**, your function should return **2**.
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..200,000]**;
* strings **L1** and **L2** consist only of the characters **"."** and/or **"x"**.

## 53 WordSplit

### [Medium / 20 mins] Given a string consisting only of lowercase letters, split it into a minimal number of substrings such that each substring contains no letter more than once.

**Task description**

You are given a string consisting of lowercase letters of the English alphabet. You must split this string into a minimal number of substrings in such a way that no letter occurs more than once in each substring.

For example, here are some correct splits of the string **"abacdec"**: (**'a', 'bac', 'dec'**), (**'a', bacd', 'ec'**) and (**'ab', 'ac', 'dec'**).

Write a function:

function solution(S);

that, given a string **S** of length **N**, returns the minimum number of substrings into which the string has to be split.

**Examples:**

**1.** Given **'world'**, your function should return **1**. There is no need to split the string into substrings as all letters occur just once.

**2.** Given **'dddd'**, your function should return **4**. The result can be achieved by splitting the string into four substrings (**'d', 'd', 'd', 'd'**).

**3.** Given **'cycle'**, your function should return **2**. The result can be achieved by splitting the string into two substrings (**'cy', 'cle'**) or (**'c', 'ycle'**).

**4.** Given **'abba'**, your function should return **2**. The result can be achieved by splitting the string into two substrings (**'ab', 'ba'**).

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..1,000,000]**;
* string **S** is made only of lowercase letters **(a−z)**.

## 54 RecyclingTrucks

### [Medium / 50 mins] Calculate the time needed by three recycling trucks to collect all trash in a street.

**Task description**

There are **N** houses (numbered from **0** to **N-1**) along a street. In each of them, recyclable trash (plastic, glass, metal) is collected into separate bags.

There are three trucks that collect the trash. Each of them collects a separate type of trash (the first collects plastic, the second, glass and the third, metal). All the trucks begin and end their jobs at the starting end of the street. Passing from the starting point to house number **0** takes **D[0]** minutes. Passing between houses number **K-1** and **K** (for **K** in the range **1** to **N-1**) takes **D[K]** minutes. Loading one bag onto the truck takes one minute.

For example, **D = [2, 5]** means that passing between the starting point and house number **0** takes **2** minutes and passing between houses number **0** and **1** takes **5** minutes.

Each of the houses has already collected some bags (or possibly no bags) of recyclable trash. The number of bags that house number **K** has collected is recorded in string **T[K]**, composed of letters **'P'** (plastic), **'G'** (glass) and **'M'** (metal). For example, **T[1]** = **"GMG"** means that house number **1** has collected two bags of glass and one bag of metal. Each house may collect more than one bag of each type.

All of the trucks start their jobs simultaneously. Each finishes its job after collecting all of the bags of the given type of trash and returning back to the starting point. What is the minimum number of minutes that will pass before all the trucks finish all the jobs?

Write a function:

function solution(D, T);

that, given array **D** of **N** integers and array **T** of **N** strings, returns the minimum number of minutes needed by the trucks to finish all the jobs.

**Examples:**

**1.** Given **D = [2, 5], T = ["PGP", "M"]**, the function should return **15**. The truck collecting plastic needs to go to house number **0**, collect two bags and go back, which takes **2 + 1 + 1 + 2 = 6** minutes. The truck collecting glass needs **5** minutes: **2** minutes to go to house number **0, 1** minute to collect a bag and **2** minutes to return to the starting point. The truck collecting metal will go straight to house number **1**, collect a bag and go back in **7 + 1 + 7 = 15** minutes. After **15** minutes all of the trash will have been collected and all trucks will have returned to the starting point.
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**2.** Given **D = [3, 2, 4], T = ["MPM", "", "G"]**, the function should return **19**. The truck collecting glass needs the most time: **3 + 2 + 4 + 1 + 4 + 2 + 3 = 19**.
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**3.** Given **D = [2, 1, 1, 1, 2], T = ["", "PP", "PP", "GM", ""]**, the function should return **12**. The truck collecting plastic needs **12** minutes, whereas the trucks collecting glass and metal both need **11** minutes to finish their jobs.
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Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **D** is an integer within the range **[1..100]**;
* each element of array **T** is a string consisting of letters **'P', 'G' or 'M'**;
* **S**, the total length of all strings, is an integer within the range **[0..100,000]**.

## 55 RoadRepair

### [Medium / 50 mins] Find how many potholes in a road can be fixed within a given budget if fixing K consecutive potholes costs K+1.

**Task description**

You are given a task to fix potholes in a road. The road is described by a string **S** consisting of **N** characters. Each character represents a single fragment of the road. Character **'.'** denotes a smooth surface and **'x'** denotes a pothole. For example, **S = "...xxx..x"** means that the road starts with three smooth fragments, followed by three potholes, followed by two smooth fragments and ending with one pothole.

You can choose any number of consecutive potholes and fix all of them. Fixing a segment consisting of **K** consecutive potholes costs **K + 1**. In the example above, fixing the first two consecutive potholes costs **2 + 1 = 3** and fixing the last pothole costs **1 + 1 = 2**. After these fixes, the road would look like this: **".....x..."**.

You are given a budget **B**. You can fix multiple segments containing potholes as long as you fit in the budget. What is the maximum number of potholes you can fix?

Write a function:

function solution(S, B);

that, given the string **S** of length **N** and the integer **B**, returns the maximum number of potholes that can be fixed.

**Examples:**

**1.** Given **S = "...xxx..x....xxx."** and **B = 7**, the function should return **5**. You can start by fixing the first three consecutive potholes for a cost of **4**, obtaining the road: **"........x....xxx."**. Then, you can fix the last two potholes for a cost of 3, obtaining the road: **"........x....x..."**. The total cost is **7**, which fits in the budget, and you fix **5** potholes in total.

**2.** Given **S = "..xxxxx"** and **B = 4**, the function should return **3**. One way is to fix the middle three potholes, which costs the whole budget and makes the road look as follows: **"..x...x"**. Alternatively, you could fix the first three potholes or the last three potholes.

**3.** Given **S = "x.x.xxx...x"** and **B = 14**, the function should return **6**. You can fix all the potholes, which costs **2 + 2 + 4 + 2 = 10**, leaving you with the spare budget of **4**. This fixes the entire road.

**4.** Given **S = ".."** and **B = 5**, the function should return **0**. There are no potholes to fix.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* **B** is an integer within the range **[0..200,000]**;
* string **S** consists only of characters **'.'** and **'x'**.

## 56 RoadRoller

### [Medium / 50 mins] Find the minimum number of road roller drives needed to patch all the potholes in a road.

**Task description**

There are **N** potholes on a straight road parallel to the **y-axis**. The positions of the potholes are described by two arrays of integers, **X** and **Y**. The **K-th** pothole (for **K** within the range **[0..N-1]**) is located at coordinates **(X[K], Y[K])**.

In order to fix the potholes, a road roller of width **W** will be used. The road roller can only drive along the street (parallel to the **y-axis**). It can start driving from any x coordinate at the beginning of the road (a point whose **y** coordinate is equal to **0**). During one drive, for a chosen starting point **(x, 0)** of the road roller's left end, the road roller drives upwards and patches all potholes on its way that fall within the width of the road roller, **W**, and are to the right of its starting position, **x**. In other words, it patches all the potholes whose first coordinate is between **x** and **x+W** inclusive.

What is the minimum number of road roller drives required to patch all the potholes?

Write a function:

int solution(X, Y, W);

that, given two arrays of integers X and Y, describing the positions of the N potholes, and an integer W, specifying the width of the road roller, returns the minimum number of drives needed to patch all the potholes.

**Examples:**

**1.** Given **X = [2, 4, 2, 6, 7, 1], Y = [0, 5, 3, 2, 1, 5]** and **W = 2**, the answer is **3**. At least three drives will be needed to patch all the potholes. For example, the drives could start respectively at points **(1, 0), (4, 0)** and **(6, 0)**. During the first drive, the road roller would patch the potholes located at **(2, 0), (2, 3)** and **(1, 5)**. During the second drive, the potholes located at **(4, 5)** and **(6, 2)** would be patched. Finally, in the third drive, the pothole located at **(7, 1)** would be patched.

![Graphical representation of the first example.](data:image/png;base64,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)

**2.** Given **X = [4, 8, 2, 2, 1, 4], Y = [1, 2, 3, 1, 2, 3]** and **W = 3**, the answer is **2**. If the first drive of the road roller started at point **(1, 0)** and the second drive at the point **(6, 0)**, all the potholes would be patched.
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**3.** Given **X = [0, 3, 6, 5], Y = [0, 3, 2, 4]** and **W = 1**, the answer is **3**. The first drive of the road roller could start at point **(0, 0)**, the second drive at point **(3, 0)** and the third at point **(5, 0)**.

![Graphical representation of the third example.](data:image/png;base64,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)

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of arrays **X** and **Y** is an integer within the range **[0..1,000,000,000]**;
* **W** is an integer within the range **[1..1,000,000,000]**.

## 57 PutThreeTiles

### [Hard / 20 mins] Given an array of integers, calculate the maximum sum of numbers that can be covered using at most three tiles.

**Task description**

There is an array **A** of **N** integers and three tiles. Each tile can cover two neighbouring numbers from the array but cannot intersect with another tile. It also cannot be placed outside the array, even partially.

Write a function:

function solution(A);

that, given an array **A** of **N** integers, returns the maximum sum of numbers that can be covered using at most three tiles.

**Examples:**

**1.** Given **A = [2, 3, 5, 2, 3, 4, 6, 4, 1]**, the function should return **25**. There is only one optimal placement of tiles: **(3, 5), (3, 4), (6, 4)**.

**2.** Given **A = [1, 5, 3, 2, 6, 6, 10, 4, 7, 2, 1]**, the function should return **35**. One of the three optimal placements of tiles is **(5, 3), (6, 10), (4, 7)**.

**3.** Given **A = [1, 2, 3, 3, 2]**, the function should return **10**. There is one optimal placement of tiles: **(2, 3), (3, 2)**. Only two tiles can be used because **A** is too small to contain another one.

**4.** Given **A = [5, 10, 3]**, the function should return **15**. Only one tile can be used.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* each element of array **A** is an integer within the range **[0..1,000,000]**.

## 58 FinancialPlan

### [Hard / 60 mins] How many expenses must be rescheduled to the end of the year so that the company doesn't fall into debt?

**Task description**

A company has a list of expected revenues and payments for the upcoming year in chronological order. The problem is that at some moments in time the sum of previous payments can be larger than the total previous revenue. This would put the company in debt. To avoid this problem the company takes a very simple approach. It reschedules some expenses to the end of the year.

You are given an array of integers, where positive numbers represent revenues and negative numbers represent expenses, all in chronological order. In one move you can relocate any expense (negative number) to the end of the array. What is the minimum number of such relocations to make sure that the company never falls into debt? In other words: you need to make sure that there is no consecutive sequence of elements starting from the beginning of the array, that sums up to a negative number.

You can assume that the sum of all elements in **A** is nonnegative.

Write a function:

function solution(A);

that, given an array **A** of **N** integers, returns the minimum number of relocations, so that company never falls into debt.

**Examples:**

**1.** Given **A = [10, -10, -1, -1, 10]**, the function should return **1**. It is enough to move **-10** to the end of the array.

**2.** Given **A = [-1, -1, -1, 1, 1, 1, 1]**, the function should return **3**. The negative elements at the beginning must be moved to the end to avoid debt at the start of the year.

**3.** Given **A = [5, -2, -3, 1]**, the function should return **0**. The company balance is always nonnegative.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..100,000]**;
* each element of array **A** is an integer within the range **[−1,000,000,000..1,000,000,000]**;
* sum of all elements in **A** is greater than or equal to **0**.

## 59 DecreasePollution

### [Hard / 60 mins] Given an array of integers, find the minimum number of times its elements must be divided by 2 in order to reduce the sum of the array by at least half.

**Task description**

An industrial company has **N** factories, each producing some pollution every month. The company has decided to reduce its total fume emissions by equipping some of the factories with one or more filters.

Every such filter reduces the pollution of a factory by half. When a second (or subsequent) filter is applied, it again reduces by half the remaining pollution emitted after fitting the existing filter(s). For example, a factory that initially produces **6** units of pollution will generate **3** units with one filter, **1.5** units with two filters and **0.75** units with three filters.

You are given an array of **N** integers describing the amount of pollution produced by the factories. Your task is to find the minimum number of filters needed to decrease the total sum of pollution by at least half.

Write a function:

function solution(A);

which, given an array of integers **A** of length **N**, returns the minimum number of filters needed to reduce the total pollution by at least half.

**Examples:**

**1.** Given **A = [5, 19, 8, 1]**, your function should return **3**. The initial total pollution is **5 + 19 + 8 + 1 = 33**. We install two filters at the factory producing **19** units and one filter at the factory producing **8** units. Then the total pollution will be **5 + ((19 / 2) / 2) + (8 / 2) + 1 = 5 + 4.75 + 4 + 1 = 14.75** which is less than **33 / 2 = 16.5**, so we have achieved our goal.

**2.** Given **A = [10, 10]**, your function should return **2**, because we may install one filter at each factory.

**3.** Given **A = [3, 0, 5]**, your function should return **2**, because it is sufficient to install one filter at each factory producing a non-zero amount of pollution.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[1..30,000]**;
* each element of array **A** is an integer within the range **[0..70,000]**.

## 60 AngleBrackets

### [Hard / 60 mins] Find the maximum possible length of a symmetric fragment which can be obtained after replacing question marks in a given string with "<" or ">".

**Task description**

A string made of an even number of characters (**"<"** and/or **">"**) is called *symmetric* if all characters in its first half are **"<"** and all characters in its second half are **">"**. Examples of symmetric strings are: **""** (empty string), **"<>"**, **"<<>>"**, **"<<<>>>"**, etc.

Write a function:

function solution(S);

that, given a string **S** made of **N** characters (**"<"**, **">"** and/or **"?")"**, returns the length of the longest symmetric substring that can be obtained after replacing question marks with **"<"** or **">"** characters.

**Examples:**

**1.** For **S = "<><??>>"**, after replacing all question marks with **"<"**, the string **"<><<<>>"** is obtained. Its longest symmetric substring is **"<<>>"**, so the function should return **4**.

**2.** For **S = "??????"**, the optimal option is to replace the first three question marks with **"<"** and the next three question marks with **">"**, thus obtaining the string **"<<<>>>"**. The function should return **6**.

**3.** For **S = "<<?"**, the function should return **2**.

Write an efficient algorithm for the following assumptions:

* the length of string **S** is within the range **[1..200,000];**
* string **S** is made only of the following characters: **'<', '>'** and/or **'?'**.

## 61 SameCorners

### [Hard / 60 mins] Given an array, find the subarray with the largest sum in which the leftmost and rightmost elements are the same.

**Task description**

You are given an array **A** consisting of **N** positive integers. Consider subarrays of **A**, with at least two elements, whose first and last elements have the same value. Your task is to find the largest possible sum of such a subarray.

For example, for array **A = [1, 3, 6, 1, 6, 6, 9, 9]**, the following subarrays meet the requirements:

* **[1, 3, 6, 1]**: first and last elements are equal to **1**; the sum of the subarray is **11**.
* **[6, 1, 6]**: first and last elements are equal to **6**; the sum of the subarray is **13**.
* **[6, 1, 6, 6]**: first and last elements are equal to **6**; the sum of the subarray is **19**.
* **[6, 6]**: first and last elements are equal to **6**; the sum of the subarray is **12**.
* **[9, 9]**: first and last elements are equal to **9**; the sum of the subarray is **18**.

The subarray with the largest sum is **[6, 1, 6, 6]** and its sum is **19**.

Write a function:

function solution(A);

that, given an array **A** of **N** positive integers, returns the largest sum of a subarray whose first and last elements have the same value.

If there is no such subarray, return **-1**.

**Examples:**

**1.** Given **A = [1, 3, 6, 1, 6, 6, 9, 9]**, the function should return **19**, as explained above.

**2.** Given **A = [5, 1, 4, 3]**, function should return **-1**. There is no subarray satisfying the requirements.

**3.** Given **A = [2, 2, 2, 3, 2, 3]**, function should return **11**. The subarray with the largest sum is **[2, 2, 2, 3, 2]**.

Write an efficient algorithm for the following assumptions:

* **N** is an integer within the range **[2..100,000]**;
* each element of array **A** is an integer within the range **[1..10,000].**