ECE 521 Assignment 2

# Work Breakdown

|  |  |
| --- | --- |
| Group Member Name | Contribution Percentage |
| Jixong Deng | 33% |
| Jeffrey Kirman | 33% |
| Connor Smith | 33% |

# Part 1: Linear regression

Linear regression is performed using the following minibatch stochastic gradient descent (SGD) algorithm:

|  |
| --- |
| **Init:** **w** = **0** # Weights vector  **xj** = [1 x­j1 xj2 ... xjd]T # Single in feature  **X** = [**x1** ... **xn**] # Matrix of all in-features  **y** = [**y1** ... **yn**] # Vector of all targets  **Step:** for each epoch  Shuffle **X -> X’** # Randomly shuffle the vectors in **X** into **X’**  for each mini-batch: **X’** = [**x’(mini-batch\_size)\*i** ... **x’(mini-batch\_size)\*(i+1)**]  **gt** = ∇Ein(**w(t)**) # Calculate the gradient of the loss  **w(t+1)** = **w(t)** – η**gt** # Update the weights, where η is the learning factor  **Result:** return **w** |

The **SGD** function (**linear\_regression2.py** in *Appendix A*) implements this. This function creates a graph in which with placeholders for input matrix **X** and target vector **y**. It then calculates the MSE loss according to the following equation:

Where λ is the decay constant. The gradients are then calculated using a function in the tensorflow API, tf.gradients. Finally, the weights are updated.

After the graph is created the function calculates the number of epochs based on the iterations and mini-batch size. It then shuffles an array of indices and then uses them to index the matrix of in-features into a mini-batch. feed\_dict is then used to feed the inputs into the placeholders and run the graph for one iteration.

## Part 1 – 1

The results of changing the learning rate (η) can be seen in the figure below. Here we can see that as the learning rate is increased the quicker it converges and the lower final value it converges to. Therefore, **the best η in this case is 0.005.**

![](data:image/png;base64,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)

## Part 1 – 2: Effect of the mini-batch size

The final values of the MSE loss as well as computation time are summarized in the table below:

|  |  |  |
| --- | --- | --- |
| **Mini-batch Size** | **MSE loss** | **Computation time (seconds)** |
| 500 | 0.0149 | 206 |
| 1500 | 0.0176 | 433 |
| 3500 | 0.0171 | 1243 |

The best mini-batch size in terms of training time is 500. This makes sense since each iteration contains less operations (i.e. less MSE loss and less gradients to compute), hence each update will happen faster.

*Note: for mini-batches that do not equally divide the number of training examples, the remainder of unused examples are used in a shortened mini-batch at the end of each epoch.*

## Part 1 – 3: Generalization

The final values of the accuracy on the validation and test set, as well as computation time are summarized in the table below. When calculating accuracy, if a prediction was above 0.5 it was said to be classified as 1, and below 0.5, classified as 0.

|  |  |  |  |
| --- | --- | --- | --- |
| **λ** | **Validation Accuracy** | **Test Accuracy** | **Computation time (seconds)** |
| 0 | 0.959 | 0.99 | 209 |
| **0.001** | **0.966** | **0.98** | **210** |
| 0.1 | 0.952 | 0.95 | 211 |
| 1 | 0.938 | 0.94 | 211 |

The best decay coefficient in terms of validation accuracy is λ = 0.001. Here the validation accuracy is 0.966 and the test accuracy is 0.98. Using weight decay can help the model by regularizing the data as to not overfit the test set. It is useful in this sense because it gives a tunable parameter to change how the model predicts values outside of the training set.

## Part 1 – 4: Comparing SGD with the normal equation

The normal equation is

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **MSE loss** | **Validation Accuracy** | **Test Accuracy** | **Computation Time (seconds)** |
| **SGD** | 0.0121 | 0.966 | 1.0 | 234 |
| **Normal Equation** | 0.0104 | 0.959 | 0.98 | 1037 |

Here we see that the normal equation performs better in terms of lower MSE but SGD performs in accuracy. In terms of computation time the normal equation takes much longer than SGD. SGD would be the better method to use with exceptionally large datasets since you could lower the batch size and retain high accuracy, whereas the normal equation would become more and more computationally expensive.

# Appendix A – Python code

## linear\_regression2.py

|  |
| --- |
| import \_pickle  import numpy as np  import tensorflow as tf  import matplotlib.pyplot as plt  import time  def load\_data():  with np.load("./notMNIST.npz") as data:  Data, Target = data["images"], data["labels"]  posClass = 2  negClass = 9  dataIndx = (Target==posClass) + (Target==negClass)  Data = Data[dataIndx]/255  Target = Target[dataIndx].reshape(-1,1)  Target[Target==posClass] = 1  Target[Target==negClass] = 0  np.random.seed(521)  randIndx = np.arange(len(Data))  np.random.shuffle(randIndx)  Data, Target = Data[randIndx], Target[randIndx]  trainData, trainTarget = Data[:3500], Target[:3500]  validData, validTarget = Data[3500:3600], Target[3500:3600]  testData, testTarget = Data[3600:], Target[3600:]  return (trainData, trainTarget, validData, validTarget, testData, testTarget)  def SGD(xTrain, yTrain, batchSize, iters, learning\_rate, decay\_coefficient, use\_normal\_eqn = False):  """  Do stochastic gradient descent  :param xTrain: numpy array of shape (number of samples, width, height)  :param yTrain: np array of shape (number of samples, 1)  :param batchSize: integer  :param iters: integer  :param learning\_rate: float  :param decay\_coefficient: float  :param use\_normal\_eqn: bool  :return: losses for each epoch, list, each element is np.array of shape (1)  """  X = tf.placeholder(tf.float64, shape=(None, xTrain.shape[1]\*xTrain.shape[2]), name='X')  Y = tf.placeholder(tf.float64, shape=(None, 1), name='Y')  with tf.variable\_scope('weight', reuse=tf.AUTO\_REUSE):  weights = tf.get\_variable('weights', shape=[X.shape[1] + 1, 1], dtype=tf.float64) # (W\*H +1) x 1  x\_in = tf.pad(X, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1) # bn x (W\*H +1)  z = tf.tensordot(x\_in, weights, axes=1)  dc = tf.placeholder(tf.float64, name='dc')  mse\_loss = tf.reduce\_mean(tf.square(Y-z))/(2)  decay\_loss = dc\*tf.sqrt(tf.reduce\_sum(tf.square(weights)))/2  total\_loss = mse\_loss + decay\_loss  full\_mse\_loss = tf.reduce\_mean(tf.square(Y-tf.tensordot(x\_in, weights, axes=1)))/2  #decay\_loss should be average over minibatch as well  full\_total\_loss = full\_mse\_loss + decay\_loss  if use\_normal\_eqn:  grads = [tf.reshape(tf.reduce\_mean(-tf.transpose((Y - z) \* x\_in) + tf.expand\_dims(dc,axis = 0) \* weights, axis=-1), (-1, 1)),]  else:  grads = tf.gradients(total\_loss, weights)  updates = tf.assign\_sub(weights, learning\_rate \* grads[0])  num\_sample = xTrain.shape[0]  num\_epochs = (batchSize\*iters + 1)//num\_sample + 1  curr\_iter = 0  losses = []  with tf.Session() as sess:  sess.run(tf.global\_variables\_initializer())  for i in range(num\_epochs):  inds = np.arange(num\_sample)  np.random.shuffle(inds)  this\_epoch\_loss = 0.0  curr\_samples = 0  for j in range((num\_sample+1)//batchSize + 1):  l = j\*batchSize  u = min(xTrain.shape[0], l+batchSize)  if l == u:  continue  if curr\_iter >= iters:  break  curr\_iter += 1  curr\_samples += (u - l)  this\_inds = inds[l:u]  this\_batch\_X = xTrain[this\_inds]  this\_batch\_Y = yTrain[this\_inds]  this\_batch\_X = np.reshape(this\_batch\_X, (this\_batch\_X.shape[0], this\_batch\_X.shape[1]\*this\_batch\_X.shape[2]))  this\_loss, gr, wts, full\_loss = sess.run([total\_loss, grads, weights, full\_total\_loss],  feed\_dict={X: this\_batch\_X, Y:this\_batch\_Y.astype(np.float64),  dc:np.array([decay\_coefficient], dtype=np.float64)})  this\_epoch\_loss += this\_loss\*(u-l)  sess.run(updates,  feed\_dict={X: this\_batch\_X, Y:this\_batch\_Y.astype(np.float64),  dc:np.array([decay\_coefficient], dtype=np.float64)})  if curr\_samples == 0:  continue  this\_epoch\_loss /= curr\_samples  losses.append(full\_loss)  return [losses, wts]  def tuning\_the\_learning\_rate():  iters = 20000  batch\_size = 500  learning\_rates = [0.005, 0.001, 0.0001]  decay\_coefficient = 0.  (trainData, trainTarget,  testData, testTarget,  validData, validTarget) = load\_data()  plt.figure(figsize=(8, 6), dpi=80)  plt.subplot(1, 1, 1)  for i in range(0,len(learning\_rates)):  loss, \_ = SGD(trainData, trainTarget, batch\_size, iters, learning\_rates[i], decay\_coefficient)  x = np.arange(len(loss))  plt.plot(x, np.array(loss),label = r'$\eta$' + " = " + str(learning\_rates[i]))  plt.xlim(-200, 3000)  plt.xlabel('Number of Epoch')  plt.ylabel('MSE')  plt.title("MSE vs Epoch")  plt.legend()  plt.show()    plt.savefig("Tuning the Learning Rate.pdf", format="pdf")    return plt  def effect\_of\_minibatch\_size():  iters = 20000  batch\_sizes = [500, 1500, 3500]  learning\_rate = 0.005 # TODO get from tuning\_the\_learning\_rate  decay\_coefficient = 0  losses = []    (trainData, trainTarget,  testData, testTarget,  validData, validTarget) = load\_data()  # TODO finish me  for i in range(0,len(batch\_sizes)):  time\_start = time.clock()  loss = SGD(trainData, trainTarget, batch\_sizes[i], iters, learning\_rate, decay\_coefficient)[0]  x = np.arange(len(loss))  plt.plot(x, np.array(loss), label='batch\_size = %f' % batch\_sizes[i])  losses.append(loss)  time\_elapsed = (time.clock() - time\_start)  print("Time passed for B = " + str(batch\_sizes[i]) + ": " + str(time\_elapsed))    plt.xlabel('Number of Epoch')  plt.ylabel('MSE')  plt.title("MSE vs Epoch")  plt.legend()  plt.show()  return losses  def generalization():  iters = 20000  batch\_size = 500  learning\_rate = 0.005  decay\_coefficients = [0.0, 0.001, 0.1, 1]  (trainData, trainTarget,  testData, testTarget,  validData, validTarget) = load\_data()  final\_weights = []  validation\_accuracy = []  test\_accuracy = [];  for i in range(0,len(decay\_coefficients)):  time\_start = time.clock()  (loss, wt) = SGD(trainData, trainTarget, batch\_size, iters, learning\_rate, decay\_coefficients[i])  time\_elapsed = (time.clock() - time\_start)  print("Time passed for dc = " + str(decay\_coefficients[i]) + ": " + str(time\_elapsed))  x = np.arange(len(loss))  plt.plot(x, np.array(loss), label='decay\_coefficient = %f' % decay\_coefficients[i])  final\_weights.append(wt)    valid\_linear = np.reshape(validData, (validData.shape[0], validData.shape[1]\*validData.shape[2]))  x\_in\_valid = tf.pad(valid\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  valid\_y\_pred = tf.matmul(x\_in\_valid, wt)  same\_valid = tf.equal(tf.greater(valid\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(validTarget, tf.bool))  v\_accuracy = tf.count\_nonzero(same\_valid) / tf.constant(validTarget).shape[0]  with tf.Session() as sess:  validation\_accuracy.append(sess.run(v\_accuracy))    test\_linear = np.reshape(testData, (testData.shape[0], testData.shape[1]\*testData.shape[2]))  x\_in\_test = tf.pad(test\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  test\_y\_pred = tf.matmul(x\_in\_test, wt)  same\_test = tf.equal(tf.greater(test\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(testTarget, tf.bool))  t\_accuracy = tf.count\_nonzero(same\_test) / tf.constant(testTarget).shape[0]  with tf.Session() as sess:  test\_accuracy.append(sess.run(t\_accuracy))    plt.xlabel('Number of Epoch')  plt.ylabel('MSE')  plt.title("MSE vs Epoch")  plt.legend()  plt.show()    return (validation\_accuracy, test\_accuracy)  def sgd\_vs\_normal\_equation():  iters = 20000  batch\_size = 500  learning\_rate = 0.005  decay\_coefficient = 0  (trainData, trainTarget,  testData, testTarget,  validData, validTarget) = load\_data()  validation\_accuracy = []  test\_accuracy = [];    time\_start = time.clock()  (loss, wt) = SGD(trainData, trainTarget, batch\_size, iters, learning\_rate, decay\_coefficient)  time\_elapsed = (time.clock() - time\_start)  print("Time passed for SGD = : " + str(time\_elapsed))    valid\_linear = np.reshape(validData, (validData.shape[0], validData.shape[1]\*validData.shape[2]))  x\_in\_valid = tf.pad(valid\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  valid\_y\_pred = tf.matmul(x\_in\_valid, wt)  same\_valid = tf.equal(tf.greater(valid\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(validTarget, tf.bool))  v\_accuracy = tf.count\_nonzero(same\_valid) / tf.constant(validTarget).shape[0]  with tf.Session() as sess:  validation\_accuracy.append(sess.run(v\_accuracy))    test\_linear = np.reshape(testData, (testData.shape[0], testData.shape[1]\*testData.shape[2]))  x\_in\_test = tf.pad(test\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  test\_y\_pred = tf.matmul(x\_in\_test, wt)  same\_test = tf.equal(tf.greater(test\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(testTarget, tf.bool))  t\_accuracy = tf.count\_nonzero(same\_test) / tf.constant(testTarget).shape[0]  with tf.Session() as sess:  test\_accuracy.append(sess.run(t\_accuracy))    time\_start = time.clock()  (normal\_loss, wt) = SGD(trainData, trainTarget, batch\_size, iters, learning\_rate, decay\_coefficient, True)  time\_elapsed = (time.clock() - time\_start)  print("Time passed for normal = : " + str(time\_elapsed))      valid\_linear = np.reshape(validData, (validData.shape[0], validData.shape[1]\*validData.shape[2]))  x\_in\_valid = tf.pad(valid\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  valid\_y\_pred = tf.matmul(x\_in\_valid, wt)  same\_valid = tf.equal(tf.greater(valid\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(validTarget, tf.bool))  v\_accuracy = tf.count\_nonzero(same\_valid) / tf.constant(validTarget).shape[0]  with tf.Session() as sess:  validation\_accuracy.append(sess.run(v\_accuracy))    test\_linear = np.reshape(testData, (testData.shape[0], testData.shape[1]\*testData.shape[2]))  x\_in\_test = tf.pad(test\_linear, [[0, 0], [0, 1]], "CONSTANT", constant\_values=1)  test\_y\_pred = tf.matmul(x\_in\_test, wt)  same\_test = tf.equal(tf.greater(test\_y\_pred, tf.constant(0.5, tf.float64)), tf.constant(testTarget, tf.bool))  t\_accuracy = tf.count\_nonzero(same\_test) / tf.constant(testTarget).shape[0]  with tf.Session() as sess:  test\_accuracy.append(sess.run(t\_accuracy))    x = np.arange(len(normal\_loss))  plt.plot(x, np.array(loss), label='default\_gradient')  plt.plot(x, np.array(normal\_loss), label='normal\_gradient')  plt.xlabel('Number of Epoch')  plt.ylabel('MSE')  plt.title("MSE vs Epoch")  plt.legend()  plt.show()      return (loss, normal\_loss, validation\_accuracy, test\_accuracy)    def pickle\_IO(ttlr):  with open('snapshot.pkl', 'wb') as file:  \_pickle.dump(ttlr, file, protocol=-1)  with open('snapshot.pkl', 'rb') as file:  ttlr\_2 = \_pickle.load(file)  if \_\_name\_\_ == '\_\_main\_\_':  tuning\_the\_learning\_rate()  losses = effect\_of\_minibatch\_size()  (valid, test) = generalization()  (l, nl, valid2, test2) = sgd\_vs\_normal\_equation() |