**Object in JavaScript - Object Creation**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [4:56 AM](http://www.code-sample.com/2015/06/object-in-javascript.html)

**How to create a JavaScript object?**

The JavaScript [**object**](http://www.code-sample.com/2015/06/object-in-javascript.html) is a collection of properties and the each property associated with the **name-value pairs**. The object can contain **any data types** (numbers, arrays, object etc.)

The example looks like,

Var myObject= {empId : “001”, empCode :”X0091”};

In the above example, here are two properties one is empId and other is empCode and its values are “001” and “X0091”.

The properties name can be string or number. If a property name is number i.e.

Var numObject= {1 : “001”, 2 :”X0091”};

Console.log(numObject.1);  //This line throw an error!

Console.log(numObject[“1”]);  // will access to this line not get any error!

As per my thought, the number property name should be avoided.

**Types of creating an object (**There are two types**)**

1.      Object literals

2.      Object constructor

**Object Literals**: This is the most common way to create an object with object literal and the example as given below.

The empty object initialized using object literal i.e.

var emptyObj= {};

This is an object with 4 items using object literal i.e.

var emptyObj ={

  empId:”Red”,

  empCode: “X0091”,

 empDetail : function(){

    alert(“Hi”);

};

};

**Object Constructor**: The second way to create object using object constructor and the constructor is a function used to initialize new object.

The example looks like,

Var obj = new Object();

Obj.empId=”001”;

Obj.empCode=”X0091”;

Obj.empAddressDetai = function(){

       Console.log(“Hi, I Anil”);

};

**Summary:**

There is no best way to create an object. It’s depending on your uses case. You can choose all one as per your case. All have some benefits.

There are some styles are available to create an objects,

1.      Object Constructor,

2.      Literal Constructor,

3.      Function Based,

4.      Prototype Based,

5.      Function and

6.      Prototype Based Singleton Based.

**Prototype in JavaScript**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [5:00 AM](http://www.code-sample.com/2015/06/prototype-in-javascript.html)

[What is Prototype in JavaScript?](http://www.code-sample.com/2015/06/prototype-in-javascript.html)  
[How to create prototype in JavaScript?](http://www.code-sample.com/2015/06/prototype-in-javascript.html)

The prototype is a fundamental concept of JavaScript and its must to known JavaScript developers and all the [JavaScript objects](http://www.code-sample.com/2015/06/prototype-in-javascript.html) have an object and its property called prototype and its used to add and the custom functions and property.

The example looks like,

**var** employee = **function** () {

*//This is a constructor function.*

}

*//Crate the instance of above constructor function and assign in a variable*

**var** empInstance = new employee();

empInstance.deportment = "IT";

console**.log**(empInstance.deportment);*//The output of above is IT.*

The example with prototype as given below.

**var** employee = **function** () { *//This is a constructor function.}*

**employee**.prototype.deportment = "IT";*//Now, for every instance employee will have a deportment.*

*//Crate the instance of above constructor function and assign in a variable*

**var** empInstance = new employee();

empInstance.deportment = "HR";

console**.log**(empInstance.deportment);*//The output of above is HR not IT.*

**What is ‘this’ in JavaScript?**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [9:09 PM](http://www.code-sample.com/2015/06/what-is-this-in-javascript.html)

Hello everyone, today's I am going to share a basic and very confusing concepts that is called 'this' keyword :)

The 'this' keyword behaves a little differently in JavaScript compared to other languages.

In most of the other languages, '[this](http://www.code-sample.com/2015/06/what-is-this-in-javascript.html)' keyword is a reference to the current object instantiated by the classes and methods.

In the JavaScript [languages](http://www.code-sample.com/2015/06/what-is-this-in-javascript.html), 'this' keyword refers to the object which 'owns' the method, but it depends on how a function is called.

The examples in details as given below.

*//Global Scope in JavaScript*

*//In the below example, ‘this’ keyword refers to the global object.*

**window**.sms = "Hi, I am window object";

console**.log**(**window**.sms);

console**.log**(this.sms); *// Hi, I am window object.*

console**.log**(**window** === this); *// Its return true.*

*//Calling a Function in JavaScript*

*//In the below example, ‘this’ keyword remains the global object if we are calling a function.*

**window**.sms = "Hi, I am window object";

*// Creating a function*

**function** thisMethod() {

console**.log**(this.sms); *// Hi, I am window object.*

console**.log**(**window** === this); *//Its return true.*

}

*// Calling a function*

thisMethod();

*//Calling Object Methods in JavaScript*

*//In the below example, when we calling an object constructor or any of its methods,*

*//‘this’ keyword refers to the instance of the object.*

**window**.sms = "Hi, I am window object";

**function** objectTestMethod() {

this.sms = "Hi, I am a test object.";

**this**.method1 = **function** () {

console**.log**(this.sms); *// Hi, I am a test object.*

};

}

objectTestMethod.prototype. method2 = **function** () {

console**.log**(this.sms); *// Hi, I am a test object.*

};

*// Creating object and calling methods*

**var** v = new objectTestMethod();

v. method1();

v. method2();

**Why "self" is needed instead of "this" in JavaScript?**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [6:00 AM](http://www.code-sample.com/2016/01/javascript-self-vs-this.html)

In this post, I am share the “Why **self** is needed instead of **this** in JavaScript?” and also what is the advantage of using “**var self = this**;”

var self = this;

In the JavaScript, “**self**” is a pattern to maintaining a reference to the original “[**this**](http://www.code-sample.com/2016/01/javascript-self-vs-this.html)” keyword and also we can say that this is a technique to handle the events.

Right now, “**self**” should not be used because modern browsers provide a “**self**” as global variable (**window.self**).

**Example** [“self” keyword is needed instead of “this”],

var employee = function (name) {

    var self = this;

    self.username = name;

};

**Stayed Informed -** [How do you define a class and its constructor?](http://www.code-sample.com/2016/04/define-class-and-constructor.html)

Reference,

<http://stackoverflow.com/questions/17163248/whats-the-advantage-of-using-var-self-this-in-knockout-js-view-models>

**Closure in JavaScript**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [5:08 AM](http://www.code-sample.com/2015/06/closure-in-javascript.html)

[**What is closure in JavaScript?**](http://www.code-sample.com/2015/06/closure-in-javascript.html)

While you create the JavaScript function within another function and the inner function  freely access all the variable of outer function. i.e.

[![https://2.bp.blogspot.com/-5gkE4h0a8_U/WHSDk9aCWHI/AAAAAAAAO3s/ikXDXg8QN3MO6aTmnCnIpwXMcPjgHn6eACLcB/s200/closures%2Bin%2Bjavascript%2Bupdate.png](data:image/jpeg;base64,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)](https://2.bp.blogspot.com/-5gkE4h0a8_U/WHSDk9aCWHI/AAAAAAAAO3s/ikXDXg8QN3MO6aTmnCnIpwXMcPjgHn6eACLcB/s1600/closures%2Bin%2Bjavascript%2Bupdate.png)

[How to create closure in JavaScript?](http://www.code-sample.com/2015/06/closure-in-javascript.html)

function ourterFun(i) {

    var var1 = 3;

    function innerFun(j) {

        console.log(i + j + (++var1)); // It will return the 16.

    }

    innerFun(10);

}

ourterFun(2); // Pass an argument 2

The output will get 16 because *innerFun()* function can access to the argument "i" & variable "*var1"* but both are define in the *outerFun()* function that is closure.

That means simply accessing variable outside of your scope create a [closure](http://www.code-sample.com/2015/06/closure-in-javascript.html).

// OR Other WAYS

function ourterFun(i) {

    var var1 = 3;

    return function (j) {

        console.log(i + j + (++var1)); // It will return the 16.

    }

}

var innerFun = ourterFun(2); // innerFun() function is now a closure.

innerFun(10);

**How do you define a class and its constructor?**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [10:47 PM](http://www.code-sample.com/2016/04/define-class-and-constructor.html)

A JavaScript **Constructor** is a function which is used as a constructor that allows you to create an object from a class. A constructor access is one of public, protected and private.

Three ways to define a **JavaScript class**,

1.      Using as a function

2.      Using as Object Literals

3.      Singleton using as a function

**Stayed Informed -** [Why “**self**” is needed instead of “**this**” in JavaScript?](http://www.code-sample.com/2016/01/javascript-self-vs-this.html)

**The Syntax**

access NameOfAClass(parameters) {

initialization code;

}

//Access as public

**public** customer(parameters) {

initialization code;

}

//Access as protected

**protected** customer(parameters) {

initialization code;

}

//Access as private

**private** customer(parameters) {

initialization code;

}

**Examples as**,

*//class declaration inJavaScript*

*//constructor*

**var** customer = **function** (id, name, age) { }

**customer**.prototype = {}

*//Instance variables members.*

**var** customer = **function** (id, name, age) {

this.id = id;

this.name = name;

this.age = age;

}

**customer**.prototype = {}

*//Static variables.*

**var** customer = **function** (id, name, age) {

this.id = id;

this.name = name;

this.age = age;

}

**customer**.prototype = {

staticVar1: 20,

staticVar2: 'Anil'

}

*//Instance functions methods.*

**var** customer = **function** (id, name, age) {

this.id = id;

this.name = name;

this.age = age;

}

**customer**.prototype = {

getId: **function** () {

return this.id;

},

setId: **function** (id) {

this.id = id;

}

}

*//Static functions*

**var** customer = **function** (Id, name, age) {

this.id = id;

this.name = name;

this.age = age;

}

**customer**.create = **function** (Id, name, age) {

return new customer(Id, name, age);

}

**customer**.prototype = {}

**Stayed Informed -**[39 Best Object Oriented JavaScript QA](http://www.code-sample.com/2015/04/javascript-interview-questions-answers.html)

**What happens when a constructor is called?**

1.      It creates a new object.

2.      It sets the constructor property of the object to Vehicle.

3.      It sets up the object to delegate to **customer.prototype**.

4.       It calls **customer**() in the context of the new object.

**difference between == and === in JavaScript**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [9:00 AM](http://www.code-sample.com/2014/06/difference-between-and-in-javascript.html)

In this post, I am going to share the very interesting double equals "==" and triple equals "===". It is very confusing topic and most of the time peoples are confused.  
  
The details example as given below.

The double equals (==) are used for check only value of its variables but triple equals (===) are used for check value and type as well of its variables.

  The double equal “==” is an [auto-type](http://www.code-sample.com/2014/06/difference-between-and-in-javascript.html) conversion and it checks only value not type.

 The triple equal “===” is not auto-type conversion and it check value and type both.﻿

For example,

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8" />

<title>Difference between == and === in JavaScript</title>

<script src="https://cdnjs.cloudflare.com/ajax/libs/jquery/3.0.0/jquery.js"></script>

<script>

*// alert(0 == false); // return true, because both are same type.*

*// alert(0 === false); // return false, because both are of a different type.*

*// alert(1 == "1"); // return true, automatic type conversion for value only.*

*// alert(1 === "1"); // return false, because both are of a different type.*

*// alert(null == undefined); // return true.*

*// alert(null === undefined); // return false.*

*//alert('0' == false); // return true.*

*// alert('0' === false); // return false.*

*// alert(1=== parseInt("1")); // return true.*

console**.log**(0 == false); *// return true, because both are same type.*

console**.log**(0 === false); *// return false, because both are of a different type.*

console**.log**(1 == "1"); *// return true, automatic type conversion for value only.*

console**.log**(1 === "1"); *// return false, because both are of a different type.*

console**.log**(null == undefined); *// return true.*

console**.log**(null === undefined); *// return false.*

console**.log**('0' == false); *// return true.*

console**.log**('0' === false); *// return false.*

console**.log**(1 === **parseInt**("1")); *// return true.*

</script>

</head>

<body>

<h3>Difference between == and === in JavaScript</h3>

</body>

</html>

**difference between call and apply in JavaScript**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [2:54 AM](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html)

**What is the difference between call and apply?**

[CALL](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html)  -    
  
Call a function with the specified arguments. You can use call, if you know how many argument are going to pass to the functions.

[APPLY](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html) -    
  
Call a function with argument provided as an array. You can use apply if you don't know how many argument are going to pass to the functions.

Both (call and apply) are using to call a functions.

Here is an advantage over apply and call. The .[call()](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html) method is little bit faster than .[apply()](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html) method.

**Go to live demo example** [**http://embed.plnkr.co/4Rb8Ur/preview**](http://embed.plnkr.co/4Rb8Ur/preview)

Example code as given below.

<!DOCTYPE html>

<html>

<head>

    <meta charset="utf-8" />

    <title>[The Difference Between Call and Apply in JavaScript](http://www.code-sample.com/2015/06/difference-between-call-and-apply.html)</title>

    <link rel="stylesheet" href="style.css" />

    <script>

        var var1 = {my: "Obj1" };

        var var2 = {my: "Obj2"};

        function preview(par1, par2) {

            alert(this.my + ' ' + par1 + ' ' + par2);

            console.log(this.my, par1, par2);

        }

        //using call as given below

        preview.call(var1, "First", "Second"); //output: var1 First Second

        //using apply as given below

        preview.apply(var2, ["First", "Second"]); //output: var2 First Second

        //using basic as given below

        preview("First", "Second");//output: undefined "First", "Second"

    </script>

</head>

<body>

    <div>

        <h3>Refresh the page and see the alert result or go to console window and see the result.</h3>

    </div>

</body>

</html>

**The output: go to link** [**http://embed.plnkr.co/4Rb8Ur/preview**](http://embed.plnkr.co/4Rb8Ur/preview)

[![http://4.bp.blogspot.com/-XVhsov7nwVg/VYvQkrcYBmI/AAAAAAAAGa4/iIfhvnXg3fg/s400/difference%2Bbetween%2Bcall%2Band%2Bapply.png](data:image/png;base64,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)](http://4.bp.blogspot.com/-XVhsov7nwVg/VYvQkrcYBmI/AAAAAAAAGa4/iIfhvnXg3fg/s1600/difference%2Bbetween%2Bcall%2Band%2Bapply.png)

Thank you!

**Why asynchronous code is important in JavaScript?**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [1:35 AM](http://www.code-sample.com/2016/03/why-asynchronous-code-is-important-in.html)

**Explained In detail as given below**

* Using [Asynchronous](http://www.code-sample.com/2016/03/why-asynchronous-code-is-important-in.html) code, we are able to execute multiple things/JavaScript call at the same-time without locking the DOM or main thread.
* You can define a global variable for call-back method.
* You can use call-back method because JavaScript is [lexical scoped](http://www.code-sample.com/2016/03/why-asynchronous-code-is-important-in.html) and can't define a variable in the call-back methods.
* The response and data come from the parent's call-back method.
* etc..

Thank you!

For more detail you can go   
<http://stackoverflow.com/questions/11233633/understanding-asynchronous-code-in-laymans-terms>

**What is function overloading in JavaScript?**

[Anil Singh](https://www.blogger.com/profile/09359926778482233933) [5:16 AM](http://www.code-sample.com/2015/06/function-overloading-in-javascript.html)

There is no real [function overloading](http://www.code-sample.com/2015/06/function-overloading-in-javascript.html) in JavaScript and it allows to pass any number of parameters of any type.

You have to check inside the function how many arguments have been passed and what is the type arguments using [*typeof*](http://www.code-sample.com/2015/06/function-overloading-in-javascript.html).

[How to create function overloading in JavaScript?](http://www.code-sample.com/2015/06/function-overloading-in-javascript.html)

The example for function [overloading](http://www.code-sample.com/2015/06/function-overloading-in-javascript.html)not supporting in JavaScript as give below.

function sum(a, b) {

    alert(a + b);

}

function sum(c) {

    alert(c);

}

sum(3);//The output is 3.

sum(2, 4);//The output is 2.

In the JavaScript, when we write more than one functions with same name that time JavaScript consider the last define function and override the previous functions. You can see the above example output for the same.

We can achieve using the several different techniques as give below

1. You can check the declared argument name value is undefined.
2. We can check the total arguments with *arguments.length*.
3. Checking the type of passing arguments.
4. Using number of arguments
5. Using optional arguments like x=x || 'default'
6. Using different name in the first place
7. We can use the arguments array to access any given argument by using *arguments[i]*

Some random ones

<http://www.code-sample.com/2015/04/javascript-interview-questions-answers.html>