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library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(readxl)  
library(tidyr)

# Read base data into R  
# Cumulative number of confirmed cases and number of deaths  
# Up until 4/25/2020  
cv19.cty = read.csv("us-counties.csv")  
  
cv19.st = cv19.cty %>%  
 filter(date == "2020-04-25") %>%  
 select(state, cases, deaths) %>%  
 group\_by(state) %>%  
 summarise\_all(sum) %>%  
 filter(state != "Guam" &  
 state != "Northern Mariana Islands" &  
 state != "Puerto Rico" &  
 state != "Virgin Islands") %>%  
 mutate(PercentDeath = round((deaths/cases)\*100, digits = 2)) %>%  
 rename(State = state,  
 Cases = cases,  
 Deaths = deaths)  
  
###  
  
# Read hospital data into R  
# Number of hospital beds (last updated 2020)  
hospital.cty = read.csv("Hospitals.csv")  
  
hospital.st = hospital.cty %>%  
 filter(STATUS == "OPEN" & BEDS != -999) %>%  
 select(STATE, BEDS) %>%  
 group\_by(STATE) %>%  
 summarise\_all(sum) %>%  
 filter(STATE != "GU" &  
 STATE != "MP" &  
 STATE != "PR" &  
 STATE != "PW" &  
 STATE != "VI") %>%  
 mutate(STATE = state.name[match(STATE, state.abb)]) %>%  
 mutate(STATE = replace\_na(STATE, "District of Columbia")) %>%  
 rename(State = STATE,  
 NumBeds = BEDS)  
  
###  
  
# Read occupational data into R  
# Number of registered nurses (2019)  
occ = read\_xlsx("state\_M2019\_dl.xlsx")  
  
# Search for all titles related to nursing  
# occ$occ\_title[grep("Nurs", occ$occ\_title)]  
  
# Filter for registered nurse  
nurse.st = occ %>%  
 filter(occ\_title == "Registered Nurses") %>%  
 select(area\_title, tot\_emp) %>%  
 slice(1:51) %>%  
 mutate(RegNurse = as.numeric(tot\_emp)) %>%  
 rename(State = area\_title) %>%  
 select(State, RegNurse)  
  
###  
  
# Read lockdown data into R  
# Number of days each state has been in lockdown  
lkd.int = read.csv("countryLockdowndates.csv")  
  
lkd.st = lkd.int %>%  
 filter(Country.Region == "US") %>%  
 select(Province, Date) %>%  
 rename(State = Province) %>%  
 mutate(Date = as.Date(Date, "%d/%m/%Y")) %>%  
 mutate(LkdDuration =  
 as.numeric(as.Date("2020-04-25")) - as.numeric(Date)) %>%  
 mutate(LkdDuration = replace\_na(LkdDuration, 0)) %>%  
 select(State, LkdDuration)  
  
###  
  
# Read transportation data into R  
# Number of unlinked passenger trips in thousands (2013)  
transpo = read\_xlsx("table\_04-04\_1.xlsx", skip = 3, n\_max = 51, col\_names = c("State", "drop", "Trips", "MotorBus", "HeavyRail", "LightRail", "CommuterRail", "Other"))  
  
transpo.st = transpo %>%  
 select(State, Trips) %>%  
 rename(PubTrans = Trips)  
  
###  
  
# Read race data into R  
# Percentage of each race out of total population (2017)  
demo.cty = read.csv("acs2017\_county\_data.csv")  
  
demo.st = demo.cty %>%  
 mutate(Hisp\_Ct = ceiling(TotalPop\*(Hispanic/100)),  
 White\_Ct = ceiling(TotalPop\*(White/100)),  
 Black\_Ct = ceiling(TotalPop\*(Black/100)),  
 Native\_Ct = ceiling(TotalPop\*(Native/100)),  
 Asian\_Ct = ceiling(TotalPop\*(Asian/100)),  
 Pac\_Ct = ceiling(TotalPop\*(Pacific/100))) %>%  
 select(State, TotalPop, Hisp\_Ct, White\_Ct,  
 Black\_Ct, Native\_Ct, Asian\_Ct, Pac\_Ct) %>%  
 group\_by(State) %>%  
 summarise\_all(sum) %>%  
 mutate(Hispanic = round((Hisp\_Ct/TotalPop)\*100, digits = 2),  
 White = round((White\_Ct/TotalPop)\*100, digits = 2),  
 Black = round((Black\_Ct/TotalPop)\*100, digits = 2),  
 Native = round((Native\_Ct/TotalPop)\*100, digits = 2),  
 Asian = round((Asian\_Ct/TotalPop)\*100, digits = 2),  
 Pacific = round((Pac\_Ct/TotalPop)\*100, digits = 2)) %>%  
 select(State, Hispanic, White,  
 Black, Native, Asian, Pacific) %>%  
 filter(State != "Puerto Rico")  
  
###  
  
# Read age data into R  
# Percentage of population 65 and older (2018)  
age = read.csv("PEP\_2018\_PEPAGESEX\_with\_ann.csv")  
  
# Search for most recent census data  
# age[,grep("2018sex0", names(age))]  
  
age.st = age %>%  
 select(GEO.display.label, est72018sex0\_age999, est72018sex0\_age65plus) %>%  
 slice(3:53) %>%  
 mutate(TotalPop = as.numeric(as.character(est72018sex0\_age999)),  
 OlderPop = as.numeric(as.character(est72018sex0\_age65plus))) %>%  
 mutate(Pct65Plus = round((OlderPop/TotalPop)\*100, digits = 2)) %>%  
 rename(State = GEO.display.label) %>%  
 select(State, TotalPop, Pct65Plus)  
  
###  
  
# Read health insurance data into R  
# Percentage of population uninsured (2018)  
insurance = read\_xlsx("Uninsured.xlsx", skip = 7, col\_names = c("State", "Number", "Err1", "Percent", "Err2"))  
  
insurance.st = insurance %>%  
 select(State, Percent) %>%  
 rename(Uninsured = Percent)  
  
###  
  
# Read poverty data into R  
# Percentage of population in poverty (Average 2016-2018)  
poverty = read\_xlsx("poverty.xlsx", skip = 8, col\_names = c("State", "Percent", "Err"))  
  
poverty.st = poverty %>%  
 select(State, Percent) %>%  
 rename(Poverty = Percent)  
  
###  
  
# Read unemployment data into R  
# Percentage of population unemployed (March 2020)  
unemployed = read\_xlsx("unemployed.xlsx", skip = 1, col\_names = c("State", "Percent", "Rank"))  
  
unemployed.st = unemployed %>%  
 arrange(State, desc(State)) %>%  
 select(State, Percent) %>%  
 rename(Unemp = Percent)  
  
data = cv19.st %>%  
 left\_join(age.st, by = "State") %>%  
 left\_join(demo.st, by = "State") %>%  
 left\_join(lkd.st, by = "State") %>%  
 left\_join(nurse.st, by = "State") %>%  
 left\_join(hospital.st, by = "State") %>%  
 left\_join(transpo.st, by = "State") %>%  
 left\_join(insurance.st, by = "State") %>%  
 left\_join(poverty.st, by = "State") %>%  
 left\_join(unemployed.st, by = "State")

## Warning: Column `State` joining factors with different levels, coercing to  
## character vector

## Warning: Column `State` joining character vector and factor, coercing into  
## character vector  
  
## Warning: Column `State` joining character vector and factor, coercing into  
## character vector

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

set.seed(123)  
index <- sample(1:nrow(data), nrow(data)/(10/7))  
  
covid.train <- data[index, ]  
covid.test <- data[-index, ]  
  
bag.data <- randomForest(Cases ~.-State-Deaths-PercentDeath, data=covid.train, mtry=15, importance=TRUE)  
bag.data

##   
## Call:  
## randomForest(formula = Cases ~ . - State - Deaths - PercentDeath, data = covid.train, mtry = 15, importance = TRUE)   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 15  
##   
## Mean of squared residuals: 217089818  
## % Var explained: 43.5

importance(bag.data)

## %IncMSE IncNodePurity  
## TotalPop 8.732686 835301015  
## Pct65Plus -1.930895 102491633  
## Hispanic 2.549272 104629462  
## White 2.925415 89572899  
## Black 3.143964 110859608  
## Native 3.735335 6437081066  
## Asian 3.006529 653556703  
## Pacific 1.000422 17454143  
## LkdDuration 11.147256 1584729276  
## RegNurse 6.592137 812338271  
## NumBeds 5.997396 750666252  
## PubTrans 4.675696 691155268  
## Uninsured 0.724092 54542550  
## Poverty -2.797856 60017020  
## Unemp 1.934919 86175279

##calculate the MSE for bagging model  
yhat.bag <- predict(bag.data, newdata=covid.test)  
data.test <- data[-index, "Cases"]  
#plot(yhat.bag, data.test)  
MSE.bag <- mean((yhat.bag-data.test)^2)

## Warning in mean.default((yhat.bag - data.test)^2): argument is not numeric  
## or logical: returning NA

print(MSE.bag)

## [1] NA

print(sqrt(MSE.bag))

## [1] NA

Using the bagging method to build the model yields a Mean of squared residuals of 217089818 with the formula Cases ~ . - State - Deaths - PercentDeath. The percent of variance explained by the model is only 43.5%. The two most important variables in the model are LkdDuration and TotalPop. Using the test data we calculate a Test MSE = NA with a square root of NA.

#Build the random forest model using mtry = p/3 = 5  
rf.data <- randomForest(Cases ~. -State-Deaths-PercentDeath, data=covid.train,  
 mtry=5, importance=TRUE)  
rf.data

##   
## Call:  
## randomForest(formula = Cases ~ . - State - Deaths - PercentDeath, data = covid.train, mtry = 5, importance = TRUE)   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 5  
##   
## Mean of squared residuals: 236298994  
## % Var explained: 38.5

importance(rf.data)

## %IncMSE IncNodePurity  
## TotalPop 6.0580939 1237907107  
## Pct65Plus 0.5112498 117098122  
## Hispanic 1.7178776 147630580  
## White 1.9858953 105856693  
## Black 2.7771409 142114433  
## Native 3.9085118 3013614482  
## Asian 2.4351660 970728712  
## Pacific -0.6852457 46354874  
## LkdDuration 9.1791248 2092901529  
## RegNurse 7.6137048 1403111429  
## NumBeds 7.8292993 1487748603  
## PubTrans 5.3435991 1044470752  
## Uninsured 0.9976111 88425435  
## Poverty -0.2446887 272674262  
## Unemp 2.1693078 222205770

#calculate the MSE for the random Forest model.  
yhat.rf <- predict(rf.data, newdata=covid.test)  
MSE.rf <- mean((yhat.rf - data.test)^2)

## Warning in mean.default((yhat.rf - data.test)^2): argument is not numeric  
## or logical: returning NA

print(MSE.rf)

## [1] NA

print(sqrt(MSE.rf))

## [1] NA

Using the Random Forest method to build the model yields a Mean of squared residuals of 236298994 with the formula Cases ~ . - State - Deaths - PercentDeath. The percent of variance explained by the model is only 38.5% which is lower than the bagging model (43.5). The two most important variables in the model are LkdDuration and NumBeds, with RegNurse coming in as a close third. Interestingly, LkdDuration was also the most important variable in the bagging model. Using the test data we calculate a Test MSE = NA with a square root of NA both slighlty lower than the MSE and root MSE for the bagging model.

#Build the boosting model for Cases  
library(gbm)

## Loaded gbm 2.1.5

set.seed(123)  
#n.minobsinnode is the min number of obs in trees' terminal nodes.  
#bag.fraction is the fraction of the training set obs randomly selected to propose  
#the next tree in the expansion. default is 0.5, increase if sample is small.  
#since the data set is small, lower n.minobsinnode and increase bag.fraction  
boost.data <- gbm(Cases ~. -State-Deaths-PercentDeath, data=covid.train,   
 distribution="gaussian", n.trees=5000, interaction.depth=4,  
 n.minobsinnode = 5, bag.fraction = 0.75)   
summary(boost.data)

![](data:image/png;base64,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)

## var rel.inf  
## RegNurse RegNurse 23.7026595  
## TotalPop TotalPop 13.1237952  
## Asian Asian 10.7664632  
## LkdDuration LkdDuration 9.7714266  
## Hispanic Hispanic 7.5950651  
## Poverty Poverty 7.1123474  
## Native Native 7.1102398  
## PubTrans PubTrans 6.8572675  
## NumBeds NumBeds 4.7398792  
## Pacific Pacific 2.6100231  
## Uninsured Uninsured 2.5347888  
## Black Black 2.3111158  
## Pct65Plus Pct65Plus 0.8335478  
## White White 0.7231133  
## Unemp Unemp 0.2082677

#Calculate the MSE for the boosting model.  
yhat.boost <- predict(boost.data, newdata=covid.test, n.trees=5000)  
MSE.boost <- mean((yhat.boost-data.test)^2)

## Warning in mean.default((yhat.boost - data.test)^2): argument is not  
## numeric or logical: returning NA

print(MSE.boost)

## [1] NA

print(sqrt(MSE.boost))

## [1] NA

A gradient boosted model with gaussian loss function was build using the formula Cases ~. -State-Deaths-PercentDeath. Five thousand iterations were performed with 15 predictors, all predictors had non-zero influence. The two most important variables in this model are RegNurse and TotalPop. LkdDuration was ranked 4th by the model. Using the test data we calculate a Test MSE = NA with a square root of NA. Both are lower than the MSE and root MSE for the random forest model, so of the three models Boosting performed the best.

Of the three models regressing number of cases of Covid-19 the Boosting model performed the best. However, the boosting model indicated the number of Registered Nurses as the most important predictor variable. This is difficult to explain as it is possible states with more registered nurses might provide more tests for Covid-19 and thus detect more cases (confounding?). All three models included lockdown duration as an important predictor variable. It was first for the bagging and random forest models, but only fourth for the Boosting model.