![hust1](data:image/jpeg;base64,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)
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**1 基于顺序存储结构的线性表实现**

**1.1 实验目的**

通过实验达到⑴加深对线性表的概念、基本运算的理解；⑵熟练掌握线性表的逻辑结构与物理结构的关系；⑶物理结构采用顺序表,熟练掌握线性表的基本运算的实现。

## 1.2 线性表基本运算定义

依据最小完备性和常用性相结合的原则，以函数形式定义了线性表的初始化表、销毁表、清空表、判定空表、求表长和获得元素等12种基本运算，具体运算功能定义如下。

⑴初始化表：函数名称是InitaList(L)；初始条件是线性表L不存在已存在；操作结果是构造一个空的线性表。

⑵销毁表：函数名称是DestroyList(L)；初始条件是线性表L已存在；操作结果是销毁线性表L。

⑶清空表：函数名称是ClearList(L)；初始条件是线性表L已存在；操作结果是将L重置为空表。

⑷判定空表：函数名称是ListEmpty(L)；初始条件是线性表L已存在；操作结果是若L为空表则返回TRUE,否则返回FALSE。

⑸求表长：函数名称是ListLength(L)；初始条件是线性表已存在；操作结果是返回L中数据元素的个数。

⑹获得元素：函数名称是GetElem(L,i,e)；初始条件是线性表已存在，1≤i≤ListLength(L)；操作结果是用e返回L中第i个数据元素的值。

⑺查找元素：函数名称是LocateElem(L,e,compare())；初始条件是线性表已存在；操作结果是返回L中第1个与e满足关系compare（）关系的数据元素的位序，若这样的数据元素不存在，则返回值为0。

⑻获得前驱：函数名称是PriorElem(L,cur\_e,pre\_e)；初始条件是线性表L已存在；操作结果是若cur\_e是L的数据元素，且不是第一个，则用pre\_e返回它的前驱，否则操作失败，pre\_e无定义。

⑼获得后继：函数名称是NextElem(L,cur\_e,next\_e)；初始条件是线性表L已存在；操作结果是若cur\_e是L的数据元素，且不是最后一个，则用next\_e返回它的后继，否则操作失败，next\_e无定义。

⑽插入元素：函数名称是ListInsert(L,i,e)；初始条件是线性表L已存在，1≤i≤ListLength(L)+1；操作结果是在L的第i个位置之前插入新的数据元素e。

⑾删除元素：函数名称是ListDelete(L,i,e)；初始条件是线性表L已存在且非空，1≤i≤ListLength(L)；操作结果：删除L的第i个数据元素，用e返回其值。

⑿遍历表：函数名称是ListTraverse(L,visit())，初始条件是线性表L已存在；操作结果是依次对L的每个数据元素调用函数visit()。

**1.3系统设计**

1.3.1 系统总体设计

本系统采用顺序表作为线性表的物理结构，实现线性表的基本运算。

系统具有一个功能菜单。在主程序中完成函数调用所需参数值的准备和函数执行结果的现实，并给出适当的操作提示显示。

系统通过定义一个SqListsOptioner类型的含有线性表指针数组和当前线性表数量的结构体，并声明一个此类型的全局结构变量Lists，每当创建或者删除一个线性表，则修改此变量，实现对多个线性表的管理。

系统开始运行时调用函数OpenFiles()读取文件中的数据，并提供数据保存功能SaveData()以实现线性表的文件形式保存。

该演示系统提供的操作有：表的初始化、销毁、清空、判空，求表长、获取数据元素、查找数据元素、获得前驱、获得后继、插入数据元素、删除数据元素、表的遍历、表的选择、数据保存。

在程序中实现消息处理和操作提示，包括数据的输入和输出，错误操作提示、程序的退出。

1.3.2 有关常量和类型定义

#define TRUE 1

#define FALSE 0

#define OK 1

#define ERROR 0

#define INFEASTABLE -1

#define OVERFLOW -2

#define LIST\_INIT\_SIZE 100

#define LISTINCREMENT 10

#define MAX\_SQLIST\_NUM 10 //可创建的线性表最大数量

typedef int status;

typedef int ElemType; //数据元素类型定义

typedef struct

{ //线性表（顺序结构）的定义

ElemType \* elem;

int length;

int listsize;

}SqList;

typedef struct

{ //多线性表信息结构定义（存储当前所有线性表地址及数量）

SqList \* SqListArray[MAX\_SQLIST\_NUM];

int length;

}SqListsOptioner;

SqLists Lists; //线性表信息表

1.3.3 算法设计

（1）InitList(SqList \* L)

设计：分配存储空间，并初始化表长为0，表容量为LIST\_INIT\_SIZE。每次创建表时新建的表位序为最大。假如当前SqListArrat数组中已经有3个表，那新建的表为第4个表。操作结果：构造一个空的线性表。

（2）DestroyList(SqList \* L)

设计：删除线性表内容并释放存储空间，每次操作当前线性表，销毁后当前线性表之后的线性表前移一个位序。例如当前操作表3，销毁表3后原表4左移成为表3，以此类推

操作结果：销毁线性表L。

（3）ClearList(SqList \* L)

设计：线性表L的长度赋值为0

操作结果：将L重置为空表。

（4）ListEmpty(SqList \*L)

设计：根据表长判断表是否为空

操作结果：若L为空表，则返回TRUE,否则返回FALSE。

（5）ListLength(SqList \*L)

设计：返回表长

操作结果：返回L中数据元素的个数。

（6）GetElem(SqList \*L, int i, ElemType \* e)

设计：根据位序找到第i个元素的地址并将其值赋值给指针e指向的元素

操作结果：用指针e指向的元素返回L中第i个数据元素的值。

（7）LocateElem(SqList \*L, ElemType e)

设计：遍历线性表找到第一个和元素e的相等的元素

操作结果：返回L中第1个与e相等的的数据元素的位序，若这样的数据元素不存在，则返回值为0。

（8）PriorElem(SqList \*L, ElemType cur, ElemType \* pre\_e)

设计：遍历线性表找到第一个和元素cur的相等的元素，如果其有前驱，用pre\_e返回，函数返回TRUE；否则函数返回FALSE，pre\_e无意义

操作结果：若cur是L的数据元素，且不是第一个，则用pre\_e返回它的 前驱，否则操作失败，pre\_e无定义。

（9）NextElem（\*L，cur\_e，&next\_e）

设计：遍历线性表找到第一个和元素cur的相等的元素，如果其有后继，用next\_e返回，函数返回TRUE；否则函数返回FALSE，next\_e无意义

操作结果：若cur是L的数据元素，且不是最后一个，则用next\_e返回它 的后继，否则操作失败，next\_e无定义。

（10）ListInsert(SqList \* L, int i, ElemType e)

设计：如果线性表已满，重新分配存储空间。将线性表指针L指向的线性表第i个元素之后的元素都右移一个位序，之后将e插入第i个位序

操作结果：在L的第i个位置之前插入新的数据元素e，L的长度加1

（11）ListDelete(SqList \* L, int i, ElemType \* e)

设计：将第i个位序的值赋给指针e指向的变量，之后第i个位序之后的元素全部左移一个位序

操作结果：删除L的第i个数据元素，用e返回其值，L的长度减1.

（12）ListTraverse(SqList L)

设计：在此处设置为遍历并打印表L中的每个元素值，返回表长

操作结果：依次输出表L中的每个变量的值

（13）PreLoadFiles(void)

设计：为了方便测试，在程序所在的目录里预先放好了两个文件”SqlistTest1.txt”和”SqlistTest2.txt”，在程序运行时会先读取这两个文件并将里面的线性表存放到内存中，成为可操作的线性表1和线性表2

操作结果：将预存文件内容写入到可操作的线性表中

（14）SaveData(void)

设计：首先函数将把线性表1 和线性表2这两个从预先存好的文件中获得的线性表存储回原文件，然后检查是否有用户新生成的线性表，如果有，则会提示用户并让用户手动输入文件名并创建新文件将线性表保存进去。

操作结果：保存程序中所有的线性表。

1. OpenFiles(void)

设计：当用户想要打开某文件时可以通过该函数手动输入文件名称来打开文件并自动将文件内的数据保存到新的线性表中。

操作结果：用户输入有效文件名，文件打开成功，数据被写入新线性表中

**1.4 顺序表演示系统实现与测试**

1.4.1 系统实现

运行环境：Windows下使用codeblocks编写程序并编译（默认MingGW编译器），程序清单如下：

>> File:SqList.h

#ifndef SQLIST\_H\_INCLUDED

#define SQLIST\_H\_INCLUDED

#include <stdio.h>

#include <stdlib.h>

#include <malloc.h>

#define TRUE 1

#define FALSE 0

#define OK 1

#define ERROR 0

#define INFEASTABLE -1

#define OVERFLOW -2

#define MAX\_SQLIST\_NUM 10//最多能同时操作的表的数目

typedef int status;

typedef int ElemType;

#define LIST\_INIT\_SIZE 100

#define LISTINCREMENT 10

typedef struct//线性表结构

{

ElemType \*elem;

int length;

int listsize;

}SqList;

typedef struct//用来操作线性表的含线性表指针数组的结构

{

SqList\* SqListArray[MAX\_SQLIST\_NUM];

int length;

}SqListsOptioner;

SqListsOptioner Lists;//全局变量，用于操作

status InitiaList(SqList \*L);

status ListLength(SqList \*L);

status ListInsert(SqList \*L,int i,ElemType e);

status ListDelete(SqList \*L,int i,ElemType e);

status DestroyList(SqList \*L);

status CleaList(SqList \*L);

status ListEmpty(SqList \*L);

status GetElem(SqList \*L,int i,ElemType \*e);

status LocateElem(SqList \*L,ElemType e);

status PriorElem(SqList \*L,ElemType cur\_e,ElemType \*pre\_e);

status NextElem(SqList \*L,ElemType cur\_e,ElemType \*next\_e);

status ListTraverse(SqList \*L);//至此为实验要求中的12个函数

SqList \*ChooseList(int \*OpListNum);//多表操作中用来选择线性表

status PreLoadFiles(void);//打开预存的文件

status OpenFiles(void);//通过输入文件名的方式来打开文件

status SaveData(void);//保存文件

void menu(void);//打印菜单

#endif // SQLIST\_H\_INCLUDED

File: main.c

#include "SqList.h"

void main(void)

{

SqListsOptioner \*SqLists = &Lists;//头文件中的全局变量

SqList \*pList=NULL;//在程序中操作的线性表

int OpListNum=0;//当前操作的线性表的编号

int i;

int options;//在菜单中选择的选项

ElemType elem;//在后续操作中会用到的元素

if(!PreLoadFiles()) printf("\*\*\*\*程序运行错误！文件无法打开！\n");

printf("\*\*\*\*当前线性表数：%d\t（最大线性表数%d）\n",SqLists->length,MAX\_SQLIST\_NUM);

printf("\*\*\*\*当前操作的线性表（n=1,2,3....）:");//显示当前的线性表数量和正在操作的线性表

if(!OpListNum) printf("\t请选择要操作的线性表\n");

else printf("%d\n",OpListNum);

if(!SqLists->length) printf("\t（当前无可操作的线性表！）\n");

menu();//菜单

scanf("%d",&options);

getchar();

while(options)

{

system("cls");//每次循环后清屏

menu();

printf("\*\*\*\*当前线性表数：%d\t（最大线性表数%d）\n",SqLists->length,MAX\_SQLIST\_NUM);

printf("\*\*\*\*当前操作的线性表（n=1,2,3....）:\n");

switch(options)

{

case 0:

break;

case 1:

printf("\n\*\*\*\*你选择的是 InitiaList\n");

if(SqLists->length>=MAX\_SQLIST\_NUM)

{

printf("\t线性表操作数已达到最大值！不能继续创建线性表\n");

getchar();

break;

}

if (!(SqLists->SqListArray[SqLists->length++] =(SqList \*)malloc(sizeof(SqList))))

exit(OVERFLOW);

if(InitiaList(SqLists->SqListArray[SqLists->length-1])==OK)//在线性表指针数组中创建新指针并对该指针创建线性表

{

printf("\t线性表%d创建成功！\n",SqLists->length);

printf("\*\*\*\*当前线性表数：%d\t（最大线性表数%d）\n",SqLists->length,MAX\_SQLIST\_NUM);

}

else

{

printf("\t线性表创建失败！\n");

free(SqLists->SqListArray[SqLists->length-1]);

}

break;

case 2:

printf("\n\*\*\*\*你选择的是 DestroyList\n");

if(OpListNum<1)

{

printf("\t请先选择要销毁的线性表！\n");

break;

}

else if(DestroyList(pList))

{

printf("\t线性表%d销毁成功！\n",OpListNum);

if(OpListNum<SqLists->length)

for(i=OpListNum; i<SqLists->length-1; i++)

SqLists->SqListArray[i-1]=SqLists->SqListArray[i];

SqLists->length--;

}

OpListNum=0;

break;

case 3:

printf("\n\*\*\*\*你选择的是 ClearList\n");

if(OpListNum<1)

{

printf("\t请先选择要置空的线性表！\n");

break;

}

if(CleaList(pList))

printf("\t线性表%d置空成功！\n");

break;

case 4:

printf("\n\*\*\*\*你选择的是 ListEmpty\n");

if(OpListNum<1)

{

printf("\t请先选择要判空的线性表！\n");

break;

}

if(ListEmpty(pList))

printf("\t线性表为空！\n");

else printf("\t线性表不为空！\n");

break;

case 5:

printf("\n\*\*\*\*你选择的是 ListLength \n");

if(OpListNum<1)

{

printf("\t请先选择要求长度的线性表！\n");

break;

}

printf("\t线性表的长度为%d!\n",ListLength(pList));

break;

case 6:

printf("\n\*\*\*\*你选择的是 GetElem\n");

if(OpListNum<1)

{

printf("\t请先选择要获取元素的线性表！\n");

break;

}

printf("\t请输入你需要获得第几个元素：");

scanf("%d",&i);

getchar();

if(i>=1&&i<=pList->length)

{

GetElem(pList,i,&elem);

printf("\t线性表中的第%d个元素为：%d\n",i,elem);

}

else printf("\t元素不存在！\n");

break;

case 7:

printf("\n\*\*\*\*你选择的是 LocatElem\n");

if(OpListNum<1)

{

printf("\t请先选择要定位元素的线性表！\n");

break;

}

printf("\t请输入要查找的元素：");

scanf("%d",&elem);

getchar();

if(i=LocateElem(pList,elem)) printf("\t你查找的元素为表中的第%d个元素\n",i);

else printf("\t元素不存在！\n");

break;

case 8:

printf("\n\*\*\*\*你选择的是 PriorElem\n");

if(OpListNum<1)

{

printf("\t请先选择要获取元素前驱的线性表！\n");

break;

}

printf("\t请输入你要获取哪一个元素的前驱：");

scanf("%d",&i);

getchar();

if(PriorElem(pList,i,&elem)) printf("\t元素%d的前驱是%d！\n",i,elem);

else printf("\t前驱不存在！\n");

break;

case 9:

printf("\n\*\*\*\*你选择的是 NextElem\n");

if(OpListNum<1)

{

printf("\t请先选择要获取元素后继的线性表！\n");

break;

}

printf("\t请输入你要获取哪一个元素的后继：");

scanf("%d",&i);

getchar();

if(NextElem(pList,i,&elem)) printf("\t元素%d的后继是%d！\n",i,elem);

else printf("\t后继不存在！\n");

break;

case 10:

printf("\n\*\*\*\*你选择的是 ListInsert\n");

if(OpListNum<1)

{

printf("\t请先选择要插入元素的线性表！\n");

break;

}

printf("\t请输入你要插入元素的位置和要插入元素的值：");

scanf("%d%d",&i,&elem);

getchar();

if(ListInsert(pList,i,elem)) printf("\t元素%d已成功插入到第%d个位置之前！\n",elem,i);

else printf("\t插入失败！\n");

break;

case 11:

printf("\n\*\*\*\*你选择的是 ListDelete\n");

if(OpListNum<1)

{

printf("\t请先选择要删除元素的线性表！\n");

break;

}

printf("\t请输入你要删除的元素位置：");

scanf("%d",&i);

getchar();

if(ListDelete(pList,i,&elem)) printf("\t第%d个元素%d已从线性表中删除！\n",i,elem);

else printf("\t元素删除失败！\n");

break;

case 12:

printf("\n\*\*\*\*你选择的是ListTrabverse\n");

if(OpListNum<1)

{

printf("\t请先选择要遍历的线性表！\n");

break;

}

if(!ListTraverse(pList)) printf("\t线性表为空表！\n");

break;

case 13:

printf("\n\*\*\*\*你选择的是ChooseList\n");

pList=ChooseList(&OpListNum);

printf("\t当前操作的线性表为线性表%d\n",OpListNum);

break;

case 14:

printf("\n\*\*\*\*你选择的是SaveData\n");

if(SaveData()) printf("\t文件保存成功！\n");

else printf("\t文件保存失败！\n");

break;

case 15:

printf("\n\*\*\*\*你选择的是OpenFiles\n");

if(OpenFiles()) printf("\t文件打开成功！\n");

else printf("\t文件打开失败！\n");

break;

default:

printf("\n\t指令错误！\n");

}

scanf("%d",&options);//读入下一个指令

getchar();

}

printf("\t欢迎下次再使用本系统！\n");

}

>> File: implements.c

#include "SqList.h"

status InitiaList(SqList \*L)//构造新的线性表

{

L->elem=(ElemType\*)malloc(LIST\_INIT\_SIZE\*sizeof(ElemType));

if(!L->elem) exit(OVERFLOW);

L->length = 0;

L->listsize = LIST\_INIT\_SIZE;

return OK;

}

status ListLength(SqList \*L)//求表长,初始条件是线性表已存在；操作结果是返回L中数据元素的个数。

{

return L->length;

}

status ListInsert(SqList \*L,int i,ElemType e)//在顺序线性表L中第i个位置之前插入新元素e

{

//i的合法值为 1<=i<=ListLength(\*L)+1

if(i<1||i>L->length+1) return ERROR;

ElemType \*q,\*p;

if(L->length>=L->listsize)

{

ElemType \*newbase;

newbase = (ElemType \*)realloc(L->elem,(L->listsize+LISTINCREMENT)\*sizeof(ElemType));

if(!newbase) exit(OVERFLOW);

L->elem=newbase;

L->listsize+=LISTINCREMENT;

}

q=&(L->elem[i-1]);//此时q为插入位置

for(p=&(L->elem[L->length-1]); p>=q; --p)

\*(p+1)=\*p;

\*q=e;

++L->length;

return OK;

}

status ListDelete(SqList \*L,int i,ElemType \*e)//删除元素,初始条件是线性表L已存在且非空,删除L的第i个数据元素，用e返回其值。

{

//i的合法值为1≤i≤ListLength(L)

if(i<1||(i>L->length)) return ERROR;

ElemType \*p,\*q;

p=&(L->elem[i-1]);

\*e=\*p;

q=L->elem+L->length-1;

for(++p; p<=q; ++p)

\*(p-1)=\*p;

--L->length;

return OK;

}

status DestroyList(SqList \*L)//销毁表：初始条件是线性表L已存在；操作结果是销毁线性表L。

{

free(L->elem);

free(L);

return OK;

}

status CleaList(SqList \*L)//清空表：初始条件是线性表L已存在；操作结果是若L为空表则返回TRUE,否则返回FALSE。

{

L->length=0;

return TRUE;

}

status ListEmpty(SqList \*L)//判定空表：初始条件是线性表L已存在；操作结果是若L为空表则返回TRUE,否则返回FALSE。

{

if(L->length==0) return TRUE;

else return FALSE;

}

status GetElem(SqList \*L,int i,ElemType \*e)//获得元素：初始条件是线性表已存在，操作结果是用e返回L中第i个数据元素的值。

{

//i的合法值范围是1≤i≤ListLength(L)

\*e = L->elem[i-1];

return OK;

}

status LocateElem(SqList \*L,ElemType e)//查找元素：返回第一个值为e的位序，没有则返回0

{

int i;

for(i=0; i<=L->length-1; i++)

if(e == L->elem[i]) return i+1;

return 0;

}

status PriorElem(SqList \*L,ElemType cur\_e,ElemType \*pre\_e)//获得前驱，并用pre\_e返回

{

//cur\_e是L的数据元素，且不是第一个,否则操作失败，pre\_e无定义

int i;

for(i=1; i<=L->length-1; i++)

if(cur\_e==L->elem[i])

{

\*pre\_e = L->elem[i-1];

return OK;

}

return FALSE;

}

status NextElem(SqList \*L,ElemType cur\_e,ElemType \*next\_e)//获得后继，并用next\_e返回

{

//cur\_e是L的数据元素，且不是最后一个，则用next\_e返回它的后继，否则操作失败，next\_e无定义。

int i;

for(i=0; i<L->length-1; i++)

if(cur\_e==L->elem[i])

{

\*next\_e=L->elem[i+1];

return OK;

}

return FALSE;

}

status ListTraverse(SqList \*L)//遍历表：初始条件是线性表L已存在；操作结果是依次对L的每个数据元素调用函数visit()。

{

int i;

printf("\n---------------------所有元素 -----------------------\n");

for ( i = 0; i < L->length; i++)

printf("%d ", L->elem[i]);

printf("\n---------------------- 结束------------------------\n");

return L->length;

}

SqList\* ChooseList(int \*OpListNum)//选择要操作的线性表

{

printf("\t请输入要选择的线性表编号(1-%d)：",Lists.length);

int choice;

scanf("%d",&choice);

getchar();

if(choice<=0||choice>Lists.length)

{

printf("该线性表不存在！\n");

return NULL;

}

else

{

\*OpListNum=choice;

return Lists.SqListArray[\*OpListNum-1];

}

}

status PreLoadingFiles(void)//打开预存的两个文件并将该文件内容读取到线性表中

{

FILE \*pFile1,\*pFile2;

SqListsOptioner \*SqLists=&Lists;

SqList \*pSqList;

if((pFile1=fopen("SqlistTest1.txt","r+"))==NULL)//读取文件1

{

printf("\t文件读取失败！\n");

return 0;

}

else

{

int i=1,p;

printf("\t文件1打开成功！");

SqLists->SqListArray[SqLists->length] = (SqList \*)malloc(sizeof(SqList\*));

pSqList=SqLists->SqListArray[SqLists->length];

InitiaList(pSqList);

SqLists->length++;

while(fscanf(pFile1,"%d",&p)!=EOF)

{

if(ListInsert(pSqList,i,p)==OK)i++;

else printf("读取失败！");

}

printf("信息读取完成！\n");

}

if((pFile2=fopen("SqlistTest2.txt","r+"))==NULL)//读取文件2

{

printf("\t文件读取失败！\n");

return 0;

}

else

{

int i=1,p;

printf("\t文件2打开成功！");

SqLists->SqListArray[SqLists->length] = (SqList \*)malloc(sizeof(SqList\*));

pSqList=SqLists->SqListArray[SqLists->length];

InitiaList(pSqList);

SqLists->length++;

while(fscanf(pFile2,"%d",&p)!=EOF)

{

if(ListInsert(pSqList,i,p)==OK)i++;

else printf("读取失败！");

}

printf("信息读取完成！\n");

fclose(pFile2);

}

return OK;

}

status OpenFiles(void)//允许用户通过输入文件名来打开文件

{

SqListsOptioner \*SqLists=&Lists;

SqList \*pSqList;

FILE \*pFile;

char FileName[40];

int i=1,p;

printf("\t请输入要打开文件的文件名:\n\t");

scanf("%s",FileName);

getchar();

if((pFile=fopen(FileName,"r+"))==NULL)

{

printf("\*\*\*\*文件打开失败！\n");

return FALSE;

}

else

{

SqLists->SqListArray[SqLists->length] = (SqList \*)malloc(sizeof(SqList\*));

pSqList=SqLists->SqListArray[SqLists->length];

InitiaList(pSqList);

SqLists->length++;

while(fscanf(pFile,"%d",&p)!=EOF)

{

if(ListInsert(pSqList,i,p)==OK)i++;

else

{

printf("\*\*\*\*读取失败！");

return FALSE;

}

}

printf("\t信息读取完成！\n");

printf("\t当前线性表数%d\n",SqLists->length);

}

return OK;

}

status SaveData(void)

{

FILE \*pFILE;

SqListsOptioner \*SqLists = &Lists;

SqList \*pList;

int i,rest,Saving\_num=3;

if((pFILE = fopen("SqlistTest1.txt", "w+"))==NULL) return FALSE;//将内存中的线性表数据1,2写入到文件1，2中

pList=SqLists->SqListArray[0];

for(i=0; i<pList->length; i++)

fprintf(pFILE," %d",pList->elem[i]);

fclose(pFILE) ;

if((pFILE= fopen("SqlistTest2.txt", "w+"))==NULL) return FALSE;

pList=SqLists->SqListArray[1];

for(i=0; i<pList->length; i++)

fprintf(pFILE," %d",pList->elem[i]);

fclose(pFILE) ;

for(rest=(SqLists->length)-2; rest>0; rest--)//检查是否有新建的线性表

{

char FileName[40];

printf("\t还有%d个新建的线性表待保存！请输入线性表%d的文件名：\n",rest,Saving\_num);

scanf("%s",FileName);

getchar();

if((pFILE=fopen(FileName,"w+"))==NULL) return FALSE;

pList=SqLists->SqListArray[Saving\_num-1];

for(i=0; i<pList->length; i++)

fprintf(pFILE," %d",pList->elem[i]);

fclose(pFILE);

Saving\_num++;

}

return OK;

}

void menu(void) //打印菜单

{

printf("\n\n");

printf(" Menu for Linear Table On Sequence Structure \n");

printf("------------------------------------------------------\n");

printf(" 1. InitiaList 7. LocatElem\n");

printf(" 2. DestroyList 8. PriorElem\n");

printf(" 3. ClearList 9. NextElem \n");

printf(" 4. ListEmpty 10. ListInsert\n");

printf(" 5. ListLength 11. ListDelete\n");

printf(" 6. GetElem 12. ListTrabverse\n");

printf(" 0. Exit 13.ChooseList \n");

printf(" 14.SaveData 15.OpenFiles \n");

printf("------------------------------------------------------\n");

printf("\n\t\t请输入你的选择:\n");

}

1.4.2 系统测试

测试数据

表1：

1 2 3 4 5

表2

5 4 3 2 1

表3

25

测试用例及其结果如下（各函数测试为独立测试，测试初始数据相同，不受上个函数测试影响）：

1. 测试函数：ChooseList

测试步骤及结果如表1-1所示

表1-1 ChooseList函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |

1. 测试函数：InitiaList

测试步骤及结果如表1-2所示

表1-2 InitiaList函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入1进入函数InitiaList | 因为预加载了两个线性表，所以新线性表为线性表3。按回车后输出“线性表3创建成功！” | 按回车后输出“线性表3创建成功！” |
| 2 | 1. 主界面输入13进入函数ChooseList 2. 按提示输入要操作的线性表序号，输入3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为3 |
| 3 | 主界面输入12进入函数ListTrabverse | 按回车后输出“  --所有元素--  --结束--  线性表为空表！ | 按回车后输出“  --所有元素--  --结束--  线性表为空表！ |
| 4 | 1.主界面输入4进入函数ListEmpty | 按回车后输出“线性表为空！” | 按回车后输出“线性表为空！” |

1. 测试函数：DestroyList

测试步骤及结果如表1-3所示

表1-3 DestroyList函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  1 2 3 4 5  --结束--” | 输出“---所有元素--  1 2 3 4 5  --结束--” |
| 3 | 主界面输入2进入函数DestroyList | 按回车后输出“线性表销毁成功！”当前线性表数更新为1，当前操作线性表更新为无，原线性表2成为新线性表1 | 按回车后输出“线性表销毁成功！”当前线性表数更新为1，当前操作线性表更新为无，原线性表2成为新线性表1 |
| 4 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 |
| 5 | 主界面输入12进入函数ListTrabverse | 原表2变为表1，输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |

1. 测试函数：ClearList

测试步骤及结果如表1-4所示

表1-4 ClearList函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为1 |
| 2 | 主界面输入4进入函数ListEmpty | 输出“线性表不为空！” | 输出“线性表不为空！” |
| 3 | 主界面输入3进入函数ClearList | 输出“线性表1置空成功！” | 输出“线性表1置空成功！” |
| 4 | 主界面输入4进入函数ListEmpty | 输出“线性表为空！” | 输出“线性表为空！” |

1. 测试函数：ListEmpty

测试步骤及结果如表1-5所示

表1-5 ListEmpty函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 主界面输入4进入函数ListEmpty | 输出“线性表不为空！” | 输出“线性表不为空！” |
| 4 | 主界面输入3进入函数ClearList | 输出“线性表2置空成功！” | 输出“线性表2置空成功！” |
| 5 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--    ---结束---  线性表为空表！” | 输出“---所有元素--    ---结束---  线性表为空表！” |
| 6 | 主界面输入4进入函数ListEmpty | 输出“线性表为空！” | 输出“线性表为空！” |

1. 测试函数：ListLength

测试步骤及结果如表1-6所示

表1-6 ListLength函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 主界面输入5进入函数ListLength | 输出“线性表的长度为5!” | 输出“线性表的长度为5!” |

1. 测试函数：GetElem

测试步骤及结果如表1-7所示

表1-7 GetElem函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入6进入函数GetElem  2.按提示输入要查找的元素位序，输入4 | 输出“线性表中的第4个元素为：2” | 输出“线性表中的第4个元素为：2” |

1. 测试函数：PriorElem

测试步骤及结果如表1-8所示

表1-8 PriorElem函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入8进入函数PriorElem  2.按提示输入要查找的元素值，输入4 | 输出“元素4的前驱是5！” | 输出“元素4的前驱是5！” |
| 4 | 1.主界面输入8进入函数PriorElem  2.按提示输入要查找的元素值，输入5 | 输出“前驱不存在!” | 输出“前驱不存在!” |

1. 测试函数：NextElem

测试步骤及结果如表1-9所示

表1-9 NextElem函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入9进入函数NextElem  2.按提示输入要查找的元素值，输入4 | 输出“元素4的后继是3！” | 输出“元素4的后继是3！” |
| 4 | 1.主界面输入9进入函数NextElem  2.按提示输入要查找的元素值，输入1 | 输出“后继不存在!” | 输出“后继不存在!” |

1. 测试函数：ListInsert

测试步骤及结果如表1-10所示

表1-10 ListInsert函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入10进入函数ListInsert  2.按提示输入要插入元素的位置，输入1  3. 按提示输入要插入的元素值，输入25 | 输出“元素25已成功插入第1个位置之前！” | 输出“元素25已成功插入第1个位置之前！” |
| 4 | 主界面输入12进入函数ListTrabverse | 输出“25 5 4 3 2 1” | 输出“25 5 4 3 2 1” |
| 5 | 1.主界面输入10进入函数ListInsert  2.按提示输入要插入元素的位序，输入10（超出线性表长度）  3. 按提示输入要插入的元素值，输入7 | 输出“插入失败！” | 输出“插入失败！” |
| 6 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  25 5 4 3 2 1  --结束--” | 输出“---所有元素--  25 5 4 3 2 1  --结束--” |

1. 测试函数：ListDelete

测试步骤及结果如表1-11所示

表1-11 ListDelete函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1. 主界面输入13进入函数ChooseList   2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入11进入函数ListDelete  2.按提示输入要删除的位序，输入2 | 输出“第2个元素4已从线性表中删除！” | 输出“第2个元素4已从线性表中删除！” |
| 4 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 3 2 1  --结束--” | 输出“---所有元素--  5 3 2 1  --结束--” |
| 5 | 1.主界面输入11进入函数ListDelete  2.按提示输入要删除的位序，输入1 | 输出“第1个元素5已从线性表中删除！” | 输出“第1个元素5已从线性表中删除！” |
| 6 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  3 2 1  --结束--” | 输出“---所有元素--  3 2 1  --结束--” |
| 7 | 1.主界面输入11进入函数ListDelete  2.按提示输入要删除的位序，输入100 | 输出“删除失败！” | 输出“删除失败！” |

1. 测试函数：ListTraverse

测试步骤及结果如表1-12所示

表1-12 ListTraverse函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseLIst  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为表1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为表1 |
| 4 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  1 2 3 4 5  --结束--” | 输出“---所有元素--  1 2 3 4 5  --结束--” |

1. 测试函数：ChooseList

测试步骤及结果如表1-13所示

表1-13 ChooseList函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1.主界面输入13进入函数ChooseLIst  2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入13进入函数ChooseList  2.按提示输入要操作的线性表序号，输入1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为表1 | 按回车后输出“当前线性表为线性表1”当前操作线性表更新为表1 |
| 4 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  1 2 3 4 5  --结束--” | 输出“---所有元素--  1 2 3 4 5  --结束--” |

1. 测试函数：SaveData

测试步骤及结果如表1-14所示

表1-14SaveData函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1. 主界面输入13进入函数ChooseList   2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 2 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 4 3 2 1  --结束--” | 输出“---所有元素--  5 4 3 2 1  --结束--” |
| 3 | 1.主界面输入11进入函数ListDelete  2.按提示输入要删除的位序，输入2 | 输出“第2个元素4已从线性表中删除！” | 输出“第2个元素4已从线性表中删除！” |
| 4 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 3 2 1  --结束--” | 输出“---所有元素--  5 3 2 1  --结束--” |
| 5 | 主界面输入14进入函数SaveData | 输出“文件保存成功！” | 输出“文件保存成功！” |
| 6 | 重新运行目标程序 |  |  |
| 7 | 1. 主界面输入13进入函数ChooseList   2.按提示输入要操作的线性表序号，输入2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 | 按回车后输出“当前线性表为线性表2”当前操作线性表更新为表2 |
| 8 | 主界面输入12进入函数ListTrabverse | 输出“---所有元素--  5 3 2 1  --结束--” | 输出“---所有元素--  5 3 2 1  --结束--” |
| 9 | 主界面输入1进入函数InitiaList | 因为预加载了两个线性表，所以新线性表为线性表3。按回车后输出“线性表3创建成功！” | 按回车后输出“线性表3创建成功！” |
| 10 | 1. 主界面输入13进入函数ChooseList 2. 按提示输入要操作的线性表序号，输入3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为表3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为表3 |
| 11 | 1.主界面输入10进入函数ListInsert  2.按提示输入要插入元素的位置，输入1  3. 按提示输入要插入的元素值，输入25 | 输出“元素25已成功插入第1个位置之前！” | 输出“元素25已成功插入第1个位置之前！” |
| 12 | 输入14进入函数SaveData | 输出“还有一个新建的线性表待保存！请输入线性表3的文件名：” | 输出“还有一个新建的线性表待保存！请输入线性表3的文件名：” |
| 13 | 按提示输入文件名”Test.txt”并按回车 | 输出“文件保存成功！” | 输出“文件保存成功！” |
| 14 | 打开程序所在目录 | 发现新增文件Test.txt，打开后内容为25 | 发现新增文件Test.txt，打开后内容为25 |

1. 测试函数：OpenFiles

测试步骤及结果如表1-15所示

表1-15 OpenFiles函数测试

|  |  |  |  |
| --- | --- | --- | --- |
| 测试步骤 | 测试输入 | 理论结果 | 运行结果 |
| 1 | 1. 主界面输入15进入函数OpenFiles 2. 按照提示输入要打开的文件名，输入Test.txt（其内数据为25） | 输出“信息读取完成！当前线性表数3  文件打开成功” | 输出“信息读取完成！当前线性表数3  文件打开成功” |
| 2 | 1. 主界面输入13进入函数ChooseList 2. 按提示输入要操作的线性表序号，输入3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为表3 | 按回车后输出“当前线性表为线性表3”当前操作线性表更新为表3 |
| 3 | 1.主界面输入12进入函数ListTrabverse | 输出“---所有元素--  25  --结束--” | 输出“---所有元素--  25  --结束--” |

**1.4 实验小结**

本次实验加深了我对线性表的概念、基本运算的理解，掌握了线性表的基本预算的实现，熟练了线性表的逻辑结构和物理结构之间的关系。同时，我也学习到了程序设计过程中应该考虑的用户交互和用户体验，并从多方面考虑用户输入错误的情况下应该如何处理和应对。

今后的学习过程中应当多从数据结构的角度分析如何进行数据的处理、存储以方便问题的解决，并要勤加练习达到熟能生巧的地步。