|  |  |
| --- | --- |
|  | **2011** |
|  | **Escola Superior de Tecnologia e Gestão**  **Docente:**  Luís Garcia  **Discentes:**  6170 – Bruno Moreira  6032 – Luís Costa |

**![estig](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/2wBDAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/wAARCABkAIkDASIAAhEBAxEB/8QAHQABAAIDAQEBAQAAAAAAAAAAAAgJBQcKBgsBBP/EADQQAAICAgMAAQMDAgQEBwAAAAQFAwYCBwABCAkSFBURExYKIiEjJDEXGCVRVFaRlJXT1P/EAB0BAAEEAwEBAAAAAAAAAAAAAAAEBQYHAgMICQH/xAAvEQACAwABBAICAQMCBwEAAAACAwEEBQYAERITBxQVISIIFjEyYQkXGCMkQlJx/9oADAMBAAIRAxEAPwDv44444dHTjjldHyn371Rrbx9crT5AVNmW1B3SMY8iupsbBZUlLnxP7duUCnsU7Oc2I2NQEWTCERMqTHNG8WYOYHTMFDpXgzKFzQYl7wp12WCTWCGPYKxkpFYSQjJT2/yRCIx3IiEYmYdsHIbyDbysNFqjSdraFXPVc0rA1M+sy24Ei65ZKCFFdcnBNZIl4jE9ome0Tvzc3sXzn5+2HrXVe29jhVO8baKgFpaeZU9YYk4ls8EoZrY9WtNX11YY4kxWjMXpS8OUjAnPqXoYBhOLTf8AOcJTPSjHTnieJ7daPt2MV/6IolwjqorTXBZNfp+xlglWtDz+RqXNfGPjTOZWVpUKXw9Sx6VntACACTcwPYfG3T+/bepqJsT5GtcDWH1JoLY84Wt2d/Ec0i7HUYkGv26nNXlagIQDXdN/Jf5LEkPcqXKgwhG0hj+5OEeEmYX+oqP29n5t0LRtKG3bC3bg33Dqomu6/JaQP9hKLNRLZllr+UVNnGc9WWFmItwIrnf74jeeAWEgQj6cMOQPQ0NLa4xqaRzTVlWGUHUKq0Obosoi1IXqOh3eKVWm2YIK9imbBWrxZAMKYHron4o46vjPzzwnjORrxV5Xl62vSv8AJTtZ9zi9XQrV7zK+3kHFZo6eMOWtjGpvCgLcsiIs1ld3DyLaF+RT3L5XbrydXehdopQBehCuqRbXR1yoZoREUREXU1GunbdBHCwCkj+hiuACY9iSxzAMYM+oJ8OwH4v/AJ0Na+zGyTSO+VKTTfotj1GHXZQCp8Na7WP6w777Eq07Qkg6sWojvHL7enuT2WLPvHDFE+YnkdJhuZeue6rELAn8qfJ358x3Fq+lKlVDBnfUMLVfrDz2jWAwLk8mubnGorrmWOvhRjk4029Dmr7BCIIuMYjLvrilhn6w0fVvNm4Fgent2VrcutbPX69tTUGy6c3GgsWFUfTTkoRbsjCI6bUHY9fJCkGdImUK9gMSNAzHHFhMhgHgmXvaeD4WaV9l6itgKuZtzyUxJT/kZQZu9MFIkK7VVhxBiI2VhJilnpT8ifDPx981za49y7g9DhXNr1G1pcR+QeJlX08vaQiAIHDs1KWTOmaQdXdf49yOhVeVRz38ev2117OpV+pjxynL4U/kAYe5vLf2mw2eB++NGFK6Ps4vPLDou1LSw55aTsSeLD+3Am0L17Fe6y6+noiz118dHCKIcGPhcby+M6/X06Va/VLyRZULA79vIZ/cGs4jvEGo4JZxEzEGJREzH768YuccN2/j3l2/wvkSBRsce0G0LcLkiS6IgW1rlYyECOnfqNRepsIAJlWwoyACKRhxxxxb1FOnHHHDo6ccccOjpxxxw6OnHHHDo6crS1B5g9U1P3juP0Nb/S3dw883Be4X1TUcb+0nSKpis1nadIZUjBcKXWoKV0OXEC7QsDHLfLOWQ8QHNy36zsXfLJXSNyngZGpp2ypithbrc+o2KqU4SYWNkBJl13jGaDnL0SLn3131hPFHl31311yrn4z/AAHbfC527w7hvILaB2yWVeZhoFULAAdYEmmfddW1wA1YGk/yOy9tcBzpIMMh4Y1eEObZzllHkDGthDrWvxxX421Yppt2bztJGn9NefYrViiqFimMweiu2TDX6omBX28jggkxmXYNivTwuVv/AC1OrffRqZqMmzj/AH3atW5cCbrKl8oJeU6iKVu90x5tgvBcgyFnHhfkn+M+++0tqay23qncqHXFy1pVca5kE7EbdZQzBvz7RXHqt1Xs5WaphGxYFxyZSB5/tRwCGgy/vxTQzV0fJH7Y196Gr+htcJdxF+YfWvlj0KJcbG1t+u3V1pFS23rVdYKib+06r6u0RNK5BcJMmS5zhUrB92kgjlYVfGWeVfhYC0oHm/41PWm3PZG+vVlkG69Rk2hbWdYsKs/cECZMrEisrueXOsy2RpYk1KyhAUVwqavJAqsjYwqMyjzCQ+pqP/kc8SlVvbbz1Qr3VpfDzV6furjZlG2hbb4MjigkvmRV1ZKc0XYpdmsEi/ow8hYNTE9lamJ4IOpFo7TEhdDVfKnaOevYu4mVXVs6WiC+T5Q6g6rQo1zj8LsGmrYQ/N+xAwfkPqBY2Ih8SXrMOhviVss5FxBTtK3pVsPPefAtCeL+hN3Uv1mK5LxkK+hn36nIlpU9yGV2qslY+uc14EIcs5OHr2Hy76X9A+VfVWv6PXfkm8nUQfY2oduUGFd0o3BSGa4RzV3ChisylGOo99ib12FpAHLnV84r3VLxWFa4/AlKuq98jfFtqT018ZXp31yo2LdWW/NQjXrpbroYNUrqdbK1mAnvzQQ/DLFk7t5lv19NJElMjJrIatyxnByWNplPR03iKBu3Ym0vbyyXyBvK36Lp2s/M4+rrJ6JhQ9xMMNGaF18PaNibHs1dKKGzDRWF/U+i6xXGLIFjDBPR6yUVG677hztl+DTA2j/GJ8jG5rtlJFSmmWzy4iDscYoWHdL0iUdZzIMM+uo5cC83wS7vKLrKOY0SUPD6pYM4+s8/6u/eqxfq+90UdqvavmYlDvq1wbVskaiD32akM9B2mr8XjKWRJMDuHZe+fNPhv450bPHNwOLxa5L8LclzPjygm154N/lOlZpcv4mlOlXsqzsDkV2g3Xr8cztA7WQSNKo8UULgxcr5/pxNuMqH8hEOuoypOku8NT32rGr+8++h5W9PBj2SnZdx9d9dZGAA1R+EPn3+v7Yzg/Hrr9ZPqx76ufPG/p+Kixsnyg6YcBRSSDUCobjtzfPDrLvGBcZq+z0SOWbvH/DGPttdVcHXef8Ab3LNFj1/fljz6HPJr8amwuPtE5mRXp2QV3/xC5RVZMR/t7TbP/7M9cwf8QCrRr/OlJtSAixe4Dx+1qSHbym8GnyCkuW9v35/jKedEeX79UL/APXt04445YPXD/Tjjjh0dOOOOHR04444dHTjjjh0dOUm+gtLat8Heldn/KnsfbmyLGudCx1VXpVIkEkObWq2og6sIk/lBlhHEOrIYiuZ2vTHKVsKP8ZAZgyYTKQwDrsuad3zoXV3pbWT3Ue4a5jZqVYMg5yBMCy1p4LFcRiWsbKWgEsBq5mATh1JARBL1jJHlOGXESAUULOxchyZ1KMTXXXPUz2fkMRts3jXq6yVMCpZaKCGWAsmT3BgOVPfuSWdoGZJxfbjF0Ziy20GNqKHL5EmkFcrVzDe9LL1VB2AKFMaCh8WKYh0THiD1eUlFP1v1R52+dnU1G2/VrXsHStp07ZbFRnAbBKnfFD4NR0Ds9ScvwbDgsBiR/xjCu2Je0G7gyJaCMlZE8X2wUPfnd0ZqvTPjjwHoKa2vKfqSlbuBpzW9TpcrtY1Fdjo7vp7bJa6EWi6sLjvuc5xkmCLTDFlyfZCSLhu4/2bKd9eYd/+SfLdY1f8UdZEr9il2lDYNgTMT6g6ub1acpmFKb5M9rZyVovPI0Cvgs8O8ICREwgw6YWAPBj+taf9SR3c+/E3jbvY/SrrYfeyF3d86RfV+E6ufepWP8o6TfX+uX4rp599+O+r+77T9n9f8f15X9+mNfM5C/TyJjlBY+T+a3EVnKydQisoiK9J0sASYkUKi5CUVpkoWXeYgIDqP4BusvfNXxPSxeQkvh/93clDjeCy1UfyDBj8Fq/+dcrtq2BAWHaazN+42+ntLANRQToZz9xbX0CzyQeN/LbFno3UO67nTavv71hvrEWTY+wUuNhBmDHepadkcn1jpiutsYLFlQ0jVmRYGS1O0v8AdchFeHSy7P5f/QmkfCfiehfFF5dbwHvWlfS9bZZhljFM01JzYR21lPaTAO8YY7zuOzZ4PGC+PvHAWoTMIpAA07+udScjH+/+3Ogv4vvhJ3L67tdf3Z6iUWnW3nGEoJ12LY+j1WxN1wxdxyjLEAhvcbhJTmEOEWLG7nYjymrZMB6bgbMRI6RxHFt6d0buZmUFsu6Sl04trglhn5vkRWUCMRKkpcUiTXlPsKZZJy57AMfRf5d4n8dcOfw/5C+Qua3qfEuBad7ljeM6DFXr3PPkME1VYO1YstYGhr6uXXSaKGSlc59SuFJNUMfEpW67rQ/6abxq3oGtNk+x7splXM9xjxa81PGZBlCXlrdA16Ptdkj6zx6y7XW23r1a9f8AV1HlnHSJTo+pQmQc2fUlzCVqt1+m11FUaomXV2sVhQuQV1AnEhAVJUigSEBWqWhD44QCAgBDwiijxYYxwwxYYYdddY9czfL1w8pWLmVc5UwcpDu1vbt7XnMm5nb/ADEEczARMzIrgBmZ8e/XjX8vfJOl8tfIfJOd6SprTs2xihQ8/YObkU1BTy6EHECJmiklX2WgCxsXCsWfWEukYccccduq16ccccOjpxxxw6OnHHHDo6qOtfpHdKfTWz7PPtnJAdr/AOQlf50/l5NZ191jDqJttSgUYwh1CdWMkWLVEitDJpA9hABj++FhmYjlBYSCd4/Y/qHeNUqu+ndY2fC61vrjbXlqq693w3o1XgWWpZuK7o6ft1IaVEnV02046yHcBtALXUl6UAc5nGqdds5FZuOchTfHlmKpd7q+NwRYEW73PXPWQxXYTDuESuJNrULYUtTnw6/vzdzhVAldGZH/AKHEoyCXL/Kwk5u31ZqCz7w1BLR6YwQLbGNsDUN6XTWaVgMkIy1jtSn7DnWmkqgGZw3TUasSrYiYAC+x5io5s4c48MuuV+zN5CdW42LeipycufrJG1YNlm5KddULgouwASMtoPkvXDWNSiIeMe2Cs9WtxcLmeiaOU+vY2wi1YOnWUqnnw/j7yaQzQljBOEalaAl0pWmxZkqxF6SHQ2o/Wg8TD1Wyvmxa/f8ASGhWmtwavuNCjigY2F3cE8slloZC2tZTLbM8rz4mrK0zKrp147o22jocBZ2yo2XL2V79S1pmDgsp1yZ0C1VffWhdaXwRlRF97JA62zZqzBXUJcay0RpB1exwnw6MG9JXT6GsGTnZEhflExwIvgb740uO6X+9b3sKxUyn2TaVE01S61VqUK1stVTFaO2SXtmr2a9tnAtVM2AzYWicZKZFFXaziupQmacaYogv7ofJ+hKlac9a66T56woVSen+s/Ip46rVTU+zRNVtV35RLY/ascpdd0GcTBBXEjx0V+ojKAFQCwNnPhigl5v92/XpWgd5QhKLzkNYFsrNvyu6pIVDF2JfSldeMqK42LBWCSbUkTrM+dZNCOM2dCiVfwKw+zmV7KUspDUpQOfiBYeS21YraHstTtzbKrWirD1psCKKY+u3IaP0frrK7A0iWO0BytNnN9MKbGwrhgFYabRR0869saiCYVlExmkxratqSI//ABWNSZmLDFC2wFto8ApNH+8fIHln2BR6HVvVrwpHUajdJbBWpB78Dr6M+yEIWQci+Zkbj1991mn6Yk9Aiywk9RizFY59Rjy99eSd+Xd8Pdx0/YLy4U+0LqF6ga7pSHPLhsP8vPrhlU7fUUetFlRyVHUeiZ0NbbM/pYIoWeWxClw7J0RWWZTUphJffesbVsebTp1UJCgJ1rtI2+MISbY8pBZ64vUO19cdCKbHX69ZTQD4z9hAMc+81vY5C8A4TOXDMiP9XVZ3r1PTTp54NXFpa66HInxfVmUSRMUJshkobDZ8QM4OFDIGwDBp4Y9pHG+R8e1uOcluYuhVp27M7GZehFyhpBVvCoKlwgTNUryyRXhzAXCftn7QSa2pXGzzp8V3x8ecSlVs1J52opligwGYqL3cSWe0XsMmWOEwrdE1vDKxDJCM8MsJYDqzAq/XDP6ocusM+/qsU5Fl1qDajO/Xa0JL3DTQblp13Shco2ZdqIot6KTJl9estCVkV6uxqFiY2FoybAMnbpfYDRE7JchqbM6xksf0jUt8IqVHVDiVxPlW7wNY7dTxtm7Ba1/ZanHXLeqzr3dwZ13Gxrso7cyVXjMSVK/Fds6kKS6nlbWJk0AW1RXRAk08kKqhIoga6gQtniQj7PBKpn/TMsLzj2TETCoezuMY8gv6XLbadXlHP7/I9JyFydjb0LmtdqexBummdrSvT3mXjFRP1mFUBhQ28ebW8WzKXjka6RrjbVOd6oKZWZZehq1qAfXd7aO7PYwmjOwYtUB81sCXyo3sVhJwGWHBxFv3S90V95++eznnnNlmy2kaLtykMNjkbMvCu6iXmxi3xPCHI77yozduF2DZqAlxbyT4zUJFgqRkVE/DJccaUxsMrFAp7+26IWLssMlDNVweclBlPbxTAqFkSZT2gvIilUevzjyGe5duo3ZyaSUXXK3M+x9ZamVlALhdoSy8yoYIXIzKZSkIvHFv0ESDGAAjnt1t5VbKq+YuFCOy19y2rsscFgWKnK5iwRTyzGDxQOAgyZiVk0hC5hBHEbHBnnMCZFjj3mNPjh6DkLg/Pmyk4u2VVYtIdcqtktlTvFCpeVufPQldlV7hb7RvuX8oJqi+1VGtbVinBVtaXCZfK7USTn0lYGxTkSo2OftehLtdxdahML82qUKLYWz7tcyaVaGozuYK5M7O5riBA5KTYdkx10lupA6ONBVSCgKv3VEAcvQ0EWkbduQ/dE5Z4d+0F4ARzY9PgMnElAivs7zMQkl/yla57hDg7EwosRC+SIXUlxB5nXKxYUkcZeiLmrrmIE1lyTyyr1jsKRcGQC5aUI2Gyy45ERzpDZpx3q+cG0CiSbprlkVauafy51FLQiGmo6NSF8GawapYFJYorjX3twlZprOz+ykadkLUUbVi2KlylE03s2sD6iBdXiJ5hr3bW2Le/Z5OXmM9mpV2TbPgqtcwVZBYBiRVhhdq4KNXci5K8qXU8IpLJDlGuUr8ht2JZ4TRbAeRD7ZOO0drUIiZHxie0pmbUTHcfCPDy8pietDMTKCn9geSUjf6VN+nFdvsmTxD0zCGQwleStGAwyEpFhWmfYBU11nMSn45B0XzxufDW+w6lPsqOOxWXSi3XItijtVsNzsmyQp3vZ+8Hf5BdLlTbI6jPBknTVuJ1EP1HGrncNFaCtxgyP0tT7XQdbV+oXWw9WyxpZXkJllxLYE4uYCbA1OXG4QMsOiEsWS0oSMesRkswaoPHFW1rlwuVisyskWXtYIsptQJJJksMomBOGeMJmIiJ8pH+fl/p/UxHePEi1aeRmUqrX1OQU9Jy9AKgVE13ra2qVOLBaEGckqEi+fq+rylvlIkUAUNUrafHHHFvUe6ccccOjpx+nX/AG444dHTmgvQdB31sOtJVOgvQa/zpYA3f5B3ai9O17ck7pPiCUPggHT2ixI1SiPMyeFgQyxiNOzyCHFHyEgkL6J37xzW5QvWajlgicdplLnV2RETE/wcg1OXPeP8gYzMd4me0zErs3QflXq+hVXRa+qcsUvSzM3ZokUiQdrOZr1L2bcDsUzCrdR64KBOA8xEooa+PO2/IX6mK2jd7v7mTi1XQHsK/aGsVEF8q6r7y2dWNSH1MxsT3aQ3CthS57suclK++gAnBNc7+k4U9jN1jHhODa3oPyLvLZyry8v9X62Q7qRWp2JnTUlkWlW7uwlUu204tClK/ICgBbCrWVklsKMUcli9rtvr6k6ZFPMtkG5ET4iMX+eivkXwqmWGNpz+RL2TjW8pMo8Y8X+SWj9J8pMpf8rHDpj2N3llJ/l9Y9d95/2/ryp3xf57W7p8M6jV7J+Q3S3nqDTnohlsS4a4vGmdfq9xa19A1Haj0iKWz7OsO2atdDrPYscwshzC1cBU6lgBXIoyOk+EMcAVetV87LQtLdBmlXtW7R6Gi04MaVhAepTb2igK5ELvMyUR+MLgiquEjNfZOtwzju7zP5B1dHTzuF53CNvjHGcCrw7hNGsdZ/LsHYu/k9DO4hwvUs7KK9nJmqtGimpNlmjKVcizGpq1b/R3sT0j5S8X3qy9b99Ga5oNg3I3FtKWvWcrMWyjrRoZFWMs0AhrYvusRkwkYgtilKRSOZ+Vj7KJmyn+32Ttn2n5O0ZUaletr+gtXU6rX9QHYKGyMtIB0l3QMBYTQntPWqM2DWzJSAyRiY2yQE5f+wSPLkR1hPF3nVp5ftup6R8oPyj/APM9YKPV9qOpdOl6vZbTZJE4bLzdDTDI+xqMfZp4AJEA02KTG7irJuoZmkAvbOOUpcZ2NlaAz1xsD5yVlnoplOuFCK+KZO2oTysyJ3VWkVZ+goF4B9VOXfcLOgu1hBAApCuTqLoGecSPLqCSSPt1VrWYVEV/oLmxruzq9Y4c2xUkb1hTbFwfsiTpYS5bCQivC/csfcY9pKuLnxngDdZ+XHmF0MT4zyeebO5Wfm0sjkY3OK4Otn4XGnHhWVZgUl6UZzNe23dO7OXbfGVUZJpVbDSfTfnvY2oTN+0rcuvH2l1grIxxsqCzLR6mihT445tsbC0OmFir5KzCSLNgG56BMDxmgyIgj6ni7z8loP2n5T9RsnqXz/vfX20Hlag7LdIq8376ehL+p8Be2vSVjCC0JTdEywj/AJkMQhV+/OPF95+4RDjnyq7XQyJvNfyEr1yeUbQtI+dvM/fNZQAyxpBfP6x10G5BIULcOoY68NY+6N1mJCN1BFmKu7xxwwFw+m1X0S11TeflL+LCfyg1oTy6Iq/uxvtVvqQxAwWL/N3dMRjV0e4FVbOVfFWDZZ7ABRhzs+hImZ/WCyPCc0D9zQnkl1kqk00whZ5irCf+777Z6Gg6gTaHdkQC68qlsgwHycQ1ZMV6/YT9rfAvF8+NBSNTktgrlTnupja0jn/h+OVeFcFyecJz+YSFQis39pWoGWNinZyF0iZn3109H7/4+vJD4q9pWq26u9o2va+wXdhiqHvz1MkhsN8s5jAerUWod1LBaogZPTZYEVUrSyOX7QGKUVQoExmyiigi/c77ljpj3f469EXdjrfSfovV+xr0siLIlrFesEUjQ4QD9ezjUMRUY2FmACwx7lLPrmbQMeD9CJp8IMsZO+cd71dGvxK/MFUNamzZ3lL8gvoBzdayoJ6/lgutINpasJuxBSuDPpkKozrADyZvNNBgMUgAfDZ5SRdER8lZ7Ef+e785+Glf4uN18ftMf0rp5xrcfWJCSd9V/NiysTmbVGfCIMs2CipCgYJ/5Sub4QR99LbAKSPmTA1jwS0ty1UpVFAKGDXp07DxfLCs3Zu6r6UpqTDBgXI9cEUmDvNjVKkFwXs6euTfEWDyLlHIb1lmtTds8l5Ti5jMdNNOFxJfEfj3C5avW5OllRjG5m0OiSKoVLOVFWnmaumNm/KIo9XIbg91ePdAX1fq/dHozVmt78xFEOwrNnswoJ4IJ/fX2Jr3P9JBa2Idj31KGTYSFkJUH+ogzkg67k61z6V2feRtjeJGOovUWl9aa52PuGBbcK1Y1gdxbekao1BWFKqlqJqvBc4wnZjdsCJHK4tSIPg1VOyH/wBirzTPKv8AxBdNHUXdXzHD+rrJrKr7qN9JX4t9LuBnWlEzXzwQpM71REryuM8HTClYKpcu4Axe5xIl5tZwMj66JVdZwi8sZ5Z+V/6eDLPLLPLr2PvzD9csu8u+sY9z7Kjjx/XvvvvrHCPHHDDH/bHDHHHHrrHrrrra7kFl6vEoQIvk3LXXa9NupFPfzc2U2zBvkRuG1LDgIQI+tlchcBEfSbM+E8PLtnZQ7Wa7FXQzNC5tZuPq8e5K7lnwrzvn4aXHKlzMlFapkt44FOoyy3ae+L9Hdr2Mq3XTW66T9n/IL4o0xsrHT+0vTGp6VsjEkAM6rObJDgWjKZwwEgQWgqDCdbU5ChSRi48bMap/0ZI5eX6DTxS5ym/lVY/8xof/AJhf/wDo5yher/Qm1PUenvlTOsG9vOHnKnaXveydST+Y3WnKK63LuQbXq4NTVbjY73bLOpsa+y2+cAJVSHNbTOc1ZyT7JHFlmoClL5U/st6f+D2v/wC2t3/18bNHnz86xIxnhdrO9h1WCcVDha7DkFBiLb5H3lX6Jq6R+UFH15HxMrA4B/Rbl/IGJ7z5yzh+7kFQqcho2658jqtu6GJk7SipWGZ3EK1eFq0ZhiM+/wAtqes6xxt+6XVx+sPxxxyzeuAOnHHHDo6c87b7XX6HU7RebYyhTVWmV11a7K4I6kyHVV+urSW7llPjFhJLlCCuDJKlxijzk7wiy6wwyy76x79Fzwu0deoNuaz2Jqm1dFd1fZtGtuvrJ0DNiOb2huaFhXHHQZGUcuMBX49kR9vNlFJ1FN9GfcefWP094NlkLZKoGWwByuC/Qyzxnwgpj9wMl2if9u/SqiNMrtMdA3LoFarjeZWESsLpy0IsnXE/4E4U+ZKE/wCMsgYL9TPUKvEfqjzTuVzeKNpHTROh3LhKk9HnV0isaorf/E2v7ZLMXwbfIj1HbLaFnaHRlehEuAV9kSbMWzZJo7Kmi6mG7wj/AOpNueENSerE1SS+HQPV/t9wrh2GyV6X0NrW37JqCWLOL7G9bAvNj6UQV0ybrof8YxLaEvo4plUhHa8BsmINlT488q3bzSEOks9h8/2VWgoyegIXur/N4+ntjWYNHIJGLYtpW+DYVrFszosAEbFiCmQV1WQ37JeZddyzQiC1tfG2Q9n94/NlYClyp16EX7iRLaWrtbGdPEXQl+OzINXrZHGALNirqrUBbUB2p4C1j9otGRlYgl5xAwSxJrLw1cWjbUhVu7ceJNOnWd9ZdatYuF6EATa82jhfpSUR2nubPURR2no/KocSbu/K3L+P6Gvpcb4lxbIsIzanJtzNnkVvd38Diqx2Ni2jO2lcdrO0i1NNDCBvsVVoDeSlntVYZRF/mr5B08l03f4paK7jqywTU+asevvPlcHulcN7ECeyQ1492PZFD6rHQsRToyq88PUFSS4SGDQkZYY9y6Tag1LXLWFe69q/XaG7rqWNrdfck1Krau1Aa7DOwaCUIKwgrYGwtLFZRxsRqtAXGjgOjwLiBxIxxk6od3P8q3qjWmmfk2TbB1jqXX29/GKLzikrTfWljsF9qhNl9Nn5Llr7vO4oEXZXVKVMFjscY5N0Ea3gnXGjFhdY9k/2+Obl7bq/pzUKENV8gWwNMbI1Hcw97PfbVPrwdUqG6k9VJs1Oums3VbPZmVimWl8FNU5apLNGEAG1Cz6/KH5CTrSvuZ/2K6Rquu2nGuLVwM8ENWz71jPUVhXb2QarFZwNL+IqWuXD2AoGPmz8Sc1nC29Z29m8W49l1rbOP8Zs8zfsZ1uiXDuP8+0K+NpAws86t/D5LjWs5RExulcvoy2yy4snsvXUah1PXxL4vQ6w14kA2m6dWPZwSil1taJsaw2SLuCxPr2MGthhtzp9B33C6aWDBgc0i77jOnnw/wAORl895eCtcxehmnmioaR1uPpa0WGn+iHGs9aLKJDXLJSFvb+xo7E0VVtRi5wqoWchJMC2dotVT/cCw9xGxkQYU7+Ed3WRZ6O19UPdnpv3fpb2zYLvbg3GjtuTrlnkHdXbQx6vq9Z0uuGrDOoDKxhiq/OnPTvEhTiwikKq8e0waA4d5n4uahWtAPPll3JsT0ZuiKjaZ9QekqJbTLpZ1D+vsl1e6TOD93W5LHUc5LNursdZIN+YFg7AaxnFrIaiTMdDF1irdVafmGihWVDGX1uKwVf7OcKKkWp9gQwCqM7kU2UskS7LOInsYNlTp/Eejx/L59W1+Zbuk6nn8Lu5tfFTt/gucN1OTlx4Px9ttOyjkuesa6gwdakL0E21XmVA6pazwndob3X8W+1N9E4aZPpg3o/d5sdKaTY6FutJ2VstdioIsgR9jYtdfJ2TqoFKVfRg9jsJWSnqPAAckuDOQSHuc+s/LfmrS9lc3PUOgNNawtthjmhdWag61p9SesRyZsCCBCGiJQCZ2EQTHgTOFjNiLMTj0RJDlN19fObPVnoy9U31X4Ov+qLp8ktnoXpTaIGq7pbPcCKkR6f29Q7iDkWpeaWBTTYH0+QcnLuzIBFClOuKTdL5cZcwvvRW8idZy+nPf1C9qetgPY++PPrDTO4N0a5816o1RYE9f1ZWlmlEgDdUduGskpGGex2FsLMixssLkqLAOHsuUH/p5K5UrTZ26LR8XUK92+uxYbXGpVTUCEDVTcdaBr7dgZYyHBEktgS1pjERKol/T3zb4gdmumxm8v1+K8Mu4OJT2LHJ+RanJLLdRvI9Pi+ZgW6GNxjEeupTdlWXrrW6Nkc3MqNYZr0TXijYH7205nbW1Tfa2+OzTXrjdDtLYUqrbWz59QoE+m5l0YEdba3Bld151usqsYtsW4TIqqCyKjlSMYoZUxRopcuxPFvh2kebvK/mLR2xq/r/AGld/PAjV+kujOqLHfdV2PbbG7uNoe66Y2BbI3r2cDmxHLlrsDBO4LViCSlRCSZ5Cw5346PR9m9beKdAegboCKvuN8qZ8drjBG+zALslRs76ju3AAf8AjgGE9ZVol0KHFlnCHCfgLFnnhDjl3Nbkip0qFpw7a4lk36aiSLE1wAEWIrWZmRWkGMa00IaZ2WvMDWIqJYxIzS3J+U8x49mWfiW+YUP7Q5Pfr6zamjsWrVvZwz3sIFQ+3p2aNOhnVtfaoVq2DRyKtxF1rtFV6wQODQVo8p+YbtsWDb1y88aStm0xsgs4diWTV9Kd3LCVZHhEsI/kTJKS0yKWxRRRLi8yciQIo44hJYY8Mcet+fp1/wBuv/Trn7xx1BKVSwlKWsml5tIAEJYf/wBMkYiTL9z/ACLvP7/z1XVvT0r66ib2heupz0RVoKt27FldKsPj416gOYY1kR4j2UmAXHiPYf1HTjjjmzpD04444dHTjjjh0dOc7/zFUcry1bqz8gfm293XSvpKy9B6kvDypSVY+q7DqcQsGYHd6plwqtoR2FopgWrglxpEGGEQy1X+8OQSoVEBOORXmkyHH7bwmQdXOu6u4Z8WodDgGGpZHY1MgSIYMJEoEiiJ7TPfor+lVa7fzXxjJtAFnK3K+vlbWZYEXZ+xmNzbFhudqUmQVbQoMfWrvZTtqdXN1dLCXJqWQ7h8j+G9Tb38fb3vW8bHsjbGwfkBqVcO9A3i2PEETmYjXcZ4uusqWvrlWQVWsdUQqOBvXOuq6f3CwEBiP7PVABrIIdfE56e9T759DOdB7D9G7CP1r52rNoRVVaKi1PA2tYqpWTTq9PsWyT62KfWc2uhlwNQCI2Cz75+rXMrFg7+kuAxxyGG1tdnDSQxiCuKmLhJMllaiby3TFmQkZfEtc5s+2T7saw5/kZTPTa83O2c/+qevr0KWrX4to9+MI0qqLyeOSjiNrJROCq0toZEpy8fIzVTnjX9efl51MPGtRrLVojxttHc3ur5EKt5z9S7huG0da+KdlGbi1PAWo1yhfvNgaxlmipjvY9hrFETMrTms+rqWeEeRPGzm67ladGZSz/uzopmm63P8g/yJeEy2b4zzt6v0xffReyq6RIl7drdrbAN1yqevKfZYkkTNUNHhZzTFqtnI7BEPFXTdxTYQSwkOOaMZrLNCk+ww3vdyFlZznGTWtrTksXNdjDkjNErmQlRTK/D+Pj2/XT18tUKODy3kuRh06mNk5vwrkbudl5NdOdnZ+3HyZnWo2KVKmCa1XVi1EWY0EKXbixEOh3s/l1EL4vIrp6z3/QNTb32re7lrv46H8jvzrW8YKGm+hjSpYadUZr49TUcGz2zCvocRxA4e3a6Gf7SD8jgbHmVGT++8orh5K9g2Ly7532hedY6T+Qyw5W/e9PU4Uw/FRZdlETVbYTfVjN7T2rOhl3BXFli1zHLP6ilkj/F9Lh1ycda44iFzv7VVb9rPtzshXm17C+xKJpCmUe/v7fTKRFMr8vCVRC5HwiI6lr8vM/6kLnGPx1D+2v8Ale3X/t76df8AB/lg5dGqGp+J9f0PyIabnaI3fr/ZG+1lyGxYMmT0/wClNP0Tz/qbX2ltZK809D1rV1lVrQM03ZRf2K6HrHIxiX3hH2a1Zk5Tsmx2UeGRzMssvPDHKbvHraHHHLrriIIQACIACVCADECIiIDAiIxEQIjEREREREREREduvKTXsWLetqW7b3WrVrRu2LNmw03WLFh1lrHPe5hExrmsImNawiNhkRmUlMzLjjjm7pu6/9k=)**

|  |
| --- |
| **[Sistemas Operativos]**  **Trabalho de Grupo 1** |
| Desenvolvimento de uma aventura gráfica em linguagem de programação C |
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# Introdução

Primeiro trabalho de grupo desenvolvido no âmbito da disciplina de Sistemas Operativos, da Escola Superior de Tecnologia e Gestão do Instituto Politécnico de Beja, curso de Engenharia Informática. Este tem como objectivo desenvolver um jogo de aventuras gráficas, ao bom estilo das aventuras que começaram a aparecer no início dos anos 80 para o tão famoso Spectrum [[1](#Spectrum)].

Para conseguir criar o jogo seguimos a estrutura inicial dada pelo professor, no entanto esta revelava-se demasiado simples, e consequentemente adicionámos algumas variantes no jogo de forma que este fosse mais interessante.

O jogador tem como objectivo descobrir num emaranhado de salas o prisioneiro e levá-lo até à saída. Poderá no entanto ter que enfrentar um “monstro” com o qual terá que lutar.

# Principais Funções

## Estrutura do Jogo

Ao iniciar um novo jogo o sistema efectua algumas operações de modo a inicializar as principais estruturas:

* Valida os argumentos que foram passados através da função *validaSwitches()* que permite verificar se o utilizar entrou como super utilizador (argumento “su”) e se vai carregar um mapa de um ficheiro (argumento “m”) .
* Inicializa a *struct* jogador através da função *inicializa\_jogador()*.
* Inicializa a *struct* monstro através da função *inicializa\_monstro()*.
* Inicializa o mapa através da função *inicializa\_mapa*(). Esta função ira carregar um mapa de um ficheiro binário caso tenha sido indicado no início do programa através dos argumentos. Caso contrário carrega um mapa definido no código.

## Modo *super user*

Este modo é activado passando como argumento a *string* “su” ao iniciar o jogo. Assim são activadas opções na função *inicializa\_jogador()* de modo a aumentar a sua energia. Também é accionada uma opção na função *descreve\_status()*, responsável por escrever na consola a descrição dos dados do jogador e da sua localização, que escreve na consola os dados do monstro bem como a sua localização. O sistema de luta entre o monstro e o jogador também sofre algumas alterações sendo estas descritas no tópico Lutar.

## Inicializa o Mapa com base num ficheiro Binário

*void inicializa\_mapa\_ficheiro\_bin(struct Celula pMapa[], char\* pFicheiroMapa)*

Esta função é responsável pelo carregamento do mapa com base em ficheiros binários. A função abre o ficheiro com base no nome definido pelo utilizador e analisa-o linha a linha.

A função sabe à partida em que linha está no ficheiro, sabe que cada célula do mapa tem 7 linhas e que cada uma dessas linhas corresponde a um atributo da célula, nomeadamente:

1. Descrição da célula;
2. Coordenada a Norte;
3. Coordenada a Sul;
4. Coordenada a Este;
5. Coordenada a Oeste;
6. Item existente na sala.

A identificação da correspondência entre a linha que está a ser lida e o atributo é efectuada calculando o resto da divisão do índice da linha pelo número de atributos por célula. Esta informação é carregada para a estrutura do mapa.

## Gravar e Carregar Jogo

Estas duas opções permitem gravar o estado de um jogo e retomá-lo mais tarde. A opção gravar é controlada através da função *grava\_jogo()* que grava o conteúdo das estruturas do jogador, monstro e mapa num ficheiro binário. A gravação é feita linha à linha. A opção de carregar um jogo é controlada pela função *carrega­\_jogo()* limitando-se esta a ler o ficheiro linha à linha e a actualizar os dados das estruturas com base na informação do ficheiro.

## Lutar

*int lutar(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)*

Esta função é responsável por desencadear o combate entre o jogador e o monstro, sempre que estes se encontram na mesma célula do mapa.

O combate é baseado na definição de até 4 posições de ataque/defesa, sendo estas:

@ - 1(cabeça)

(esquerda) 3 - /|\ - 4(direita)

/ \ - 2(pernas)

O jogador define a posição em que quer atacar e a posição em que quer defender, por outro lado o monstro define as mesmas posições ataca e defende aleatoriamente.

No caso de a posição de defesa coincidir com a posição de ataque do adversário, o ataque do adversário não é bem-sucedido e consequentemente não é descontada qualquer energia, caso contrário o ataque é bem-sucedido sendo subtraído o valor do ataque ao total da energia do adversário.

Se o jogador activou o modo SuperUser, o monstro tem as seguintes fraquezas:

* O dano máximo que o monstro poderá causar é diminuído em 10 pontos;
* As probabilidades de o monstro defender os ataques do jogador são diminuídas.

A luta termina quando o monstro ou o jogador ficarem sem energia.

## Movimenta Monstro

void movimenta\_monstro(struct Monstro \*pMonstro, struct Celula pMapa[])

Esta função é responsável por movimentar o monstro ao longo do mapa, de um modo coerente com as possibilidades existentes. Numa primeira fase é decidido aleatoriamente se o monstro vai ou não mover-se nesta ronda.

No caso de o monstro se movimentar nesta ronda, são validadas quais as saídas disponíveis na célula em que o monstro se encontra. Uma vez validadas as saídas, é escolhida uma aleatoriamente e por fim é alterada a localização do monstro para a localização sorteada.

## Funções da API do Windows

Foram utilizadas algumas funções para melhorar o aspecto geral do jogo:

* Na função *descreve\_jogador(),* responsável por escrever os dados do jogador na consola, foi utilizada a função de API *SetConsoleCursorPosition()* e *SetConsoleTextAttribute()* de modo a posicionar estas informações numa posição mais central da consola bem como para alterar a cor de uma parte desta descrição.
* Na função *descreve\_monstro()*, responsável por escrever os dados do monstro na consola, também foram utilizadas as mesmas funções;

## Funcionalidades extra

Apesar de não terem sido desenvolvidas novas funcionalidades á estrutura básica do jogo realçamos no entanto algumas funcionalidades introduzidas que achamos serem relevantes:

* Criação de um menu inicial;
* Implementação de um sistema de luta mais elaborado com base em posições de ataque e defesa;
* Impressão da descrição da localização do jogador dentro de um espaço delimitado com mudanças de linha (implementado na função *descreve\_status ()*).

## DLL

Na biblioteca dinâmica criada para o jogo foram adicionadas as seguintes funções:

* Funções para remover os espaços em branco de uma *string* (*ltrim(), rtrim(), trim()*);
* Função para converter um ficheiro de texto para um ficheiro binário (*converte\_ficheiro())*. Deste modo é possível criar um mapa em ficheiro de texto e depois converte-lo para binário.

# Conclusão

Conseguimos cumprir o objectivo do trabalho que consistia em desenvolver um jogo de aventuras. O grupo achou este trabalho interessante na medida em que nos permitiu aumentar o nosso conhecimento na utilização da linguagem C, que era para nós quase desconhecida. Quanto às dificuldades na realização do trabalho, o grupo teve algumas relacionadas com o tratamento de *strings*, pois a linguagem C não é muito versátil neste capítulo e o seu *debugging* também não é o mais agradável. Consideramos no entanto que trabalhar com uma linguagem de mais baixo nível, nos permite compreender melhor as acções por detrás de funções de mais alto nível que outras linguagens usam.
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# ANEXOS

Anexo 1: Código do Programa

//Descritivo:Primeiro trabalho de grupo da disciplina de SO

//Titulo:DLL para o jogo de aventura

//Autores: Luís Costa Nº6032, Bruno Moreira Nº6170

#include "stdafx.h"

#include "string.h"

#include <ctime>

#include <malloc.h>

#include <stdio.h>

#include <stdlib.h>

#include <locale.h>

#include <ctype.h>

#include "windows.h"

#include "stdafx.h"

#include "JogoSO.h"

//include da DLL

#include "JogoSODLL.h"

#define MAX\_CELULAS 9 // número máximo de células do mapa

#define MAX\_COL 400 // tamanho máximo da linha

//-------------------------------------------------------------------------------------------------

// ESTRUTURAS

//-------------------------------------------------------------------------------------------------

//Jogador

//---------------------

struct Jogador

{

char\* nome[50]; //Nome do jogador

int energia; //Energia do jogador

int localizacao; //Celula onde o jogador se encontra

int flg\_tem\_tesouro; //Se o jogador tem ou não tesouro

};

struct Celula

{

int norte; //Qual a celula a norte

int sul; //Qual a celula a sul

int este; //Qual a celula a este

int oeste; //Qual a celula a oeste

char\* descricao[400]; //Descrição da celula

int item; //Item que existe na celula

};

//Monstro

//---------------------

struct Monstro

{

char\* nome[50];

int energia; //Energia do jogador

int localizacao; //Celula onde o jogador se encontra

};

#ifdef \_DEBUG

#define new DEBUG\_NEW

#endif

//-------------------------------------------------------------------------------------------------

// FUNÇÕES

//-------------------------------------------------------------------------------------------------

//Inicializa o jogador

void inicializa\_jogador(struct Jogador \*pJogador, char\* nome, bool blnSuperUser)

{

// associa os dados por defeito ao jogador

strcpy((char\*) pJogador->nome, nome);

pJogador->localizacao = 0;

pJogador->flg\_tem\_tesouro = -1;

if (blnSuperUser == true) {

pJogador->energia = 9999; // energia do superuser

}

else {

pJogador->energia = 100; // energia do utilizador normal

}

}

// inicilializa mapa com base num ficheiro

void inicializa\_mapa\_ficheiro(struct Celula pMapa[], char\* pFicheiroMapa)

{

printf("A inicializar o mapa do ficheiro...\n");

#define MAX\_LIN 80

#define CAMPOS 7

FILE \*f;

char l[ MAX\_LIN ];

f = fopen( pFicheiroMapa, "r" );

// inicia a linha

int iLinha = 0;

// inicia o contador

int iIndice = -1;

// percorre o ficheiro até encontrar o fim

while( fgets(l, MAX\_LIN, f) != NULL ){

// se o resto da divisão do número da linha pelo número de linhas por célula

// for igual a 0, quer dizer que é um novo registo

if (iLinha % CAMPOS == 0)

{

// incrementa o indice

iIndice = iIndice + 1;

}

// imprime a linha

int iResto = iLinha % CAMPOS;

switch ( iResto )

{

case 0: // Descrição

strcpy((char\*)pMapa[iIndice].descricao, rtrim(l));

break;

case 1: // Norte

pMapa[iIndice].norte = atoi (l);

break;

case 2: // Sul

pMapa[iIndice].sul = atoi (l);

break;

case 3: // Este

pMapa[iIndice].este = atoi (l);

break;

case 4: // Oeste

pMapa[iIndice].oeste = atoi (l);

break;

case 5: // Item

pMapa[iIndice].item = atoi (l);

break;

}

// incrementa o número da linha

iLinha = iLinha + 1;

}

fclose( f );

printf("Concluiu a inicialização do mapa com base num ficheiro\n");

}

// Inicilializa mapa com base num ficheiro binário

void inicializa\_mapa\_ficheiro\_bin(struct Celula pMapa[], char\* pFicheiroMapa)

{

printf("A inicializar o mapa de um ficheiro binário\n");

#define MAX\_LIN 400

#define CAMPOS 7

FILE \*f;

char l[ MAX\_LIN ];

f = fopen( pFicheiroMapa, "rb" );

// inicia a linha

int iLinha = 0;

// inicia o contador

int iIndice = -1;

if (f != NULL)

{

// percorre o ficheiro até encontrar o fim

while( fread(l,sizeof(char), MAX\_LIN, f) != NULL ){

// se o resto da divisão do número da linha pelo número de linhas por célula

// for igual a 0, quer dizer que é um novo registo

if (iLinha % CAMPOS == 0)

{

// incrementa o indice

iIndice = iIndice + 1;

}

// imprime a linha

int iResto = iLinha % CAMPOS;

if (iResto > 0) {int a = atoi(l);}

switch ( iResto )

{

case 0: // Descrição

strcpy((char\*)pMapa[iIndice].descricao, l);

break;

case 1: // Norte

pMapa[iIndice].norte = atoi (l);

break;

case 2: // Sul

pMapa[iIndice].sul = atoi (l);

break;

case 3: // Este

pMapa[iIndice].este = atoi (l);

break;

case 4: // Oeste

pMapa[iIndice].oeste = atoi (l);

break;

case 5: // Item

pMapa[iIndice].item = atoi (l);

break;

}

// incrementa o número da linha

iLinha = iLinha + 1;

}

fclose( f );

printf("Concluiu a inicialização do mapa com base num ficheiro binário\n");

}

else

{

printf("Erro a abrir o ficheiro %s",pFicheiroMapa);

system("pause");

}

}

//Inicializa o mapa da aventura

//--------------------------------

// +------+------+------+

// | | |

// |0 |1 |2 |

// +------+-- --+-- --+

// | |

// |3 |4 |5 T|

// +-- --+------+------+

// | |

// |6 |7 |8 |

// +------+------+------+

void inicializa\_mapa(struct Celula pMapa[], char\* pFicheiroMapa)

{

printf("A inicializar o mapa...\n");

// se o tamanho da string pFicheiroMapa for superior a 0 então é

// para carregar o mapa do ficheiro

if (strlen(pFicheiroMapa) > 1)

{

// carrega mapa do ficheiro

inicializa\_mapa\_ficheiro\_bin(pMapa, pFicheiroMapa);

}

else

{

//Construção da sala 0

//----------------------

strcpy((char\*) pMapa[0].descricao, "Encontraste na entrada do restaurante…O ambiente é muito sombrio avistando-se apenas uma pequena luz a ESTE.\n");

pMapa[0].norte = -1;

pMapa[0].sul = -1;

pMapa[0].este = 1;

pMapa[0].oeste = -1;

pMapa[0].item = -1;

//Construção da sala 1

//----------------------

strcpy((char\*) pMapa[1].descricao, "Entraste numa sala que parece ser a sala de espera dos clientes. Para além de algumas cadeiras e uma televisão existem apenas alguns quadros na parede.\n");

pMapa[1].norte = -1;

pMapa[1].sul = 4;

pMapa[1].este = -1;

pMapa[1].oeste = 0;

pMapa[1].item = -1;

//Construção da sala 2

//----------------------

strcpy((char\*) pMapa[2].descricao, "Abriste a porta com dificuldade e entraste no que parece ser o armazém do restaurante. Nas prateleiras encontram-se inúmeros frascos com lagartos, insectos e uma arca frigorífica onde consegues ver alguns gatos…\n");

pMapa[2].norte = -1;

pMapa[2].sul = 5;

pMapa[2].este = -1;

pMapa[2].oeste = -1;

pMapa[2].item = -1;

//Construção da sala 3

//----------------------

strcpy((char\*) pMapa[3].descricao, "Encontras-te numa das salas de jantar do restaurante. As mesas estão todas postas e prontas para a hora de jantar. Olhas ao fundo e vez o que parecem ser umas escadas para o 2º andar.\n");

pMapa[3].norte = -1;

pMapa[3].sul = 6;

pMapa[3].este = 4;

pMapa[3].oeste = -1;

pMapa[3].item = -1;

//Construção da sala 4

//----------------------

strcpy((char\*) pMapa[4].descricao, "Entras no corredor do restaurante…Sentes o ambiente algo pesado muito por culpa de uma música tradicional chinesa que ouves vinda da sala a ESTE.\n");

pMapa[4].norte = 1;

pMapa[4].sul = -1;

pMapa[4].este = 5;

pMapa[4].oeste = 3;

pMapa[4].item = -1;

//Construção da sala 5

//----------------------

strcpy((char\*) pMapa[5].descricao, "Ao entrares da sala deparaste com uma cena macabra e arrepiante…Encontras o grande jogador chinês a ser torturado de uma forma desumana, sendo obrigado a ouvir a entrevista do Paulo Futre. De imediato o desamarras agradecendo-te este por lhe teres salvo a vida.\n");

pMapa[5].norte = 2;

pMapa[5].sul = -1;

pMapa[5].este = -1;

pMapa[5].oeste = 4;

pMapa[5].item = 0;

//Construção da sala 6

//----------------------

strcpy((char\*) pMapa[6].descricao, "Estás no segundo andar do restaurante. Á tua frente tens umas escadas para o 1º andar. Olhas em teu redor e vez apenas alguns vasos chineses.\n");

pMapa[6].norte = 3;

pMapa[6].sul = -1;

pMapa[6].este = 7;

pMapa[6].oeste = -1;

pMapa[6].item = -1;

//Construção da sala 7

//----------------------

strcpy((char\*) pMapa[7].descricao, "Abres uma porta de correr e entras num pequeno quarto. Á tua direita vez algumas camas por fazer e muita roupa espalhada no chão.\n");

pMapa[7].norte = -1;

pMapa[7].sul = -1;

pMapa[7].este = 8;

pMapa[7].oeste = 6;

pMapa[7].item = -1;

//Construção da sala 8

//----------------------

strcpy((char\*) pMapa[8].descricao, "Aproximaste da porta e sentes um cheiro muito intenso a plástico estilo loja dos chineses! Abres a porta e encontras a fonte do forte cheiro…uma enorme quantidade de caixas com letras chinesas no exterior. Algumas delas então abertas evidenciando o seu conteúdo, camisolas da ''adidaas''\n");

pMapa[8].norte = -1;

pMapa[8].sul = -1;

pMapa[8].este = -1;

pMapa[8].oeste = 7;

pMapa[8].item = -1;

}

}

// testes da inicialização do mapa

void inicializa\_mapa\_teste (struct Celula pMapa[])

{

printf ("inicializa\_mapa\_teste\n");

for (int i = 0; i < MAX\_CELULAS; i++)

{

printf("[%s]\n", pMapa[i].descricao);

printf("Norte: %d\n", pMapa[i].norte);

printf("Sul: %d\n", pMapa[i].sul);

printf("Este: %d\n", pMapa[i].este);

printf("Oeste: %d\n", pMapa[i].oeste);

printf("Item: %d\n\n", pMapa[i].item);

}

system("pause");

}

// testes da inicialização do jogador

void inicializa\_jogador\_teste ( struct Jogador \*pJogador )

{

printf ("inicializa\_jogador\_teste\n");

printf("Nome: %s\n", pJogador->nome);

printf("Energia: %d\n", pJogador->energia);

printf("Localização: %d\n", pJogador->localizacao);

printf("Tesouro: %d\n", pJogador->flg\_tem\_tesouro);

system("pause");

}

// testes da inicialização do monstro

void inicializa\_monstro\_teste ( struct Monstro \*pMonstro )

{

printf ("inicializa\_monstro\_teste\n");

printf("Nome: %s\n", pMonstro->nome);

printf("Energia: %d\n", pMonstro->energia);

printf("Localização: %d\n", pMonstro->localizacao);

system("pause");

}

// inicializa o monstro

void inicializa\_monstro(struct Monstro \*pMonstro)

{

// associa os dados por defeito ao monstro

strcpy((char\*) pMonstro->nome, "Paulo Futre");

pMonstro->energia = 50;

pMonstro->localizacao = 4;

}

// movimenta o monstro

void movimenta\_monstro(struct Monstro \*pMonstro, struct Celula pMapa[])

{

// faz random para decidir se movimenta ou não

int iMovimenta = GetRandomNumber(0, 1);

// é para movimentar

if ( iMovimenta == 1 && pMonstro->localizacao != -1)

{

// verifica quais as saídas existentes na localização actual do monstro

int iLocalizacaoActual = pMonstro->localizacao;

int iEste = pMapa[iLocalizacaoActual].este;

int iNorte = pMapa[iLocalizacaoActual].norte;

int iSul = pMapa[iLocalizacaoActual].sul;

int iOeste = pMapa[iLocalizacaoActual].oeste;

// adiciona as entradas com valor maior ou igual a 0 a um array

unsigned int iSaidas[4];

int iPos = -1;

if (iEste >= 0) { iPos++; iSaidas[iPos]=iEste; }

if (iNorte >= 0) { iPos++; iSaidas[iPos]=iNorte; }

if (iSul >= 0) { iPos++; iSaidas[iPos]=iSul; }

if (iOeste >= 0) { iPos++; iSaidas[iPos]=iOeste; }

// faz random das saídas existentes

int iNovaLocalizacao = iSaidas[GetRandomNumber(0, iPos)];

// altera a localização do monstro

pMonstro->localizacao = iNovaLocalizacao;

}

}

// Aceita comando do jogador

int aceita\_comando\_jogador(char \*sComando, struct Jogador \*pJogador, struct Celula pMapa[])

{

// valida a localização do jogador

int iLocalizacaoJogador = pJogador->localizacao;

int iAccao = -1;

// validar comandos disponíveis

sComando = strupr(sComando);

if ( strcmp(sComando, "N") == 0 ) {

iAccao = pMapa[iLocalizacaoJogador].norte;

}

if ( strcmp(sComando, "S") == 0 ) {

iAccao = pMapa[iLocalizacaoJogador].sul;

}

if ( strcmp(sComando, "E") == 0 ) {

iAccao = pMapa[iLocalizacaoJogador].este;

}

if ( strcmp(sComando, "O") == 0 ) {

iAccao = pMapa[iLocalizacaoJogador].oeste;

}

if ( strcmp(sComando, "G") == 0 ) {

iAccao = 100;

}

if ( strcmp(sComando, "0") == 0 ) {

iAccao = 101;

}

// retorna o movimento que foi feito

return iAccao;

}

// Movimenta ao jogador para a localização pretendida

void movimenta\_jogador(int iLocalizacao, struct Jogador \*pJogador)

{

// validar se o comando recebido está nos comandos disponíveis

if (iLocalizacao >= 0) {

// movimenta jogador

pJogador->localizacao = iLocalizacao;

}

}

// Descreve jogador

void descreve\_jogador(struct Jogador \*pJogador)

{

int nLinhaInicio = 0; //linha da consola

int nColunaInicio = 7; //coluna da consola

HANDLE hStdout = GetStdHandle(STD\_OUTPUT\_HANDLE);

/\*Guarda os atributos currentes do texto para reposiçãoo no final\*/

CONSOLE\_SCREEN\_BUFFER\_INFO strConsoleInfo;

GetConsoleScreenBufferInfo( hStdout, &strConsoleInfo );

//define a posição do cursor na consula e imprime naquela posição

COORD pos1 = {nColunaInicio, nLinhaInicio};

SetConsoleCursorPosition( hStdout, pos1 );

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

//-----------------------------

COORD pos2 = {nColunaInicio + 8, nLinhaInicio + 1};

SetConsoleCursorPosition( hStdout, pos2 );

/\*Texto e fundo com cores\*/

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY | BACKGROUND\_INTENSITY | BACKGROUND\_INTENSITY );

printf("DADOS DO JOGADOR");

//-----------------------------

COORD pos3 = {nColunaInicio, nLinhaInicio + 2};

SetConsoleCursorPosition( hStdout, pos3 );

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

printf("\*------------------------------\*");

//-----------------------------

COORD pos4 = {nColunaInicio, nLinhaInicio + 3};

SetConsoleCursorPosition( hStdout, pos4 );

printf("\* ");

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY);

printf("Nome : %s", pJogador->nome);

//----------------------------

COORD pos5 = {nColunaInicio, nLinhaInicio + 4};

SetConsoleCursorPosition( hStdout, pos5 );

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

printf("\* ");

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY);

printf("Energia : %d", pJogador->energia);

//----------------------------

COORD pos6 = {nColunaInicio, nLinhaInicio + 5};

SetConsoleCursorPosition( hStdout, pos6 );

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

printf("\*");

//----------------------------

COORD pos7 = {nColunaInicio, nLinhaInicio + 6};

SetConsoleCursorPosition( hStdout, pos7 );

printf("\*------------------------------\*");

COORD pos8 = {nColunaInicio, nLinhaInicio + 7};

SetConsoleCursorPosition( hStdout, pos8 );

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

/\*Repoe os atributos iniciais\*/

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

}

// Descreve monstro

void descreve\_monstro(struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)

{

int nLinhaInicio = 0; //linha da consola

int nColunaInicio = 38; //coluna da consola

HANDLE hStdout = GetStdHandle(STD\_OUTPUT\_HANDLE);

/\*Guarda os atributos currentes do texto para reposiçãoo no final\*/

CONSOLE\_SCREEN\_BUFFER\_INFO strConsoleInfo;

GetConsoleScreenBufferInfo( hStdout, &strConsoleInfo );

//define a posição do cursor na consula e imprime naquela posição

COORD pos1 = {nColunaInicio, nLinhaInicio};

SetConsoleCursorPosition( hStdout, pos1 );

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

//---------------------------------

COORD pos2 = {nColunaInicio + 4, nLinhaInicio + 1};

SetConsoleCursorPosition( hStdout, pos2 );

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY | BACKGROUND\_INTENSITY | BACKGROUND\_INTENSITY );

printf("DESCRIÇÃO DOS MONSTROS");

//---------------------------------

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

COORD pos3 = {nColunaInicio, nLinhaInicio + 2};

SetConsoleCursorPosition( hStdout, pos3 );

printf("\*------------------------------\*");

//---------------------------------

COORD pos4 = {nColunaInicio, nLinhaInicio + 3};

SetConsoleCursorPosition( hStdout, pos4 );

printf("\* ");

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY);

printf("Nome : %s", pMonstro->nome);

//----------------------------------

COORD pos5 = {nColunaInicio, nLinhaInicio + 4};

SetConsoleCursorPosition( hStdout, pos5 );

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

printf("\* ");

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY);

// se o monstro estiver morto informa que morreu

if (pMonstro->energia <= 0)

{

printf("Energia : Morto");

}

else

{

printf("Energia : %d", pMonstro->energia);

}

// se o modo super user estiver activado mostra a sala do monstro

if ( blnSuperUser == true )

{

// escreve a designação da sala se o monstro estiver vivo

if (pMonstro->energia >= 0)

{

COORD pos6 = {nColunaInicio, nLinhaInicio + 5};

SetConsoleCursorPosition( hStdout, pos6 );

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

printf("\* ");

SetConsoleTextAttribute( hStdout, FOREGROUND\_RED | FOREGROUND\_INTENSITY);

printf("Localização: %s", pMapa[pMonstro->localizacao].descricao);

}

}

else

{

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

COORD pos6 = {nColunaInicio, nLinhaInicio + 5};

SetConsoleCursorPosition( hStdout, pos6 );

printf("\*", pMapa[pMonstro->localizacao].descricao);

}

SetConsoleTextAttribute( hStdout, strConsoleInfo.wAttributes );

COORD pos7 = {nColunaInicio, nLinhaInicio + 6};

SetConsoleCursorPosition( hStdout, pos7 );

printf("\*------------------------------\*");

//-----------------------------------------

COORD pos8 = {nColunaInicio, nLinhaInicio + 7};

SetConsoleCursorPosition( hStdout, pos8 );

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

}

// Desenha no ecrã o que ocorre no jogo

void descreve\_status(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)

{

int MAX\_LARGURA = 73;

system("cls"); // limpa ecrã

descreve\_jogador(pJogador);

printf("\n");

printf("+---------------------------------------------------------------------------+\n");

printf("| DESCRIÇÃO DA LOCALIZAÇÃO |\n");

printf("| |\n");

printf("| ");

// imprime a descrição em conjuntos de 73 caracteres

int i = 0;

char sLocalizacao[ MAX\_COL ];

strcpy((char\*) sLocalizacao, (char\*) pMapa[pJogador->localizacao].descricao);

while( sLocalizacao[i] != '\n')

{

printf("%c", sLocalizacao[i]);

i++;

if ( (i % MAX\_LARGURA) == 0)

{

printf(" |\n| ");

}

}

int x = 0;

//printf("i:%d, largura:%d, conta:%d", i, MAX\_LARGURA, (i % MAX\_LARGURA));

for (x; x <= (MAX\_LARGURA - ((i) % MAX\_LARGURA)); x++)

{

printf(" ");

}

printf("|\n");

printf("+---------------------------------------------------------------------------+\n");

// se o modo superUser estiver activado mostra o status do monstro

if (blnSuperUser == true)

{

descreve\_monstro(pMonstro, pMapa, blnSuperUser);

}

printf("\n\n\n\n\n\n");

}

// Simula a luta entre jogador e monstro

int lutar(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)

{

int MAX\_DANO = 30;

int iReturn = 1;

int iHandyCap = 0; // desvantagem do monstro

// valida se o modo é superUser

if (blnSuperUser == true)

{

iHandyCap = 10;

}

// descreve status

system("cls");

descreve\_jogador(pJogador);

descreve\_monstro(pMonstro, pMapa, blnSuperUser);

printf("+------------------------------\n");

printf("| COMBATE\n");

printf("+------------------------------\n");

// imprime legenda

printf(" @ - 1\n");

printf("3 - /|\\ - 4\n");

printf(" / \\ - 2\n");

// solicita a posição para atacar (cima, baixo, esquerda, direita, foge)

int iJogadorAtaque;

printf("Qual a posição em que quer atacar?:");

scanf( "%d", &iJogadorAtaque );

// solicita a posição para defender

int iJogadorDefesa;

printf("Qual a posição em que quer defender?:");

scanf( "%d", &iJogadorDefesa );

// random de da posição onde o monstro defende/ataca

// (cima, baixo, esquerda, direita, foge)

int iMonstroAtaque = GetRandomNumber(0, 4);

int iMonstroDefesa = GetRandomNumber(0, 4 + iHandyCap);

// calcula dano

int iDanoJogador = GetRandomNumber(1, MAX\_DANO);

int iDanoMonstro = GetRandomNumber(1, MAX\_DANO - iHandyCap);

// Simula a luta

// ATAQUE

if (iJogadorAtaque == iMonstroDefesa)

{

printf("O monstro defendeu o ataque!\n");

}

else

{

// desconta o dano no monstro

printf("Causou %d pontos de dano no monstro %s\n", iDanoJogador, pMonstro->nome);

pMonstro->energia = pMonstro->energia - iDanoJogador;

}

// DEFESA

if (iMonstroAtaque == iJogadorDefesa)

{

printf("O jogador defendeu o ataque!\n");

}

else

{

// desconta o dano no jogador

printf("O monstro %s causou-lhe %d pontos de dano\n", pMonstro->nome, iDanoMonstro);

pJogador->energia = pJogador->energia - iDanoMonstro;

}

// Valida se a luta terminou

if (pJogador->energia <= 0)

{

// o monstro matou o jogador

printf("Infelizmente o monstro %s matou-o!\n", pMonstro->nome);

iReturn = 0;

}

if (pMonstro->energia <= 0)

{

// o jogador matou o monstro

printf("Parabéns! Matou o monstro %s!\n", pMonstro->nome);

// remove o monstro do mapa

pMonstro->localizacao = -1;

iReturn = 0;

}

// pausa se a luta terminou

system("pause");

return iReturn;

}

// Tenta apanhar o tesouro

bool apanha\_tesouro(struct Jogador \*pJogador, struct Celula pMapa[])

{

if (pMapa[pJogador->localizacao].item == 0)

{

// define o jogador como tendo o tesouro

pJogador->flg\_tem\_tesouro = 0;

// retira o tesouro da célula

pMapa[pJogador->localizacao].item = -1;

// o tesouro foi apanhado

return true;

}

// o tesouro não foi apanhado

return false;

}

// valida os comandos disponíveis para o jogador

char\* valida\_comandos\_disponiveis(struct Celula \*pMapa)

{

int MAX\_CHARS = 200;

char\* sComandosDisponiveis;

sComandosDisponiveis = (char \*) malloc( MAX\_CHARS );

strcpy((char\*) sComandosDisponiveis, "+------------------------------\n");

// valida Norte

if (pMapa->norte >= 0){ strcat((char\*) sComandosDisponiveis, "| N - Norte\n");}

// valida Sul

if (pMapa->sul >= 0) { strcat((char\*) sComandosDisponiveis, "| S - Sul\n"); }

// valida Este

if (pMapa->este >= 0) { strcat((char\*) sComandosDisponiveis, "| E - Este\n"); }

// valida Oeste

if (pMapa->oeste >= 0){ strcat((char\*) sComandosDisponiveis, "| O - Oeste\n");}

// Opções funcionais

// adiciona return

strcat((char\*) sComandosDisponiveis, "|\n");

// Gravar Jogo

strcat((char\*) sComandosDisponiveis, "| G - Gravar Jogo\n");

// sai do Jogo

strcat((char\*) sComandosDisponiveis, "| 0 - Sair do Jogo\n");

return (char\*) sComandosDisponiveis;

}

// valida switches

void validaSwitches(int argc, char\* args[], bool \*pSuperUser, char \*pFicheiroMapa)

{

bool godMode = false;

for (int i = 1; i < argc; i++)

{

if ( strcmp(strupr(args[i]), "SU") == 0 ) { \*pSuperUser = true; } // modo SuperUser

if ( strcmp(strupr(args[i]), "M") == 0 ) { strcpy(pFicheiroMapa, args[i+1]); } // faz load do mapa

}

}

// Se a Localização do Jogador for igual à do Monstro

void valida\_condicoes\_luta(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)

{

if (pJogador->localizacao == pMonstro->localizacao)

{

// avisa o jogador que se encontra na mesma localização que o monstro e que tem de lutar

printf("Encontraste o agente do jogador ao entrares na sala! Inicia-se uma violenta batalha...\n");

system("pause");

int iResultado = 1;

// Lutar

while (iResultado != 0)

{

// descreve status

iResultado = lutar(pJogador, pMonstro, pMapa, blnSuperUser);

}

}

}

// grava o estado actual do jogo

void grava\_jogo(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[])

{

printf("A gravar o jogo...\n");

FILE \*f; // ficheiro

char l[ MAX\_COL ]; // linha

char\* sResposta[2];

strcpy((char\*) sResposta, "");

// valida se já existe uma gravação

char\* sNomeFicheiro[50];

strcpy((char\*) sNomeFicheiro, (char\*) pJogador->nome);

// tenta abrir um ficheiro de gravação já existente

f = fopen( strcat((char\*) sNomeFicheiro, ".txt"), "rb");

if (f != NULL )

{

// se existir pergunta se deseja gravar por cima

while (strcmp(strupr((char\*) sResposta), "S") != 0 && strcmp(strupr((char\*) sResposta), "N") != 0)

{

printf("Já existe um ficheiro de gravação para este utilizador, deseja gravar por cima?(S/N):");

scanf( "%s", sResposta );

}

}

if (strcmp(strupr((char\*) sResposta), "S") == 0 || f == NULL )

{

// abre o ficheiro para escrita

f = fopen((char\*) sNomeFicheiro, "wb");

// grava estrutura do jogador

//---------------------------

fwrite(":JOGADOR", sizeof(char), MAX\_COL, f); // cabeçalho :JOGADOR

strcpy(l, trim((char\*) pJogador->nome)); // nome

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pJogador->energia, l, 10); // energia

fwrite(trim(l), sizeof(char), MAX\_COL, f);

itoa(pJogador->localizacao, l, 10); // localização

fwrite(trim(l), sizeof(char), MAX\_COL, f);

itoa(pJogador->flg\_tem\_tesouro, l, 10); // tesouro

fwrite(trim(l), sizeof(char), MAX\_COL, f);

// grava estrutura do monstro

//---------------------------

fwrite(":MONSTRO", sizeof(char), MAX\_COL, f); // cabeçalho :MONSTRO

strcpy(l, trim((char\*) pMonstro->nome)); // nome

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pMonstro->energia, l, 10); // energia

fwrite(trim(l), sizeof(char), MAX\_COL, f);

itoa(pMonstro->localizacao, l, 10); // localização

fwrite(trim(l), sizeof(char), MAX\_COL, f);

// grava estrutura do mapa

//------------------------

fwrite(":MAPA", sizeof(char), MAX\_COL, f); // cabeçalho :MAPA

// grava cada uma das células do mapa

for (int i = 0; i < MAX\_CELULAS; i++)

{

strcpy(l, (char\*) pMapa[i].descricao); // nome da célula

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pMapa[i].norte, l, 10); // norte

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pMapa[i].sul, l, 10); // sul

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pMapa[i].este, l, 10); // este

fwrite(trim(l), sizeof(char), MAX\_COL, f);

itoa(pMapa[i].oeste, l, 10); // oeste

fwrite(l, sizeof(char), MAX\_COL, f);

itoa(pMapa[i].item, l, 10); // item

fwrite(l, sizeof(char), MAX\_COL, f);

}

// fecha o ficheiro

fclose(f);

printf("Jogo gravado com sucesso!");

system("pause");

}

}

// testa o final do jogo

bool testa\_fim\_jogo(struct Jogador \*pJogador)

{

return !(pJogador->energia > 0 && !(pJogador->flg\_tem\_tesouro == 0 && pJogador->localizacao == 0));

}

// novo jogo

void novo\_jogo(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser, char\* pFicheiroMapa)

{

//--------------------------------

//Chama a função para inicializar o jogador

//--------------------------------

//jogador = ( struct Jogador )malloc( sizeof ( struct Jogador ) );

//struct jsw\_node \*rn = ( struct jsw\_node\*)malloc(sizeof(struct jsw\_node));

char \* nomeJogador[50];

// solicita o nome do jogador

printf( "Indique o nome do jogador:" );

scanf( "%s", &nomeJogador );

inicializa\_jogador(pJogador, (char \*) nomeJogador, blnSuperUser );

//--------------------------------

//Chama a função para inicializar o mapa

//--------------------------------

inicializa\_mapa( pMapa, (char \*) pFicheiroMapa );

//inicializa\_mapa\_teste (pMapa);

//system("pause");

//--------------------------------

//Chama a função para inicializar o monstro

//--------------------------------

inicializa\_monstro( pMonstro );

}

// carrega um jogo previamente gravado

void carrega\_jogo(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[])

{

printf("A carregar o jogo...\n");

FILE \*f;

char l[ MAX\_COL ];

// carrega o jogo com o nome do jogador

char\* sNomeFicheiro[50];

strcpy((char\*) sNomeFicheiro, (char\*) pJogador->nome);

f = fopen( strcat((char\*) sNomeFicheiro, ".txt"), "rb" );

if ( f != NULL )

{

// lê o conteúdo do ficheiro

while( fread(l, sizeof(char), MAX\_COL, f) != NULL ){

// se a linha for igual a mapa

if (strcmp(strupr(l),":MAPA") == 0)

{

// carrega cada uma das células do mapa

for (int i = 0; i < MAX\_CELULAS; i++)

{

fread(l, sizeof(char), MAX\_COL, f);

strcpy((char\*) pMapa[i].descricao, l); // nome da célula

fread(l, sizeof(char), MAX\_COL, f);

pMapa[i].norte = atoi(l); // norte

fread(l, sizeof(char), MAX\_COL, f);

pMapa[i].sul = atoi(l); // sul

fread(l, sizeof(char), MAX\_COL, f);

pMapa[i].este = atoi(l); // este

fread(l, sizeof(char), MAX\_COL, f);

pMapa[i].oeste = atoi(l); // oeste

fread(l, sizeof(char), MAX\_COL, f);

pMapa[i].item = atoi(l); // item

}

}

if (strcmp(strupr(l),":JOGADOR") == 0)

{

fread(l, sizeof(char), MAX\_COL, f);

strcpy((char\*) pJogador->nome, l); // nome do jogador

fread(l, sizeof(char), MAX\_COL, f);

pJogador->energia = atoi (l); // energia

fread(l, sizeof(char), MAX\_COL, f);

pJogador->localizacao = atoi (l); // localizacao

fread(l, sizeof(char), MAX\_COL, f);

pJogador->flg\_tem\_tesouro = atoi (l); // tesouro

}

if (strcmp(strupr(l),":MONSTRO") == 0)

{

fread(l, sizeof(char), MAX\_COL, f);

strcpy((char\*) pMonstro->nome, l); // nome do monstro

fread(l, sizeof(char), MAX\_COL, f);

pMonstro->energia = atoi (l); // energia

fread(l, sizeof(char), MAX\_COL, f);

pMonstro->localizacao = atoi (l); // localizacao

}

}

fclose( f );

printf("Jogo carregado com sucesso!\n");

system("pause");

}

else

{

printf("Ficheiro de jogo inválido!\n");

system("pause");

}

}

// executa os comandos funcionais

void comandos\_funcionais(int iAccao, struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[])

{

// grava jogo

if (iAccao == 100) {

grava\_jogo(pJogador, pMonstro, pMapa);

}

// sai do jogo

if (iAccao == 101) {

printf("sai do jogo\n");

system("pause");

exit(EXIT\_SUCCESS);

}

}

// inicia jogo

void inicia\_jogo(struct Jogador \*pJogador, struct Monstro \*pMonstro, struct Celula pMapa[], bool blnSuperUser)

{

//--------------------------------

// Inicia o jogo

//--------------------------------

//Enquanto não for Fim de Jogo

while (testa\_fim\_jogo(pJogador) == false)

{

int iAccao = -1;

while (iAccao < 0)

{

// Descrever a Localização do Jogador

descreve\_status(pJogador, pMonstro, pMapa, blnSuperUser);

// valida se o monstro encontrou o jogador, se encontrou inicia a luta

valida\_condicoes\_luta(pJogador, pMonstro, pMapa, blnSuperUser);

// Aceitar Comando do Jogador

char\* sComando[2];

strcpy((char\*) sComando, "");

// validar/imprimir comandos disponíveis

char\* sComandosDisponiveis = valida\_comandos\_disponiveis(&pMapa[pJogador->localizacao]);

printf("%s\n", sComandosDisponiveis);

// solicita comando ao jogador

printf("Insira um Comando: ");

scanf( "%s", sComando );

iAccao = aceita\_comando\_jogador((char\*) sComando, pJogador, pMapa);

// se o comando for inválido dá mensagem de erro

if (iAccao < 0)

{

printf("Comando inválido!\n");

system("pause");

}

}

// se a acção for igual ou superior a 100 é uma acção funcional

if (iAccao >= 100)

{

comandos\_funcionais(iAccao, pJogador, pMonstro, pMapa);

}

else

{

// Movimentar Monstro

movimenta\_monstro(pMonstro, pMapa);

// Movimentar Jogador

movimenta\_jogador(iAccao, pJogador);

// apanha o tesouro

bool tesouro = apanha\_tesouro(pJogador, pMapa);

if (tesouro == true)

{

//printf("Apanhou o tesouro! %d\n", jogador.flg\_tem\_tesouro);

//system("pause");

}

// valida localizações para luta

valida\_condicoes\_luta(pJogador, pMonstro, pMapa, blnSuperUser);

}

}

// terminou o jogo

system("cls");

if (pJogador->energia > 0)

{

// ganhou

printf("+-------------------------------------------------------------------------+\n");

printf("| Sais rapidamente do restaurante levando contigo o grandioso jogador. A |\n");

printf("| notícia espalhou-se rapidamente por tudo o mundo e o seu já se encontra |\n");

printf("| inundado de charters…Cumpriste o teu objectivo e salvastes a época do |\n");

printf("| clube! |\n");

printf("+-------------------------------------------------------------------------+\n");

}

else

{

// perdeu

printf("+-------------------------------------------------------------------------+\n");

printf("| Infelizmente não foste capaz de salvar o grande jogador chinês! |\n");

printf("| Os charters de chineses nunca virão a ser o que se esperava! |\n");

printf("+-------------------------------------------------------------------------+\n");

}

printf("\n\n");

printf("\_\_\_\_ \_ \_ \_ \_\_\_ \_\_\_\_ \_ \_\_\_\_ \_\_\_\_ \_\_\_\_ /\n");

printf("|\_\_\_ | |\\/| | \\ | | | | | | \_\_ | | / \n");

printf("| | | | |\_\_/ |\_\_| \_| |\_\_| |\_\_] |\_\_| . \n");

system( "pause" );

}

// menu principal

void menu\_principal()

{

system("cls");

// escreve a história do jogo

printf("+-------------------------------------------------------------------------+\n");

printf("| Estamos no ano de 2010 e o Sport Lisboa e Benfica está a sofrer uma das |\n");

printf("| piores épocas de sempre. A sua única esperança é conseguir contratar o |\n");

printf("| maior jogador chinês da actualidade de modo a ganhar vantagem na luta |\n");

printf("| contra os seus mais directos adversários no campeonato. Para isso é |\n");

printf("| necessário resgatar o jogador que se encontra preso pelo seu agente num |\n");

printf("| restaurante chinês. A tarefa não vai ser fácil…mas não é impossível! |\n");

printf("+-------------------------------------------------------------------------+\n");

// adiciona uns espaços antes do menú

printf("\n\n");

// escreve o menu

printf("+---------------------------------+\n");

printf("| 1 - Novo Jogo |\n");

printf("| 2 - Carregar Jogo |\n");

printf("| 3 - Converter mapa para binário |\n");

printf("| |\n");

printf("| 0 - Sair |\n");

printf("+---------------------------------+\n");

}

// The one and only application object

CWinApp theApp;

using namespace std;

int main(int argc, char \* argv[], char \* envp[])

{

int nRetCode = 0;

HMODULE hModule = ::GetModuleHandle(NULL);

if (hModule != NULL)

{

// initialize MFC and print and error on failure

if (!AfxWinInit(hModule, NULL, ::GetCommandLine(), 0))

{

// TODO: change error code to suit your needs

\_tprintf(\_T("Fatal Error: MFC initialization failed\n"));

nRetCode = 1;

}

else

{

int iResultado;

setlocale( LC\_ALL, "Portuguese" );

srand(time(0));

//--------------------------------

//Chama a função para validar os switches

//--------------------------------

bool blnSuperUser = false; // define se está ou não no modo superuser

char\* ficheiroMapa[100]; // nome do ficheiro do mapa

strcpy((char\*) ficheiroMapa, "");

validaSwitches(argc, argv, &blnSuperUser, (char\*) ficheiroMapa);

//--------------------------------

// Define as estruturas a serem utilizadas no jogo

//--------------------------------

struct Celula mapa[MAX\_CELULAS]; //Cria um array de células para o mapa do jogo

struct Jogador jogador;

struct Monstro monstro;

//--------------------------------

// Chama a função que imprime o menu principal

//--------------------------------

int iOpcao = -1;

bool blnOpcaoMenu = false;

while (iOpcao != 0)

{

// imprime menu

menu\_principal();

// solicita a opção ao jogador

printf("Escolha um opção:");

scanf( "%d", &iOpcao );

// Valida a opção escolhida

switch ( iOpcao )

{

case 0: // Sai do jogo

printf("Saiu do jogo");

break;

case 1: // Novo jogo

novo\_jogo(&jogador, &monstro, mapa, blnSuperUser, (char\*) ficheiroMapa);

inicia\_jogo(&jogador, &monstro, mapa, blnSuperUser);

break;

case 2: // Carregar jogo

// solicita o nome do jogo

printf("Qual o nome do jogo?:");

scanf( "%s", &jogador.nome );

carrega\_jogo(&jogador, &monstro, mapa);

inicia\_jogo(&jogador, &monstro, mapa, blnSuperUser);

break;

case 3: // Converter mapa para binário

converte\_ficheiro();

break;

}

}

return 0;

}

}

else

{

// TODO: change error code to suit your needs

\_tprintf(\_T("Fatal Error: GetModuleHandle failed\n"));

nRetCode = 1;

}

return nRetCode;

}

Anexo 2: Código da DLL

//Descritivo:Primeiro trabalho de grupo da disciplina de SO

//Titulo:DLL para o jogo de aventura

//Autores: Luís Costa Nº6032, Bruno Moreira Nº6170

#include "stdafx.h"

#include "JogoSODLL.h"

#ifdef \_DEBUG

#define new DEBUG\_NEW

#endif

BEGIN\_MESSAGE\_MAP(CJogoSODLLApp, CWinApp)

END\_MESSAGE\_MAP()

// CJogoSODLLApp construction

CJogoSODLLApp::CJogoSODLLApp()

{

// TODO: add construction code here,

// Place all significant initialization in InitInstance

}

// The one and only CJogoSODLLApp object

CJogoSODLLApp theApp;

// CJogoSODLLApp initialization

BOOL CJogoSODLLApp::InitInstance()

{

CWinApp::InitInstance();

return TRUE;

}

\_\_declspec( dllexport ) char\* WINAPI rtrim(char \*s)

{

char\* back = s + strlen(s);

while(isspace(\*--back));

\*(back+1) = '\0';

return s;

}

\_\_declspec( dllexport ) char \* WINAPI ltrim(char \*s)

{

while(isspace(\*s)) s++;

return s;

}

\_\_declspec( dllexport ) char \* WINAPI trim(char \*s)

{

return rtrim(ltrim(s));

}

// Generate a random number between nLow and nHigh (inclusive)

\_\_declspec( dllexport ) unsigned int WINAPI GetRandomNumber(int nLow, int nHigh)

{

return (rand() % (nHigh - nLow + 1)) + nLow;

}

\_\_declspec( dllexport ) void WINAPI converte\_ficheiro()

{

#define MAX\_COL 400

printf("A converter o ficheiro para binário...");

system("pause");

FILE \*forigem; // ficheiro de origem

FILE \*fdestino; // ficheiro dedestino

char l[ MAX\_COL ]; // linha

char\* nomeMapaOrigem[100]; // nome do ficheiro do mapa

char\* nomeMapaDestino[100];

strcpy((char\*) nomeMapaOrigem, "");

strcpy((char\*) nomeMapaDestino, "");

//Pede o nome do ficheiro do mapa a converte

printf("Nome do ficheiro a converter (não indicar extensão):");

scanf("%s", nomeMapaOrigem);

strcpy((char\*) nomeMapaDestino, (char\*) nomeMapaOrigem);

//Abre o ficheiro do mapa de origem

forigem = fopen( strcat((char\*) nomeMapaOrigem, ".txt"), "r");

//Abre o ficheiro do mapa de destino em binário

fdestino = fopen( strcat((char\*) nomeMapaDestino, "b.txt"), "wb");

if (forigem != NULL)

{

if (fdestino != NULL)

{

// percorre o ficheiro de origem até encontrar o fim

while( fgets(l, MAX\_COL, forigem) != NULL )

{

//grava a linha no ficheiro binário

fwrite(l, sizeof(char), MAX\_COL, fdestino);

}

fclose(fdestino);

}

else

{

printf("Erro a abrir/criar o ficheiro binário/n");

}

fclose(forigem);

printf("Ficheiro convertido com sucesso!/n");

system("pause");

}

else

{

printf("Erro a ler o ficheiro %s/n", nomeMapaOrigem);

}

}