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## 1.1 Introduction

Spring Web MVC is the original web framework built on the Servlet API and included in the Spring Framework from the very beginning. The formal name "Spring Web MVC" comes from the name of its source module spring-webmvc

Spring Web MVC是在Servlet API上构建的原始Web框架，从一开始就包含在Spring框架中。正式名称“Spring Web MVC”来自其源模块spring-webmvc的名称

## 1.2 DispatcherServlet

Spring MVC, like many other web frameworks, is designed around the front controller pattern where a central Servlet, the DispatcherServlet, provides a shared algorithm for request processing while actual work is performed by configurable, delegate components. This model is flexible and supports diverse workflows.

像许多其他web框架一样，SpringMVC围绕着前端控制器模式设计，其中中央Servlet —DispatcherServlet为请求处理提供了共享算法，而实际工作由可配置代理组件执行。这个模型是灵活的，支持多种工作流

The DispatcherServlet, as any Servlet, needs to be declared and mapped according to the Servlet specification using Java configuration or in web.xml. In turn the DispatcherServlet uses Spring configuration to discover the delegate components it needs for request mapping, view resolution, exception handling, and more.

DispatcherServlet和任何Servlet一样，都需要根据Servlet规范使用Java配置或在web.xml中进行声明和映射，反过来，DispatcherServlet使用Spring配置来发现请求映射、视图解析、异常处理等所需的代理组件

Spring Boot follows a different initialization sequence. Rather than hooking into the lifecycle of the Servlet container, Spring Boot uses Spring configuration to bootstrap itself and the embedded Servlet container. Filter and Servlet declarations are detected in Spring configuration and registered with the Servlet container

Spring Boot遵循了不同的初始化顺序，Spring Boot使用Spring配置去引导自身和嵌入的Servlet容器，而不是连接到Servlet容器的生命周期。在Spring配置中检测到Filter和Servlet的声明并且注册到Servlet容器中

Below is an example of the Java configuration that registers and initializes the DispatcherServlet. This class is auto-detected by the Servlet container

下面是注册和初始化DispatcherServlet的Java配置示例。此类由Servlet容器自动检测

**public** **class** **MyWebApplicationInitializer** **implements** WebApplicationInitializer {

@Override

**public** **void** onStartup(ServletContext servletCxt) {

*// Load Spring web application configuration*

AnnotationConfigWebApplicationContext ac = **new** AnnotationConfigWebApplicationContext();

ac.register( .class);

ac.refresh();

*// Create and register the DispatcherServlet*

DispatcherServlet servlet = **new** DispatcherServlet(ac);

ServletRegistration.Dynamic registration = servletCxt.addServlet("app", servlet);

registration.setLoadOnStartup(1);

registration.addMapping("/app/\*");

}

}

Below is an example of web.xml configuration to register and initialize the DispatcherServlet:

下面是一个web.xml配置示例。用于注册和初始化DispatcherServlet

<web-app>

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/app-context.xml</param-value>

</context-param>

<servlet>

<servlet-name>app</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value></param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>app</servlet-name>

<url-pattern>/app/\*</url-pattern>

</servlet-mapping>

</web-app>

### 1.2.1. Context Hierarchy

DispatcherServlet expects a WebApplicationContext, an extension of a plain ApplicationContext, for its own configuration. WebApplicationContext has a link to the ServletContext and Servlet it is associated with. It is also bound to the ServletContext such that applications can use static methods on RequestContextUtils to look up the WebApplicationContext if they need access to it.

DispatcherServlet需要一个WebApplicationContext（一个普通的ApplicationContext的扩展）来进行它自身的配置，WebApplicationContext具有与ServletContext和Servlet相关联的链接，它也绑定到ServletContext，使得应用程序可以使用RequestContextUtils上的静态方法来查找WebApplicationContext（如果应用程序需要访问它）

For many applications having a single WebApplicationContext is simple and sufficient. It is also possible to have a context hierarchy where one root WebApplicationContext is shared across multiple DispatcherServlet (or other Servlet) instances, each with its own child WebApplicationContext configuration.

对于许多拥有单个WebApplicationContext的应用程序来说，它是简单而且足够的，也有可能有一个上下文层级结构，其中一个根WebApplicationContext被多个DispatcherServlet（或其它Servlet）实例共享

The root WebApplicationContext typically contains infrastructure beans such as data repositories and business services that need to be shared across multiple Servlet instances. Those beans are effectively inherited and could be overridden (i.e. re-declared) in the Servlet-specific, child WebApplicationContext which typically contains beans local to the given Servlet

根WebApplicationContext通常包含需要被多个Servlet实例共享的基础结构bean，如数据存储和业务服务，这些bean被有效的继承，并在特定的Servlet上重载（即重声明），子WebApplicationContext通常包含给定Servlet的本地beans

![IMG_256](data:image/png;base64,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)

Below is example configuration with a WebApplicationContext hierarchy:

下面是使用WebApplicationContext层次结构的示例配置：

**public** **class** **MyWebAppInitializer** **extends** AbstractAnnotationConfigDispatcherServletInitializer {

@Override

**protected** Class<?>**[]** getRootConfigClasses() {

**return** **new** Class<?**[]** { RootConfig.class };

}

@Override

**protected** Class<?>**[]** getServletConfigClasses() {

**return** **new** Class<?**[]** { App1Config.class };

}

@Override

**protected** String**[]** getServletMappings() {

**return** **new** String**[]** { "/app1/\*" };

}

}

And the web.xml equivalent:

和web.xml等效

<web-app>

<listener> <listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/root-context.xml</param-value>

</context-param>

<servlet>

<servlet-name>app1</servlet-name> <servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/app1-context.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>app1</servlet-name>

<url-pattern>/app1/\*</url-pattern>

</servlet-mapping>

</web-app>

### 1.2.2. Special Bean Types

The DispatcherServlet delegates to special beans to process requests and render the appropriate responses. By "special beans" we mean Spring-managed Object instances that implement one of the framework contracts listed in the table below. Spring MVC provides built-in implementations of these contracts but you can also customize, extend, or replace them.

DispatcherServlet委托特殊的beans处理请求并呈现相应的响应，“特殊的beans”是指实现下表中列出的框架协议之一的Spring管理对象实例的实现

#### [HandlerMapping](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-handlermapping)

Map a request to a handler along with a list of [interceptors](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-handlermapping-interceptor) for pre- and post- processing. The mapping is based on some criteria the details of which vary by HandlerMapping implementation.

将一个请求映射到处理程序，以及一个用于前置处理和后置处理的拦截器列表，该映射基于一些标准，其细节因HandlerMapping的实现而异

The two main HandlerMapping implementations are RequestMappingHandlerMapping which supports @RequestMapping annotated methods and SimpleUrlHandlerMapping which maintains explicit registrations of URI path patterns to handlers.

HandlerMapping的两个主要实现是RequestMappingHandlerMapping（其支持@RequestMapping注解方法）和SimpleUrlHandlerMapping（其维护Url路径模式到处理程序的显示注册）

#### HandlerAdapter

Help the DispatcherServlet to invoke a handler mapped to a request regardless of how the handler is actually invoked. For example, invoking an annotated controller requires resolving annotations. The main purpose of a HandlerAdapteris to shield the DispatcherServlet from such details.

帮助DispatcherServlet 去调用映射到请求的处理程序，而不管处理程序是实际如何调用的，例如，调用一个注解控制器需要解析注解，HandlerAdapteris的主要目的是保护DispatcherServlet不受这些细节的影响

#### [HandlerExceptionResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-exceptionhandlers)

Strategy to resolve exceptions possibly mapping them to handlers, or to HTML error views, or other.

解决异常的策略，可能映射它们到处理程序、HTML错误视图或其他

#### [ViewResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-viewresolver)

Resolve logical String-based view names returned from a handler to an actual View to render to the response with.

将从处理程序返回的基于字符串的逻辑视图名称解析为实际视图以呈现响应

#### [LocaleResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-localeresolver), [LocaleContextResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-timezone)

Resolve the Locale a client is using and possibly their time zone, in order to be able to offer internationalized views.

解决客户端正在使用的区域化设置以及可能的时区，以便能够提供国际化视图

#### [ThemeResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-themeresolver)

Resolve themes your web application can use, for example, to offer personalized layouts.

解决您的web应用程序可能使用的主题，例如，提供个性化的布局

#### [MultipartResolver](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-multipart)

Abstraction for parsing a multi-part request (e.g. browser form file upload) with the help of some multipart parsing library.

在一些multipart 解析库的帮助下解析一些multipart 请求的抽象（例如，浏览器表单文件上传）

#### [FlashMapManager](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html" \l "mvc-flash-attributes)

Store and retrieve the "input" and the "output" FlashMap that can be used to pass attributes from one request to another, usually across a redirect.

存储和检索能够用于将属性从一个请求传递到另一个请求的“输入”和“输出”FlashMap，通常通过重定向

### **1.2.3. Framework Config**

For each type of special bean, the DispatcherServlet checks for the WebApplicationContext first. If there are no matching bean types, it falls back on the default types listed in DispatcherServlet.properties.

对每种类型的特殊bean，DispatcherServlet 首先检查WebApplicationContext，如果没有匹配的bean类型，它将回退到DispatcherServlet.properties中列出的默认类型

Applications can declare the special beans they wish to have. Most applications however will find a better starting point in the MVC Java config or the MVC XML namespace which provide a higher level configuration API that in turn make the necessary bean declarations.

应用程序能够声明它们希望拥有的特殊bean，然而大部分程序将会在MVC Java Config或MVC XML命名空间中找到一个更好的起点，它提供了更高级的配置API，从而进行必要的bean声明

### 1.2.4. Container Config

In a Servlet 3.0+ environment, you have the option of configuring the Servlet container programmatically as an alternative or in combination with a web.xml file. Below is an example of registering a DispatcherServlet:

在Servlet 3.0+环境中，你可以选择以编程的方式配置Servlet容器，作为代替方法或与web.xml文件结合使用. 下面是注册DispatcherServlet的示例:

**import** org.springframework.web.WebApplicationInitializer;

**public** **class** **MyWebApplicationInitializer** **implements** WebApplicationInitializer {

@Override

**public** **void** onStartup(ServletContext container) {

XmlWebApplicationContext appContext = **new** XmlWebApplicationContext();

appContext.setConfigLocation("/WEB-INF/spring/dispatcher-config.xml");

ServletRegistration.Dynamic registration = container.addServlet("dispatcher", **new** DispatcherServlet(appContext));

registration.setLoadOnStartup(1);

registration.addMapping("/");

}

}

WebApplicationInitializer is an interface provided by Spring MVC that ensures your implementation is detected and automatically used to initialize any Servlet 3 container. An abstract base class implementation of WebApplicationInitializer named AbstractDispatcherServletInitializer makes it even easier to register the DispatcherServlet by simply overriding methods to specify the servlet mapping and the location of the DispatcherServlet configuration.

WebApplicationInitializer是SpringMVC提供的一个接口，它确保你的实现被检测到并自动用来初始化任何Servlet3容器，它是一个名为AbstractDispatcherServletInitializer 的抽象基类的实现，通过简单的方法重载来指定Servlet映射和DispatcherServlet配置文件的位置，使得注册DispatcherServlet更加容易

This is recommended for applications that use Java-based Spring configuration

建议应用程序使用基于Java Spring 的配置

**public** **class** **MyWebAppInitializer** **extends** AbstractAnnotationConfigDispatcherServletInitializer {

@Override

**protected** Class<?>**[]** getRootConfigClasses() {

**return** null;

}

@Override

**protected** Class<?>**[]** getServletConfigClasses() {

**return** **new** Class**[]** { MyWebConfig.class };

}

@Override

**protected** String**[]** getServletMappings() {

**return** **new** String**[]** { "/" };

}

}

If using XML-based Spring configuration, you should extend directly from AbstractDispatcherServletInitializer

如果使用基于XML的Spring配置，你应该直接从AbstractDispatcherServletInitializer扩展

**public** **class** **MyWebAppInitializer** **extends** AbstractDispatcherServletInitializer {

@Override

**protected** WebApplicationContext createRootApplicationContext() {

**return** null;

}

@Override

**protected** WebApplicationContext createServletApplicationContext() {

XmlWebApplicationContext cxt = **new** XmlWebApplicationContext();

cxt.setConfigLocation("/WEB-INF/spring/dispatcher-config.xml");

**return** cxt;

}

@Override

**protected** String**[]** getServletMappings() {

**return** **new** String**[]** { "/" };

}

}

AbstractDispatcherServletInitializer also provides a convenient way to add Filter instances and have them automatically mapped to the DispatcherServlet

AbstractDispatcherServletInitializer 还提供了添加过滤器实例并将其自动映射到DispatcherServlet便捷方式

**public** **class** **MyWebAppInitializer** **extends** AbstractDispatcherServletInitializer {

*// ...*

@Override

**protected** Filter**[]** getServletFilters() {

**return** **new** Filter**[]** {

**new** HiddenHttpMethodFilter(), **new** CharacterEncodingFilter() };

}

}

Each filter is added with a default name based on its concrete type and automatically mapped to the DispatcherServlet.

每个过滤器都根据其具体类型添加了一个默认名称，并自动映射到DispatcherServlet

The isAsyncSupported protected method of AbstractDispatcherServletInitializer provides a single place to enable async support on the DispatcherServlet and all filters mapped to it. By default this flag is set to true.

AbstractDispatcherServletInitializer 的受保护方法isAsyncSupported提供了一个单独的位置来启用异步支持DispatcherServlet和所有的过滤器映射到它，默认情况下，此标志被设为true

Finally, if you need to further customize the DispatcherServlet itself, you can override the createDispatcherServlet method.

最后，如果你需要进一步自定义DispatcherServlet 本身，你能够重载createDispatcherServlet 方法

### 1.2.5. Processing

The DispatcherServlet processes requests as follows:

DispatcherServlet 处理请求如下：

* The WebApplicationContext is searched for and bound in the request as an attribute that the controller and other elements in the process can use. It is bound by default under the key DispatcherServlet.WEB\_APPLICATION\_CONTEXT\_ATTRIBUTE.

在请求中搜索和绑定WebApplicationContext 作为控制器和流程中其他元素可以使用的属性。它在DispatcherServlet.WEB\_APPLICATION\_CONTEXT\_ATTRIBUTE关键字下被默认绑定

* The locale resolver is bound to the request to enable elements in the process to resolve the locale to use when processing the request (rendering the view, preparing data, and so on). If you do not need locale resolving, you do not need it.

区域解析器绑定到请求，以便在处理请求时，流程中的元素能够使解析区域信息来使用

* The theme resolver is bound to the request to let elements such as views determine which theme to use. If you do not use themes, you can ignore it.

主题解析器被绑定到请求，以便让视图等元素决定使用哪个主题，如果你没有使用主题，你能够忽略它

* If you specify a multipart file resolver, the request is inspected for multiparts; if multiparts are found, the request is wrapped in a MultipartHttpServletRequest for further processing by other elements in the process.

如果指定了multiparts文件解析器，则会检查请求中的multiparts，如果找到multiparts，请求将被包装到一个MultipartHttpServletRequest 中，以供流程中其他元素进一步处理

* An appropriate handler is searched for. If a handler is found, the execution chain associated with the handler (preprocessors, postprocessors, and controllers) is executed in order to prepare a model or rendering. Or alternatively for annotated controllers, the response may be rendered (within the HandlerAdapter) instead of returning a view.

搜索适当的处理程序，如果找到处理程序，与处理程序（预处理程序、后处理程序和控制器）相关联的执行链被执行，以便准备模型或渲染。或者对于带注解的控制器，响应可以被呈现（在HandlerAdapter中），而不是返回一个视图

* If a model is returned, the view is rendered. If no model is returned, (may be due to a preprocessor or postprocessor intercepting the request, perhaps for security reasons), no view is rendered, because the request could already have been fulfilled.

如果返回模型，将会呈现视图，如果没有模型返回（也许是由于一个预处理或者后处理拦截了这个请求，可能是出于安全原因），没有视图呈现，因为请求已经被完成了

DispatcherServlet initialization parameters

DispatcherServlet 初始化参数

* **contextClass**：Class that implements WebApplicationContext, which instantiates the context used by this Servlet. By default, the XmlWebApplicationContext is used.

实现WebApplicationContext的类，它实例化这个Servlet使用的上下文，默认情况下，只用XmlWebApplicationContext

* **contextConfigLocation**：String that is passed to the context instance (specified by contextClass) to indicate where context(s) can be found. The string consists potentially of multiple strings (using a comma as a delimiter) to support multiple contexts. In case of multiple context locations with beans that are defined twice, the latest location takes precedence.

传递给上下文实例(由contextClass指定)的字符串，指示在哪儿可以找到上下文，该字符串可能包含多个字符串（用逗号分隔）以支持多个上下文，在定义了两次bean的多个上下文位置的情况下，最新位置的优先

* **Namespace**：Namespace of the WebApplicationContext. Defaults to [servlet-name]-servlet.

WebApplicationContext的Namespace默认为[servlet-name]-servlet

### 1.2.6. Interception

* preHandle(..) — before the actual handler is executed

实际的处理程序之前被执行

* postHandle(..) — after the handler is executed

实际的处理程序之后被执行

* afterCompletion(..) — after the complete request has finished

整个请求完成之后完成

### 1.2.7. View Resolution

spring MVC defines the ViewResolver and View interfaces that enable you to render models in a browser without tying you to a specific view technology. ViewResolver provides a mapping between view names and actual views. View addresses the preparation of data before handing over to a specific view technology.

Spring MVC定义了视图解析器和视图接口，以确保你能够呈现模型到浏览器，而无需将你绑定到特殊的视图技术。视图解析器提供了一个视图名称和实际视图之间的映射，视图在交付给特定的视图技术之前处理准备数据

This table below provides more details on the ViewResolver hierarchy:

下表提供了更多视图解析器层级结构的细节

#### AbstractCachingViewResolver

Sub-classes of AbstractCachingViewResolver cache view instances that they resolve. Caching improves performance of certain view technologies. It’s possible to turn off the cache by setting the cache property to false. Furthermore, if you must refresh a certain view at runtime (for example when a FreeMarker template is modified), you can use the removeFromCache(String viewName, Locale loc) method

AbstractCachingViewResolver 子类缓存它们解析的视图实例，缓存提高了某些视图技术的性能，通过设置缓存属性为false可以关闭缓存，另外，如果你必须在运行时刷新一个某个视图（例如FreeMarker模板被修改），你可以使用removeFromCache（String viewName，Locale loc）方法

#### XmlViewResolver

Implementation of ViewResolver that accepts a configuration file written in XML with the same DTD as Spring’s XML bean factories. The default configuration file is /WEB-INF/views.xml.

ViewResolver的实现类，它接受一个用XML编写的配置文件，其中使用和spring的XML bean工厂相同的DTD，默认配置文件是/WEB-INF/views.xml.

#### ResourceBundleViewResolver

Implementation of ViewResolver that uses bean definitions in a ResourceBundle, specified by the bundle base name, and for each view it is supposed to resolve, it uses the value of the property [viewname].(class) as the view class and the value of the property [viewname].url as the view url.

ViewResolver的实现类，它使用ResourceBundle中的一个bean定义，通过bundle的基础名称指定，对于它支持解析每种视图，用属性[viewname].(class)的值作为视图类和属性[viewname].url的值 作为视图的Url

#### UrlBasedViewResolver

Simple implementation of the ViewResolver interface that effects the direct resolution of logical view names to URLs, without an explicit mapping definition. This is appropriate if your logical names match the names of your view resources in a straightforward manner, without the need for arbitrary mappings.

ViewResolver 接口的简单实现，它实现了逻辑视图名称到URL的直接解析，没有明确的映射定义。如果你的逻辑视图名称以直观的方式匹配到视图资源的名称，而不需要随意的映射，那么这是适当的

#### InternalResourceViewResolver

Convenient subclass of UrlBasedViewResolver that supports InternalResourceView (in effect, Servlets and JSPs) and subclasses such as JstlView and TilesView. You can specify the view class for all views generated by this resolver by using setViewClass(..).

UrlBasedViewResolver 的便捷子类，它支持InternalResourceView （实际上是Servlets和JSPs）和子类（如JS听力View和TilesView）。你可以使用setViewClass（..）为所有这个解析器生成的视图指定视图类

#### FreeMarkerViewResolver

Convenient subclass of UrlBasedViewResolver that supports FreeMarkerView and custom subclasses of them.

UrlBasedViewResolver 的便捷子类，它支持FreeMarkerView 和它们的自定义子类

#### ContentNegotiatingViewResolver

Implementation of the ViewResolver interface that resolves a view based on the request file name or Accept  header

ViewResolver 接口的实现类，它解析基于请求文件名或Accept 头的视图

#### Redirect

The special redirect: prefix in a view name allows you to perform a redirect. The UrlBasedViewResolver (and subclasses) will recognize this as a special indication that a redirect is needed. The rest of the view name will be treated as the redirect URL.

视图名称中的特殊“redirect:“前缀允许执行重定向，UrlBasedViewResolver （和子类）会将其识别为需要重定向的特殊指示，视图名称的其余部分将被视为重定向的网址

#### Forward

It is also possible to use a special forward: prefix for view names that are ultimately resolved by UrlBasedViewResolver and subclasses. This creates an InternalResourceView which does a RequestDispatcher.forward(). Therefore, this prefix is not useful with InternalResourceViewResolver and InternalResourceView (for JSPs) but it can be helpful if using another view technology, but still want to force a forward of a resource to be handled by the Servlet/JSP engine. Note that you may also chain multiple view resolvers, instead.

对于最终由UrlBasedViewResolver和其子类解析的视图名称，也能够使用特殊的“forward: ”前缀，这创建了一个InternalResourceView ，它执行RequestDispatcher.forward()，因此，这个前缀对InternalResourceViewResolver 和InternalResourceView （对于JSPs）是没用的，但是如果使用其他技术，但是仍然想强迫一个资源的转发由Servlet/JSP引擎来处理，它可能是有帮助的。请注意，你也可以链接多个视图解析器

### **1.2.8. Locale**

DispatcherServlet enables you to automatically resolve messages using the client’s locale. This is done with LocaleResolver objects.

DispatcherServlet 是你能够自动的使用客户端语言环境解析消息，这个是由LocaleResolver 对象完成的

When a request comes in, the DispatcherServlet looks for a locale resolver, and if it finds one it tries to use it to set the locale. Using the RequestContext.getLocale() method, you can always retrieve the locale that was resolved by the locale resolver.

当请求进入时，DispatcherServlet 会查找一个语言环境解析器，如果找到，它会尝试用它去设置语言环境，用RequestContext.getLocale() 方法，你始终能够检索到由语言环境解析器解析的区域设置

In addition to automatic locale resolution, you can also attach an interceptor to the handler mapping to change the locale under specific circumstances, for example, based on a parameter in the request.

除了自动区域环境解析之外，你还能够在特殊的环境下，将拦截器附加到处理程序映射，以更改区域设置（例如，基于请求中的参数）

Locale resolvers and interceptors are defined in the org.springframework.web.servlet.i18n package and are configured in your application context in the normal way. Here is a selection of the locale resolvers included in Spring.

区域设置解析器和拦截器被定义在rg.springframework.web.servlet.i18n包中，并以常规的方式配置在你的应用程序中。这里是spring包含的语言环境解析器的选择

#### TimeZone

#### Header resolver

#### Cookie resolver

#### Session resolver

#### Locale interceptor

### 1.2.9. Themes

You can apply Spring Web MVC framework themes to set the overall look-and-feel of your application, thereby enhancing user experience. A theme is a collection of static resources, typically style sheets and images, that affect the visual style of the application.

你能够使用Spring Web MVC框架主题来设置应用程序的整体外观，进而提高用户体验，一个主题是静态资源的集合，通常是样式表和图片，它们会影响应用程序的视觉风格

#### Define a theme

定义主题

To use themes in your web application, you must set up an implementation of the org.springframework.ui.context.ThemeSource interface. The WebApplicationContext interface extends ThemeSource but delegates its responsibilities to a dedicated implementation. By default the delegate will be an org.springframework.ui.context.support.ResourceBundleThemeSource implementation that loads properties files from the root of the classpath. To use a custom ThemeSource implementation or to configure the base name prefix of the ResourceBundleThemeSource, you can register a bean in the application context with the reserved name themeSource. The web application context automatically detects a bean with that name and uses it.

为了在你的web应用程序中使用主题，你必须设置org.springframework.ui.context.ThemeSource接口的一个实现，WebApplicationContext 接口扩展了ThemeSource，但将其职责委托给了专用的实现。默认情况下，委托将是一个org.springframework.ui.context.support.ResourceBundleThemeSource 的实现，它从类路径的根目录加载属性文件。要是要自定义ThemeSource实现或配置ResourceBundleThemeSource的基本名称前缀，你能够在应用程序的上下文中用保留名称themeSource注册一个bean，web因此程序自动检测具有该名称的bean并且使用它

When using the ResourceBundleThemeSource, a theme is defined in a simple properties file. The properties file lists the resources that make up the theme. Here is an example:

当使用ResourceBundleThemeSource时，主题定义在简单的属性文件中，这些属性文件列出了组成主题的资源,下面是一个示例:

styleSheet=/themes/cool/style.css

background=/themes/cool/img/coolBg.jpg

#### Resolve themes

解析主题

ThemeResolver implementations

FixedThemeResolver：Selects a fixed theme, set using the defaultThemeName property.

选择一个固定的主题,设置使用defaultThemeName属性

SessionThemeResolver：The theme is maintained in the user’s HTTP session. It only needs to be set once for each session, but is not persisted between sessions

主题被维护在用户的http session中，每次会话只会设置一次，但不会在会话间持续

CookieThemeResolver：The selected theme is stored in a cookie on the client.

选择的主题被存储在客户端的cookie中

Spring also provides a ThemeChangeInterceptor that allows theme changes on every request with a simple request parameter.

Spring也提供了一个ThemeChangeInterceptor ，它允许使用一个简单的请求参数来改变每次请求的主题

### 1.2.10. Multipart resolver

MultipartResolver from the org.springframework.web.multipart package is a strategy for parsing multipart requests including file uploads. There is one implementation based on [Commons FileUpload](https://jakarta.apache.org/commons/fileupload) and another based on Servlet 3.0 multipart request parsing.

来自org.springframework.web.multipart包中MultipartResolver解析包括文件上传在内的multipart 请求的一种策略，有一个基于 Commons FileUpload 的实现，另一个基于Servlet 3.0 multipart 请求解析

To enable multipart handling, you need declare a MultipartResolver bean in your DispatcherServlet Spring configuration with the name "multipartResolver". The DispatcherServlet detects it and applies it to incoming request. When a POST with content-type of "multipart/form-data" is received, the resolver parses the content and wraps the current HttpServletRequest as MultipartHttpServletRequest in order to provide access to resolved parts in addition to exposing them as request parameters.

要启用multipart 处理，你需要在DispatcherServlet Spring配置中声明一个名为“multipartResolver”的MultipartResolver bean，DispatcherServlet 检查它并将其应用到传入的请求，当接收到内容类型为"multipart/form-data"的POST时，解析器解析内容并将当前的HttpServletRequest 包装为MultipartHttpServletRequest ，以便提供对解析部分的访问，并将它们公开为请求参数

## 1.3 Filters

The spring-web module provides some useful filters.

Spring-web模块提供了一些有用的过滤器

### 1.3.1 HTTP PUT Form

Browsers can only submit form data via HTTP GET or HTTP POST but non-browser clients can also use HTTP PUT and PATCH. The Servlet API requires ServletRequest.getParameter\*() methods to support form field access only for HTTP POST.

浏览器仅仅能够通过HTTP GET或HTTP POST提交表单数据，但非浏览器客户端也能使用HTTP PUT和PATCH， Servlet API要求ServletRequest.getParameter\*() 方法仅支持HTTP POST的表单字段访问

The spring-web module provides HttpPutFormContentFilter that intercepts HTTP PUT and PATCH requests with content type application/x-www-form-urlencoded, reads the form data from the body of the request, and wraps the ServletRequest in order to make the form data available through the ServletRequest.getParameter\*() family of methods.

Spring-web模块提供了HttpPutFormContentFilter ，它拦截文本类型为application/x-www-form-urlencoded的HTTP PUT和PATCH请求 ，从请求体中读取表单数据，并封装ServletRequest ，以使表单数据通过 ServletRequest.getParameter\*() 系列的方法可用

### 1.3.2. Forwarded Headers

As a request goes through proxies such as load balancers the host, port, and scheme may change presenting a challenge for applications that need to create links to resources since the links should reflect the host, port, and scheme of the original request as seen from a client perspective.

当请求经过诸如负载均衡等的代理时，主机、端口和方案也许会改变，这对于需要创建资源链接的应用提出了挑战，因为链接应该反映从客户端看原始请求的主机、端口和方案

RFC 7239 defines the "Forwarded" HTTP header for proxies to use to provide information about the original request. There are also other non-standard headers in use such as "X-Forwarded-Host", "X-Forwarded-Port", and "X-Forwarded-Proto".

RFC 7239定义了代理用于提供原始请求信息的"Forwarded" HTTP头，还使用了其他非标准报头，例如"X-Forwarded-Host", "X-Forwarded-Port", 和"X-Forwarded-Proto"

ForwardedHeaderFilter detects, extracts, and uses information from the "Forwarded" header, or from "X-Forwarded-Host", "X-Forwarded-Port", and "X-Forwarded-Proto". It wraps the request in order to overlay its host, port, and scheme and also "hides" the forwarded headers for subsequent processing.

ForwardedHeaderFilter 发现、扩展并使用来自“Forwarded”报头或来自 "X-Forwarded-Host", "X-Forwarded-Port", 和"X-Forwarded-Proto"的信息. 它封装请求以便覆盖其主机、端口和方案，并且“隐藏”转发的报文头以供后续处理

Note that there are security considerations when using forwarded headers as explained in Section 8 of RFC 7239. At the application level it is difficult to determine whether forwarded headers can be trusted or not. This is why the network upstream should be configured correctly to filter out untrusted forwarded headers from the outside.

请注意，正如 RFC 7239中第八章所述，当使用转发报文头时，存在安全考虑事项，在应用级别很难去区分转发报文头是否可信，这就是为什么网络上游应该被正确配置，以从外部过滤出不可信的转发报文头

Applications that don’t have a proxy and don’t need to use forwarded headers can configure the ForwardedHeaderFilter to remove and ignore such headers.

没有代理和不需要使用转发报文头的应用程序能可以配置ForwardedHeaderFilter 过滤器以移除和忽视这些报文头

### 1.3.3. Shallow ETag

There is a ShallowEtagHeaderFilter. It is called shallow because it doesn’t have any knowledge of the content. Instead it relies on buffering actual content written to the response and computing the ETag value at the end.

有一个ShallowEtagHeaderFilter，它被叫做浅层，因为它对内容一无所知，相反，它依靠缓存写如响应的实际内容，并在末尾计算ETag的值

### 1.3.4. CORS

Spring MVC provides fine-grained support for CORS configuration through annotations on controllers. However when used with Spring Security it is advisable to rely on the built-in CorsFilter that must be ordered ahead of Spring Security’s chain of filters.

Spring MVC通过控制器上的注解为CORS配置提供了细粒度的支持，但是，当与Spring Security一起使用时，建议使用内置的CorsFilter ，它必须排在Spring Security过滤器链之前

## 1.4. Annotated Controllers

Spring MVC provides an annotation-based programming model where @Controller and @RestController components use annotations to express request mappings, request input, exception handling, and more. Annotated controllers have flexible method signatures and do not have to extend base classes nor implement specific interfaces.

SpringMVC提供了一个基于注解的编程模型，其中@Controller 和@RestController组件使用注解来标识请求映射、请求输入、异常处理等等。注解控制器具有灵活的方法签名。不必扩展基类，也不需要实现特殊的接口

@Controller**public** **class** **HelloController** {

@GetMapping("/hello")

**public** String handle(Model model) {

model.addAttribute("message", "Hello World!");

**return** "index";

}

}

### 1.4.1. Declaration

You can define controller beans using a standard Spring bean definition in the Servlet’s WebApplicationContext. The @Controller stereotype allows for auto-detection, aligned with Spring general support for detecting @Component classes in the classpath and auto-registering bean definitions for them. It also acts as a stereotype for the annotated class, indicating its role as a web component.

你可以在Servlet的WebApplicationContext中使用标准的Spring bean定义来定义控制器bean。@Controller原型允许自动检测，与Spring通用支持保持一致，用于在类路径中检查@Component类，并为它们自动注册bean定义。它也充当注解类的原型，表明他作为web组件的角色

To enable auto-detection of such @Controller beans, you can add component scanning to your Java configuration:

要启用诸如@Controller beans的自动检测，可以将组件扫描添加到Java配置中：

@Configuration

@ComponentScan("org.example.web")

**public** **class** **WebConfig** {

*// ...*

}

The XML configuration equivalent:

等效的XML配置:

<?xml version="1.0" encoding="UTF-8"?><beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd">

<context:component-scan base-package="org.example.web"/>

*<!-- ... -->*

</beans>

@RestController is a composed annotation that is itself annotated with @Controller and @ResponseBody indicating a controller whose every method inherits the type-level @ResponseBody annotation and therefore writes to the response body (vs model-and-vew rendering).

@RestController是一个组合的注解，它自己用@Controller 和@ResponseBody注解来表示一个控制器，它的每个方法都继承类型级别的 @ResponseBody注解，因此写入相应体(vs model-and-vew rendering).

#### AOP proxies

AOP代理

In some cases a controller may need to be decorated with an AOP proxy at runtime. One example is if you choose to have @Transactional annotations directly on the controller. When this is the case, for controllers specifically, we recommend using class-based proxying. This is typically the default choice with controllers. However if a controller must implement an interface that is not a Spring Context callback (e.g. InitializingBean, \*Aware, etc), you may need to explicitly configure class-based proxying. For example with <tx:annotation-driven/>, change to <tx:annotation-driven proxy-target-class="true"/>.

在一些情况在，控制器需要在运行时用AOP代理进行装饰，一个例子是如果你选择在控制器上直接使用@Transactional 注解，当这种情况下，对特定的控制器，我们推荐使用基于类的代理。这通常是控制器默认选择，但是，如果控制器必须实现一个不是Spring Context回调的接口（例如，InitializingBean, \*Aware等），

你也许应该明确地配置基于类的代理，例如，使用<tx:annotation-driven/>改为<tx:annotation-driven proxy-target-class="true"/>

### 1.4.2. Request Mapping

The @RequestMapping annotation is used to map requests to controllers methods. It has various attributes to match by URL, HTTP method, request parameters, headers, and media types. It can be used at the class-level to express shared mappings or at the method level to narrow down to a specific endpoint mapping.

@RequestMapping注解用来将请求映射到控制器方法，它具有通过URL、HTTP方法、请求参数、请求头和媒体类型进行匹配的各种属性，可以再类级别使用它用来表示共享映射，或者在方法级别用于缩小到特点的端点映射

There are also HTTP method specific shortcut variants of @RequestMapping:

@ RequestMapping还有特定于HTTP方法的快捷方式变体:

* @GetMapping
* @PostMapping
* @PutMapping
* @DeleteMapping
* @PatchMapping

The shortcut variants are composed annotations — themselves annotated with @RequestMapping. They are commonly used at the method level. At the class level an @RequestMapping is more useful for expressing shared mappings.

快捷方式变体由注解组成，它们自己用@RequestMapping注解，通常用于方法级别，在类级别，

@RequestMapping对表达共享映射更有用

@RestController@RequestMapping("/persons")**class** **PersonController** {

@GetMapping("/{id}")

**public** Person getPerson(@PathVariable Long id) {

*// ...*

}

@PostMapping

@ResponseStatus(HttpStatus.CREATED)

**public** **void** add(@RequestBody Person person) {

*// ...*

}

}

#### URI patterns

You can map requests using glob patterns and wildcards:

你可以使用glob模式和通配符来映射请求

? matches one character

？匹配一个字符

\* matches zero or more characters within a path segment

\*匹配路径段中的零个或多个字符

\*\* match zero or more path segments

\*\*匹配零个或多个路径段

You can also declare URI variables and access their values with @PathVariable:

你也可以声明URI变量并用 @PathVariable访问它们的值

@GetMapping("/owners/{ownerId}/pets/{petId}")**public** Pet findPet(@PathVariable Long ownerId, @PathVariable Long petId) {

*// ...*

}

URI variables can be declared at the class and method level:

URI变量能被声明在类级别和方法级别

@Controller@RequestMapping("/owners/{ownerId}")

**public** **class** **OwnerController** {

@GetMapping("/pets/{petId}")

**public** Pet findPet(@PathVariable Long ownerId,

@PathVariable Long petId) {

*// ...*

}

}

URI variables are automatically converted to the appropriate type or`TypeMismatchException` is raised. Simple types — int, long, Date, are supported by default and you can register support for any other data type.

URI变量能够自动转换到适当的类型，否在会引发“TypeMismatchException”，简单类型（int，long，Date）被默认支持，你也能注册对任何其他类型的支持

URI path patterns can also have embedded ${…​} placeholders that are resolved on startup via PropertyPlaceHolderConfigurer against local, system, environment, and other property sources. This can be used for example to parameterize a base URL based on some external configuration.

URI路径模式也能嵌入${…​}占位符，它通过PropertyPlaceHolderConfigurer 在启动时解析本地、系统、环境和其他属性资源。这个可能被用于例如基于一些外部配置参数化基本的URL

### 1.4.3. Handler Methods

@RequestMapping handler methods have a flexible signature and can choose from a range of supported controller method arguments and return values.

@RequestMapping 处理方法有一个灵活的签名，它能够从一系列支持的控制器方法参数和返回值中选择

#### Type Conversion

类型转换

Some annotated controller method arguments that represent String-based request input — e.g. @RequestParam, @RequestHeader, @PathVariable, @MatrixVariable, and @CookieValue, may require type conversion if the argument is declared as something other than String.

表示基于字符串请求输入的一些注解的控制器方法参数，例如@RequestParam, @RequestHeader, @PathVariable, @MatrixVariable, and @CookieValue，如果参数声明为字符串以外的类型，则可能需要进行类型转换

For such cases type conversion is automatically applied based on the configured converters. By default simple types such as int, long, Date, etc. are supported. Type conversion can be customized through a WebDataBinder

在一些情况下，将基于配置的转换器自动应用类型转换，默认支持简单类型，例如int, long, Date等。类型转换能通过WebDataBinder自定义

#### Matrix variables

矩阵变量

*// GET /pets/42;q=11;r=22*

@GetMapping("/pets/{petId}")

**public** **void** findPet(@PathVariable String petId, @MatrixVariable **int** q) {

*// petId == 42*

*// q == 11*

}

#### @RequestParam

Use the @RequestParam annotation to bind Servlet request parameters (i.e. query parameters or form data) to a method argument in a controller.

使用 @RequestParam注解将Servlet请求参数（例如请求参数或表单数）绑定到控制器中的方法参数

The following code snippet shows the usage:

下面的代码片段显示了用法

@Controller

@RequestMapping("/pets")

**public** **class** **EditPetForm** {

*// ...*

@GetMapping

**public** String setupForm(**@RequestParam**(**"petId"**)** int **petId****, Model model) {

Pet pet = this.clinic.loadPet(petId);

model.addAttribute("pet", pet);

**return** "petForm";

}

*// ...*

}

Method parameters using this annotation are required by default, but you can specify that a method parameter is optional by setting @RequestParam's required flag to false or by declaring the argument with an java.util.Optional wrapper.

使用这个注解的方法参数默认是必须的，但是你能通过设置@RequestParam的required 标识为false或者声明用一个 java.util.Optional封装的参数来指定方法参数是可选的

Type conversion is applied automatically if the target method parameter type is not String.

如果目标方法参数类型不是字符串，则自动的进行类型转换

When an @RequestParam annotation is declared as Map<String, String> or MultiValueMap<String, String> argument, the map is populated with all request parameters.

当@RequestParam注解别声明为Map<String, String> 或MultiValueMap<String, String>参数时，映射将填充所有的请求参数

Note that use of @RequestParam is optional, e.g. to set its attributes. By default any argument that is a simple value type, as determined by BeanUtils#isSimpleProperty, and is not resolved by any other argument resolver, is treated as if it was annotated with @RequestParam.

请注意，@ RequestParam的使用是可选的，例如设置其属性。默认情况下，由BeanUtils # issempleproperty确定且未由任何其他参数解析器解析的简单值类型的任何参数将被视为使用@ RequestParam进行注释

#### @RequestHeader

Use the @RequestHeader annotation to bind a request header to a method argument in a controller.

使用@RequestHeader注解将请求头绑定到控制器中的方法参数

Given request with headers:

给定有请求头的请求

Host localhost:8080

Accept text/html,application/xhtml+xml,application/xml;q=0.9

Accept-Language fr,en-gb;q=0.7,en;q=0.3

Accept-Encoding gzip,deflate

Accept-Charset ISO-8859-1,utf-8;q=0.7,\*;q=0.7

Keep-Alive 300

The following gets the value of the Accept-Encoding and Keep-Alive headers:

下面获取Accept-Encoding和Keep-Alive请求头的值

@GetMapping("/demo")**public** **void** handle(

**@RequestHeader**(**"Accept-Encoding"**)**** String encoding,

**@RequestHeader**(**"Keep-Alive"**)**** **long** keepAlive) {

*//...*

}

Type conversion is applied automatically if the target method parameter type is not String.

如果目标方法参数不是字符串类型，将自动的使用类型转换

When an @RequestHeader annotation is used on a Map<String, String>, MultiValueMap<String, String>, or HttpHeadersargument, the map is populated with all header values.

当@RequestHeader注解用在Map<String, String>, MultiValueMap<String, String>, or HttpHeadersargument上时，映射将填充所有的请求头

#### @CookieValue

Use the @CookieValue annotation to bind the value of an HTTP cookie to a method argument in a controller.

使用@CookieValue注解将HTTP cookie的值绑定到控制器中的方法参数

Given request with the following cookie:

给定含有下列cookie的请求

JSESSIONID=415A4AC178C59DACE0B2C9CA727CDD84

The following code sample demonstrates how to get the cookie value:

下面的代码简单的示范了如何获取cookie的值

@GetMapping("/demo")

**public** **void** handle(**@CookieValue**(**"JSESSIONID"**)**** String cookie) {

*//...*

}

Type conversion is applied automatically if the target method parameter type is not String

如果目标方法参数不是字符串类型，将自动的使用类型转换

#### @ModelAttribute

Use the @ModelAttribute annotation on a method argument to access an attribute from the model, or have it instantiated if not present. The model attribute is also overlaid with values from HTTP Servlet request parameters whose names match to field names. This is referred to as data binding and it saves you from having to deal with parsing and converting individual query parameters and form fields.

在方法参数上使用@ModelAttribute注解来访问模型中的属性，或者如果不存在，就将其实例化。模型属性也覆盖了名称和字段名称匹配的HTTP Servlet 请求参数的值，这被称为数据绑定，它使你不必处理解析和转换单个查询参数和表单数据

For example:

@PostMapping("/owners/{ownerId}/pets/{petId}/edit")**public** String processSubmit(**@ModelAttribute **Pet pet****) { }

The Pet instance above is resolved as follows:

上面的Pet实例解析如下：

1. From the model if already added via Model Methods.

如果已经通过模型方法添加，则从模型中获取

1. From the HTTP session via @SessionAttributes.

通过@SessionAttributes从HTTP 会话获取

1. From a URI path variable passed through a Converter

通过转换器从URL路径变量获取

1. From the invocation of a default constructor.

从默认构造函数调用

1. From the invocation of a "primary constructor" with arguments matching to Servlet request parameters; argument names are determined via JavaBeans @ConstructorProperties or via runtime-retained parameter names in the bytecode.

从参数匹配Servlet请求参数的“主构造函数”调用，参数名称通过JavaBeans @ConstructorProperties或字节码中运行时保留的参数名称确定

While it is common to use a Model Methods to populate the model with attributes, one other alternative is to rely on a Converter<String, T> in combination with a URI path variable convention.

虽然通常使用模型方法来用属性填充模型，但另一种方法是依靠Converter<String, T>与URI路径变量约定结合使用，

In the example below the model attribute name "account" matches the URI path variable "account" and the Account is loaded by passing the String account number through a registered Converter<String, Account>:

在下面的示例中，模型属性名称“account”和URI路径变量“account”相匹配，通过将String字符账号传递到已注册的Converter<String, Account>来加载账户

@PutMapping("/accounts/{account}")

**public** String save(@ModelAttribute("account") Account account) {

*// ...*

}

After the model attribute instance is obtained, data binding is applied. The WebDataBinder class matches Servlet request parameter names (query parameters and form fields) to field names on the target Object. Matching fields are populated after type conversion is applied where necessary

获得模型属性实例后，应用数据绑定，WebDataBinder类将Servlet请求参数名称（查询参数和表单字段）和目标对象字段名称进行匹配，必要时，应用类型转换后填充匹配字段

Data binding may result in errors. By default a BindException is raised but to check for such errors in the controller method, add a BindingResult argument immediately next to the @ModelAttribute as shown below:

数据绑定可能导致错误，默认情况下会引发一个BindException ，但是要在控制器方法中检查这样的错误，立即在 @ModelAttribute后面添加一个BindingResult 参数，如下所示：

@PostMapping("/owners/{ownerId}/pets/{petId}/edit")**public** String processSubmit(**@ModelAttribute**(**"pet"**) Pet pet****, BindingResult result) {

**if** (result.hasErrors()) {

**return** "petForm";

}

*// ...*

}

In some cases you may want access to a model attribute without data binding. For such cases you can inject the Model into the controller and access it directly or alternatively set @ModelAttribute(binding=false) as shown below:

在一些情况下，你可能需要访问一个没有数据绑定的模型属性，对于这种情况，你可以注入模型到控制器并直接访问它或可以设置@ModelAttribute(binding=false) ，如下所示

@ModelAttribute

**public** AccountForm setUpForm() {

**return** **new** AccountForm();

}

@ModelAttribute

**public** Account findAccount(@PathVariable String accountId) {

**return** accountRepository.findOne(accountId);

}

@PostMapping("update")

**public** String update(@Valid AccountUpdateForm form, BindingResult result,

**@ModelAttribute**(binding=**false**)**** Account account) {

*// ...*

}

Validation can be applied automatically after data binding by adding the javax.validation.Valid annotation or Spring’s @Validated annotation

通过添加javax.validation.Valid注解或者Spring的@Validated注解，可以再数据绑定后自动的应用验证

@PostMapping("/owners/{ownerId}/pets/{petId}/edit")

**public** String processSubmit(**@Valid@ModelAttribute**(**"pet"**) Pet pet****, BindingResult result) {

**if** (result.hasErrors()) {

**return** "petForm";

}

*// ...*

}

Note that use of @ModelAttribute is optional, e.g. to set its attributes. By default any argument that is not a simple value type, as determined by BeanUtils#isSimpleProperty, and is not resolved by any other argument resolver, is treated as if it was annotated with @ModelAttribute.

请注意，@ModelAttribute的使用是可选的，例如，设置它的属性，默认情况下，由BeanUtils#isSimpleProperty确定的非简单类型且未由任何其他参数解析器解析的任何参数都将视为使用ModelAttribute进行注释

#### @SessionAttributes

@SessionAttributes is used to store model attributes in the HTTP Servlet session between requests. It is a type-level annotation that declares session attributes used by a specific controller. This will typically list the names of model attributes or types of model attributes which should be transparently stored in the session for subsequent requests to access.

@SessionAttributes用于在请求之间的HTTP Servlet会话中存储模型属性，它是一个类型级别的注解，用于声明特定控制器使用的的会话属性，这通常会列出应该透明的存储在session中的模型属性的名称或者模型属性的类型，以便后续请求访问

For example:

举例：

@Controller**@SessionAttributes**(**"pet"**)****

**public** **class** **EditPetForm** {

*// ...*

}

On the first request when a model attribute with the name "pet" is added to the model, it is automatically promoted to and saved in the HTTP Servlet session. It remains there until another controller method uses a SessionStatus method argument to clear the storage:

在第一次请求中，当名称为“pet”的模型数据被添加到模型中时，它将被自动升级并保存到HTTP Servlet会话中，它保持他们直到另一个控制器方法使用SessionStatus 方法参数清除这个存储

@Controller**@SessionAttributes**(**"pet"**)****

**public** **class** **EditPetForm** {

*// ...*

@PostMapping("/pets/{id}")

**public** String handle(Pet pet, BindingResult errors,

SessionStatus status) {

**if** (errors.hasErrors) {

*// ...*

}

status.setComplete();

*// ...*

}

}

}

#### @SessionAttribute

If you need access to pre-existing session attributes that are managed globally, i.e. outside the controller (e.g. by a filter), and may or may not be present use the @SessionAttribute annotation on a method parameter:

如果你需要访问全局（控制器之外，例如过滤器）管理的预先存在的session属性，并且也许存在，也许不存在，请在方法参数上使用@SessionAttribute

@RequestMapping("/")**public** String handle(**@SessionAttribute** User user) {

*// ...*

}

#### Redirect attributes

By default all model attributes are considered to be exposed as URI template variables in the redirect URL. Of the remaining attributes those that are primitive types or collections/arrays of primitive types are automatically appended as query parameters.

默认情况下，所有模型属性都被认为是作为重定向URL中的URI模板变量公开的，在剩余的属性中，那些原始类型和原始类型的集合/数据都自动的附加为查询参数

Appending primitive type attributes as query parameters may be the desired result if a model instance was prepared specifically for the redirect. However, in annotated controllers the model may contain additional attributes added for rendering purposes (e.g. drop-down field values). To avoid the possibility of having such attributes appear in the URL, an @RequestMapping method can declare an argument of type RedirectAttributes and use it to specify the exact attributes to make available to RedirectView. If the method does redirect, the content of RedirectAttributes is used. Otherwise the content of the model is used.

如果为重定向专门准备了模型实例，那么附加原始类型作为查询参数是期望的结果，但是，在注解控制器中，模型也许包含为渲染目的而添加的额外属性（例如，下拉字段值）。为了避免URL中有这种属性出现的可能性，@RequestMapping方法可以声明一个类型为RedirectAttributes 的参数，并用它指定可能用于RedirectView的确定属性。如果方法确实重定向，则使用RedirectAttributes 的内容，否在使用模型的内容

The RequestMappingHandlerAdapter provides a flag called "ignoreDefaultModelOnRedirect" that can be used to indicate the content of the default Model should never be used if a controller method redirects. Instead the controller method should declare an attribute of type RedirectAttributes or if it doesn’t do so no attributes should be passed on to RedirectView. Both the MVC namespace and the MVC Java config keep this flag set to false in order to maintain backwards compatibility. However, for new applications we recommend setting it to true

RequestMappingHandlerAdapter 提供了一个叫做“ignoreDefaultModelOnRedirect”的标志，

如果控制器方法重定向，可以用来表示默认模型的内容不被使用。相反，控制器方法应该声明类型为RedirectAttributes 的属性，或者如果不这样中，则任何属性不应该传递给RedirectView，MVC命名空间和MVC Java 配置都将这个标识设置为false，以保持向后兼容。然而，对于新的应用程序，我们建议设置为true

Note that URI template variables from the present request are automatically made available when expanding a redirect URL and do not need to be added explicitly neither through Model nor RedirectAttributes. For example:

请注意，当前请求中的URI模板变量在扩展重定向URL时自动可用，不需要通过添加显式的Model或RedirectAttributes，例如：

@PostMapping("/files/{path}")

**public** String upload(...) {

*// ...*

**return** "redirect:files/{path}";

}

#### Flash attributes

Flash attributes provide a way for one request to store attributes intended for use in another. This is most commonly needed when redirecting — for example, the Post/Redirect/Get pattern. Flash attributes are saved temporarily before the redirect (typically in the session) to be made available to the request after the redirect and removed immediately.

Flash属性提供了一种请求存储属性供另一种使用的方法，这是重定向时最常见的需求，举个例子，Post/Redirect/Get模式。在从重定向（通常在会话中）之前临时保存Flash属性，以便在重定向之后对请求可用并立即删除

Spring MVC has two main abstractions in support of flash attributes. FlashMap is used to hold flash attributes while FlashMapManager is used to store, retrieve, and manage FlashMap instances.

Spring MVC有两种主要的抽象来支持flash属性，FlashMap又来保存false属性，而FlashMapManager用来存储、检索和管理FlashMap实例

Flash attribute support is always "on" and does not need to enabled explicitly although if not used, it never causes HTTP session creation. On each request there is an "input" FlashMap with attributes passed from a previous request (if any) and an "output"FlashMap with attributes to save for a subsequent request. Both FlashMap instances are accessible from anywhere in Spring MVC through static methods in RequestContextUtils.

Flash属性支持总是处于“on”状态，不需要显式开启，即使不适用，也不会导致创建HTTP会话。每个请求都有一个包含从前一个请求（如果有）传递属性 的“input”FlashMap，和为下一个请求保存属性的 "output"FlashMap，两个实例都可以从SpringMVC的任何地方通过RequestContextUtils中的静态方法访问

Annotated controllers typically do not need to work with FlashMap directly. Instead an @RequestMapping method can accept an argument of type RedirectAttributes and use it to add flash attributes for a redirect scenario. Flash attributes added via RedirectAttributes are automatically propagated to the "output" FlashMap. Similarly, after the redirect, attributes from the "input" FlashMap are automatically added to the Model of the controller serving the target URL.

注解控制器通常不需要直接的使用FlashMap，相反的，@RequestMapping可以访问类型为RedirectAttributes 的属性并用它为重定向场景添加flash属性，通过RedirectAttributes 添加的Flash属性自动

传播到“output” FlashMap，相似的，在重定向之后，"input" FlashMap 中的属性自动的添加到提供目标URL的控制器模型中

#### Multipart

After a MultipartResolver has been enabled, the content of POST requests with "multipart/form-data" is parsed and accessible as regular request parameters. In the example below we access one regular form field and one uploaded file:

在启用MultipartResolver 后，具有"multipart/form-data"的POST请求的内容作为一个常规的请求参数来进行解析和访问。在下面的例子中，我们访问一个常规的表单字段和一个上传文件

@Controller

**public** **class** **FileUploadController** {

@PostMapping("/form")

**public** String handleFormUpload(@RequestParam("name") String name,

@RequestParam("file") MultipartFile file) {

**if** (!file.isEmpty()) {

**byte[]** bytes = file.getBytes();

*// store the bytes somewhere*

**return** "redirect:uploadSuccess";

}

**return** "redirect:uploadFailure";

}

}

When using Servlet 3.0 multipart parsing you can also use javax.servlet.http.Part as a method argument instead of Spring’s MultipartFile.

当时用Servlet3.0的multipart 解析时，你也可以使用javax.servlet.http.Part作为方法参数而不是Spring的MultipartFile

Multipart content can also be used as part of data binding to a command object. For example the above form field and file could have been fields on a form object:

Multipart 内容也可以用作数据绑定到命令对象的一部分，例如，上面的表单字段和文件有可能是表单对象上的字段

**class** **MyForm** {

**private** String name;

**private** MultipartFile file;

*// ...*

}

@Controller**public** **class** **FileUploadController** {

@PostMapping("/form")

**public** String handleFormUpload(MyForm form, BindingResult errors) {

**if** (!form.getFile().isEmpty()) {

**byte[]** bytes = form.getFile().getBytes();

*// store the bytes somewhere*

**return** "redirect:uploadSuccess";

}

**return** "redirect:uploadFailure";

}

}

Multipart requests can also be submitted from non-browser clients in a RESTful service scenario. For example a file along with JSON:

在RESTFul服务场景中，Multipart 请求也可以从非浏览器客户端提交，例如，一个和JSON在一起的文件

POST /someUrl

Content-Type: multipart/mixed

--edt7Tfrdusa7r3lNQc79vXuhIIMlatb7PQg7Vp

Content-Disposition: form-data; name="meta-data"

Content-Type: application/json; charset=UTF-8

Content-Transfer-Encoding: 8bit

{

"name": "value"

}

--edt7Tfrdusa7r3lNQc79vXuhIIMlatb7PQg7Vp

Content-Disposition: form-data; name="file-data"; filename="file.properties"

Content-Type: text/xml

Content-Transfer-Encoding: 8bit

... File Data ...

You can access the "meta-data" part with @RequestParam as a String but you’ll probably want it deserialized from JSON (similar to @RequestBody). Use the @RequestPart annotation to access a multipart after converting it with an HttpMessageConverter:

你可以用@RequestParam作为字符串来访问"meta-data" 部分，但你可能需要从JSON反序列化（类似于@RequestBody），在使用HttpMessageConverter转换之后，用 @RequestPart注解来访问multipart

@PostMapping("/")

**public** String handle(**@RequestPart**(**"meta-data"**) MetaData metadata,****

**@RequestPart**(**"file-data"**) MultipartFile file****) {

*// ...*

}

@RequestPart can be used in combination with javax.validation.Valid, or Spring’s @Validated annotation, which causes Standard Bean Validation to be applied. By default validation errors cause a MethodArgumentNotValidException which is turned into a 400 (BAD\_REQUEST) response. Alternatively validation errors can be handled locally within the controller through an Errors or BindingResult argument:

@RequestPart可以和javax.validation.Valid, 或Spring的 @Validated 注解联合使用,这会到这标准的bean验证应用标准的bean验证。默认情况下，验证错误引发MethodArgumentNotValidException ，该异常转换为400(BAD\_REQUEST)相应，或者，验证错误可以通过Errors或BindingResult 参数在控制器本地处理

@PostMapping("/")

**public** String handle(**@Valid** @RequestPart("meta-data") MetaData metadata,

****BindingResult result****) {

*// ...*

}

#### @RequestBody

Use the @RequestBody annotation to have the request body read and deserialized into an Object through an HttpMessageConverter. Below is an example with an @RequestBody argument:

使用@RequestBody 世界来让请求体通过HttpMessageConverter读取并反序列化成一个对象，下面是一个@RequestBody参数的例子

@PostMapping("/accounts")

**public** **void** handle(@RequestBody Account account) {

*// ...*

}

You can use the Message Converters option of the MVC Config to configure or customize message conversion.

你可以使用MVC配置的消息转换选择来配置或自定义消息转换

@RequestBody can be used in combination with javax.validation.Valid, or Spring’s @Validated annotation, which causes Standard Bean Validation to be applied. By default validation errors cause a MethodArgumentNotValidException which is turned into a 400 (BAD\_REQUEST) response. Alternatively validation errors can be handled locally within the controller through an Errors or BindingResult argument:

@RequestBody可以与javax.validation.Valid或 Spring的 @Validated注解联合使用，这回导致应用标准bean验证。默认情况下，验证错误会引发MethodArgumentNotValidException ，该异常转换为400(BAD\_REQUEST)相应，或者，验证错误可以通过Errors或BindingResult 参数在控制器本地处理

@PostMapping("/accounts")

**public** **void** handle(@Valid @RequestBody Account account, BindingResult result) {

*// ...*

}

#### HttpEntity

HttpEntity is more or less identical to using @RequestBody but based on a container object that exposes request headers and body. Below is an example:

HttpEntity 或多或少与使用@RequestBody相同，但是基于一个公开请求头和体的容器对象，下面是一个例子

@PostMapping("/accounts")

**public** **void** handle(HttpEntity<Account> entity) {

*// ...*

}

#### @ResponseBody

Use the @ResponseBody annotation on a method to have the return serialized to the response body through anHttpMessageConverter. For example:

在一个方法上用@ResponseBody注解来通过anHttpMessageConverter将返回序列号到响应体，例如

@GetMapping("/accounts/{id}")

@ResponseBody**public** Account handle() {

*// ...*

}

@ResponseBody is also supported at the class level in which case it is inherited by all controller methods. This is the effect of @RestController which is nothing more than a meta-annotation marked with @Controller and @ResponseBody.

在类级别也支持@ResponseBody，在这种情况下，它被所有的控制器方法继承。这个是@RestController的效果，它只不过是用@Controller 和@ResponseBody标注.一个元注解

@ResponseBody may be used with reactive types.

@ResponseBody可以和反应类型一起使用

You can use the Message Converters option of the MVC Config  to configure or customize message conversion.

你可以使用MVC配置的消息转换器选项来配置或自定义消息转换器

@ResponseBody methods can be combined with JSON serialization views.

@ResponseBody方法可以与JSON序列号视图相结合

#### ResponseEntity

ResponseEntity is more or less identical to using @ResponseBody but based on a container object that specifies request headers and body. Below is an example:

ResponseEntity 或多或少与使用@ResponseBody相同，但是基于指定请求头和体的容器对象，下面是一个例子

@PostMapping("/something")**public** ResponseEntity<String> handle() {

*// ...*

URI location = ...

return **new** ResponseEntity.created(location).build();

}

#### Jackson JSON

Spring MVC provides built-in support for Jackson’s Serialization Views which allows rendering only a subset of all fields in an Object. To use it with @ResponseBody or ResponseEntity controller methods, use Jackson’s @JsonView annotation to activate a serialization view class:

SpringMVC为Jackson的序列化视图提供了内置支持，它允许仅渲染一个对象所有字段的子集，

与@ResponseBody 或 ResponseEntity控制器方法一起使用它，用 Jackson的@JsonView注解来激活一个序列化视图类

@RestController

**public** **class** **UserController** {

@GetMapping("/user")

@JsonView(User.WithoutPasswordView.class)

**public** User getUser() {

**return** **new** User("eric", "7!jd#h23");

}

}

**public** **class** **User** {

**public** **interface** **WithoutPasswordView** {};

**public** **interface** **WithPasswordView** **extends** WithoutPasswordView {};

**private** String username;

**private** String password;

**public** User() {

}

**public** User(String username, String password) {

this.username = username;

this.password = password;

}

@JsonView(WithoutPasswordView.class)

**public** String getUsername() {

**return** this.username;

}

@JsonView(WithPasswordView.class)

**public** String getPassword() {

**return** this.password;

}

}

@JsonView allows an array of view classes but you can only specify only one per controller method. Use a composite interface if you need to activate multiple views.

@JsonView 运行一个视图类的数组，但是每个控制器方法只能指定一个。如果你需要激活多视图，请使用复合接口

For controllers relying on view resolution, simply add the serialization view class to the model:

对于依赖视图解析器的控制器，只需要将序列化视图类添加到模型即可

@Controller

**public** **class** **UserController** **extends** AbstractController {

@GetMapping("/user")

**public** String getUser(Model model) {

model.addAttribute("user", **new** User("eric", "7!jd#h23"));

model.addAttribute(JsonView.class.getName(), User.WithoutPasswordView.class);

**return** "userView";

}

}

**Jackson JSONP**

In order to enable JSONP support for @ResponseBody and ResponseEntity methods, declare an @ControllerAdvice bean that extends AbstractJsonpResponseBodyAdvice as shown below where the constructor argument indicates the JSONP query parameter name(s):

为了给@ResponseBody 和ResponseEntity方法启用JSONP支持，声明一个扩展自AbstractJsonpResponseBodyAdvice 得@ControllerAdvice bean，如下所示，其中构造参数表示JSONP查询参数的名称

@ControllerAdvice

**public** **class** **JsonpAdvice** **extends** AbstractJsonpResponseBodyAdvice {

**public** JsonpAdvice() {

super("callback");

}

}

For controllers relying on view resolution, JSONP is automatically enabled when the request has a query parameter named jsonp or callback. Those names can be customized through jsonpParameterNames property.

对于依赖于视图解析器的控制器，当请求有一个名称为jsonp或callback的查询参数时，它会自启动，这些名称可以通过jsonpParameterNames 属性来自定义

### 1.4.4. Model Methods

The @ModelAttribute annotation can be used on @RequestMapping method arguments to create or access an Object from the model and bind it to the request. @ModelAttribute can also be used as a method-level annotation on controller methods whose purpose is not to handle requests but to add commonly needed model attributes prior to request handling.

 可以在@RequestMapping 方法参数使用@ModelAttribute注解，用来从模型创建或访问一个对象并将其绑定到请求。@ModelAttribute 也可以用作控制器方法上的方法级别注解，其目的是不处理请求，而是在请求处理之前添加通常需要的模型属性

A controller can have any number of @ModelAttribute methods. All such methods are invoked before @RequestMapping methods in the same controller. A @ModelAttribute method can also be shared across controllers via @ControllerAdvice.

控制器可以由任意数量的@ModelAttribute 方法，所有这些方法都在同一个控制器中的@RequestMapping方法之前调用，@ModelAttribute 也能通过 @ControllerAdvice在控制器之间共享

@ModelAttribute methods have flexible method signatures. They support many of the same arguments as @RequestMapping methods except for @ModelAttribute itself nor anything related to the request body.

@ModelAttribute方法具有灵活的方法签名，它们支持许多与@RequestMapping方法相同的参数，除了@ModelAttribute自身，或者与请求体没有任何关联的东西

An example @ModelAttribute method:

一个@ModelAttribute方法示例：

@ModelAttribute

**public** **void** populateModel(@RequestParam String number, Model model) {

model.addAttribute(accountRepository.findAccount(number));

*// add more ...*

}

To add one attribute only:

仅添加一个属性

@ModelAttribute

**public** Account addAccount(@RequestParam String number) {

**return** accountRepository.findAccount(number);

}

@ModelAttribute can also be used as a method-level annotation on @RequestMapping methods in which case the return value of the @RequestMapping method is interpreted as a model attribute. This is typically not required, as it is the default behavior in HTML controllers, unless the return value is a String which would otherwise be interpreted as a view name . @ModelAttribute can also help to customize the model attribute name:

@ModelAttribute也能用作@RequestMapping方法上的方法级别的注解，在这种情况下，@RequestMapping 方法的返回值被解释为模型属性。这个通常不是必要的，因为它是HTML控制器中的默认行为，除非返回值是一个字符串，否则将被视为视图名称， @ModelAttribute也可以帮助定制模型属性名称

@GetMapping("/accounts/{id}")@ModelAttribute("myAccount")

**public** Account handle() {

*// ...*

**return** account;

}

### 1.4.5. Binder Methods

@InitBinder methods in an @Controller or @ControllerAdvice class can be used to customize type conversion for method arguments that represent String-based request values (e.g. request parameters, path variables, headers, cookies, and others). Type conversion also applies during data binding of request parameters onto @ModelAttribute arguments (i.e. command objects).

@Controller或@ControllerAdvice类中的@InitBinder方法可以用来自定义表示基于字符串(例如请求参数、路径变量、标头、cookies等)的请求值的方法参数的类型转换。类型转换也适用于将请求参数绑定到@ModelAttribute 参数（即命令对象）的过程

@InitBinder methods can register controller-specific java.bean.PropertyEditor, or Spring Converter and Formatter components. In addition, the MVC config can be used to register Converter and Formatter types in a globally shared FormattingConversionService.

@InitBinder方法可以注册特定于控制器的java.bean.PropertyEditor，或String的转换器和格式化组件。另外，MVC 配置可以用于在全局共享的FormattingConversionService中注册转换器和格式化程序类型

@InitBinder methods support many of the same arguments that a @RequestMapping methods do, except for @ModelAttribute(command object) arguments. Typically they’re are declared with a WebDataBinder argument, for registrations, and a void return value. Below is an example:

@InitBinder方法支持许多与@RequestMapping方法相同的参数，除了@ModelAttribute（command object）参数，通常它们是用一个WebDataBinder 参数来声明的，用于注册和一个void的返回值，下面是一个例子：

@Controller**public** **class** **FormController** {

**@InitBinder**

**public** **void** initBinder(WebDataBinder binder) {

SimpleDateFormat dateFormat = **new** SimpleDateFormat("yyyy-MM-dd");

dateFormat.setLenient(false);

binder.registerCustomEditor(Date.class, **new** CustomDateEditor(dateFormat, false));

}

*// ...*

}

Alternatively when using a Formatter-based setup through a shared FormattingConversionService, you could re-use the same approach and register controller-specific Formatter's:

或者，当通过共享的FormattingConversionService使用基于Formatter的设置时，可以重新使用相同的方法并注册控制器特定的Formatter：

@Controller

**public** **class** **FormController** {

**@InitBinder**

**protected** **void** initBinder(WebDataBinder binder) {

binder.addCustomFormatter(**new** DateFormatter("yyyy-MM-dd"));

}

*// ...*

}

### 1.4.6. Controller Advice

Typically @ExceptionHandler, @InitBinder, and @ModelAttribute methods apply within the @Controller class (or class hierarchy) they are declared in. If you want such methods to apply more globally, across controllers, you can declare them in a class marked with @ControllerAdvice or @RestControllerAdvice.

通常，@ExceptionHandler, @InitBinder, 和@ModelAttribute方法都适用于声明@Controller类（或类层次结构）中。如果希望跨控制器全局使用这样的方法，你可以在标有@ControllerAdvice 或 @RestControllerAdvice的类上声明它们

@ControllerAdvice is marked with @Component which means such classes can be registered as Spring beans via component scanning. @RestControllerAdvice is also a meta-annotation marked with both @ControllerAdvice and @ResponseBody which essentially means @ExceptionHandler methods are rendered to the response body via message conversion (vs view resolution/template rendering).

@ControllerAdvice标记为@Component，这意味着这些类可以通过组件扫描注册为Spring bean，

@RestControllerAdvice也是一个用@ControllerAdvice 和@ResponseBody标记的元注解， 它本质上意味着@ExceptionHandler方法通过消息转换器（vs视图解析和模板渲染）呈现给响应体

On startup, the infrastructure classes for @RequestMapping and @ExceptionHandler methods detect Spring beans of type @ControllerAdvice, and then apply their methods at runtime. Global @ExceptionHandler methods (from an @ControllerAdvice) are applied after local ones (from the @Controller). By contrast global @ModelAttribute and @InitBinder methods are applied before local ones.

启动时， @RequestMapping和@ExceptionHandler方法的基础结构类检测类型为 @ControllerAdvice的Spring bean，然后再运行时应用它们的方法，全局的@ExceptionHandler方法（来自@ControllerAdvice）应用于本地方法（来自@Controller）之后，相比之下，全局的 @ModelAttribute 和@InitBinder放在应用在本地方法之前

By default @ControllerAdvice methods apply to every request, i.e. all controllers, but you can narrow that down to a subset of controllers via attributes on the annotation:

默认情况下，@ControllerAdvice方法应用于每个请求（例如所有的控制器），但是可以通过注解上的属性缩小到控制器的一个子集

*// Target all Controllers annotated with @RestController*

@ControllerAdvice(annotations = RestController.class)

**public** **class** **ExampleAdvice1** {}

*// Target all Controllers within specific packages*

@ControllerAdvice("org.example.controllers")

**public** **class** **ExampleAdvice2** {}

*// Target all Controllers assignable to specific classes*

@ControllerAdvice(assignableTypes = {ControllerInterface.class, AbstractController.class})

**public** **class** **ExampleAdvice3** {}

Keep in mind the above selectors are evaluated at runtime and may negatively impact performance if used extensively.

请注意，上述选择器在运行时进行评估，如果广泛使用，可能对性能有负面影响

## 1.5. URI Links

Spring MVC provides a mechanism for building and encoding a URI using UriComponentsBuilder and UriComponents.

Spring MVC提供了使用UriComponentsBuilder 和UriComponents构造和编码URI的一个机制

For example you can expand and encode a URI template string:

举个例子，你可以expand 和encode 一个URI模板字符串

UriComponents uriComponents = UriComponentsBuilder.fromUriString(

"http://example.com/hotels/{hotel}/bookings/{booking}").build();

URI uri = uriComponents.expand("42", "21").encode().toUri();

Note that UriComponents is immutable and the expand() and encode() operations return new instances if necessary.

You can also expand and encode using individual URI components:

请注意，UriComponents 是不可变的，如果需要，expand() 和encode()操作返回新的实例

你还可以使用单独的URI组件进行expand 和encode

UriComponents uriComponents = UriComponentsBuilder.newInstance()

.scheme("http").host("example.com").path("/hotels/{hotel}/bookings/{booking}").build()

.expand("42", "21")

.encode();

In a Servlet environment the ServletUriComponentsBuilder subclass provides static factory methods to copy available URL information from a Servlet requests:

在Servlet环境中，ServletUriComponentsBuilder 子类提供了静态工厂方法用来从一个Servlet请求复制可用的URL信息

HttpServletRequest request = ...

*// Re-use host, scheme, port, path and query string*

*// Replace the "accountId" query param*

ServletUriComponentsBuilder ucb = ServletUriComponentsBuilder.fromRequest(request)

.replaceQueryParam("accountId", "{id}").build()

.expand("123")

.encode();

Alternatively, you may choose to copy a subset of the available information up to and including the context path:

或者，你可以选择将可用信息的子集复制并包含在上下文路径中

*// Re-use host, port and context path*

*// Append "/accounts" to the path*

ServletUriComponentsBuilder ucb = ServletUriComponentsBuilder.fromContextPath(request)

.path("/accounts").build()

Or in cases where the DispatcherServlet is mapped by name (e.g. /main/\*), you can also have the literal part of the servlet mapping included:

或者在DispatcherServlet 通过名称（例如/ main / \*）映射的情况下，你也可以包含Servlet映射的文字部分

*// Re-use host, port, context path*

*// Append the literal part of the servlet mapping to the path*

*// Append "/accounts" to the path*

ServletUriComponentsBuilder ucb = ServletUriComponentsBuilder.fromServletMapping(request)

.path("/accounts").build()

### 1.5.1. Links to Controllers

Spring MVC also provides a mechanism for building links to controller methods. For example, given:

SpringMVC也提供了构建控制器方法链接的一种机制，举个例子，给出：

@Controller@RequestMapping("/hotels/{hotel}")

**public** **class** **BookingController** {

@GetMapping("/bookings/{booking}")

**public** String getBooking(@PathVariable Long booking) {

*// ...*

}

}

You can prepare a link by referring to the method by name:

你可以通过名称引用方法来准备链接

UriComponents uriComponents = MvcUriComponentsBuilder

.fromMethodName(BookingController.class, "getBooking", 21).buildAndExpand(42);

URI uri = uriComponents.encode().toUri();

In the above example we provided actual method argument values, in this case the long value 21, to be used as a path variable and inserted into the URL. Furthermore, we provided the value 42 in order to fill in any remaining URI variables such as the "hotel" variable inherited from the type-level request mapping. If the method had more arguments you can supply null for arguments not needed for the URL. In general only @PathVariable and @RequestParam arguments are relevant for constructing the URL.

在上述的例子中，我们提供了实际方法参数的值，在这种情况下，long值21被用作路径变量插入到URL，此外，我们还提供值42，以填充任意剩余的URI变量，例如继承自类型级别请求映射的“hotel”变量，如果方法有更多的参数，可以给URL不需要的参数提供null值，通常，仅仅 @PathVariable 和@RequestParam参数和构建URL有关联

There are additional ways to use MvcUriComponentsBuilder. For example you can use a technique akin to mock testing through proxies to avoid referring to the controller method by name (the example assumes static import of MvcUriComponentsBuilder.on):

还有其他的方法可以使用MvcUriComponentsBuilder，举个例子，你可以使用类似于通过代理模拟测试的技术，以避免按名称引用控制器（这个示例假定静态导入MvcUriComponentsBuilder）

UriComponents uriComponents = MvcUriComponentsBuilder

.fromMethodCall(on(BookingController.class).getBooking(21)).buildAndExpand(42);

URI uri = uriComponents.encode().toUri();

The above examples use static methods in MvcUriComponentsBuilder. Internally they rely on ServletUriComponentsBuilder to prepare a base URL from the scheme, host, port, context path and servlet path of the current request. This works well in most cases, however sometimes it may be insufficient. For example you may be outside the context of a request (e.g. a batch process that prepares links) or perhaps you need to insert a path prefix (e.g. a locale prefix that was removed from the request path and needs to be re-inserted into links).

上述示例在MvcUriComponentsBuilder中使用静态方法，在内部，它们依靠ServletUriComponentsBuilder 来从当前请求的scheme、主机、端口、上下文路径和Servlet路径中准备一个基本的URL，这在大部分情况下运作良好，但是有时可能不足，举个例子，你也许在请求的上下文之外（例如准备链接的批量处理过程），或者你要插入一个路径前缀（例如一个从请求路径中移除并需要重新插入到链接中的区域前缀 ）

For such cases you can use the static "fromXxx" overloaded methods that accept a UriComponentsBuilder to use base URL. Or you can create an instance of MvcUriComponentsBuilder with a base URL and then use the instance-based "withXxx" methods. For example:

在这种情况下，你可以使用接受一个UriComponentsBuilder 的静态“fromXxx”重载方法来使用基本的URL，或者你可以创建一个带有基本URL的MvcUriComponentsBuilder 实例，然后使用基于实例的"withXxx" 方法，例如：

UriComponentsBuilder base = ServletUriComponentsBuilder.fromCurrentContextPath().path("/en");

MvcUriComponentsBuilder builder = MvcUriComponentsBuilder.relativeTo(base);

builder.withMethodCall(on(BookingController.class).getBooking(21)).buildAndExpand(42);

URI uri = uriComponents.encode().toUri();

### 1.5.2. Links in views

You can also build links to annotated controllers from views such as JSP, Thymeleaf, FreeMarker. This can be done using the fromMappingName method in MvcUriComponentsBuilder which refers to mappings by name.

你也可以从JSP,Thymeleaf,FreeMarker视图中建立到注解控制器的链接。这可以使用MvcUriComponentsBuilder 中的fromMappingName 方法来完成，它引用了名称的映射

Every @RequestMapping is assigned a default name based on the capital letters of the class and the full method name. For example, the method getFoo in class FooController is assigned the name "FC#getFoo". This strategy can be replaced or customized by creating an instance of HandlerMethodMappingNamingStrategy and plugging it into your RequestMappingHandlerMapping. The default strategy implementation also looks at the name attribute on @RequestMapping and uses that if present. That means if the default mapping name assigned conflicts with another (e.g. overloaded methods) you can assign a name explicitly on the @RequestMapping.

每个@RequestMapping被分配了一个基于类的大写字母和完整方法名的默认名称，例如，在类FooController的方法getFoo被分配名称“FC#getFoo”，这个策略可以通过创建一个HandlerMethodMappingNamingStrategy 的实例并插入到RequestMappingHandlerMapping来呗替换或定制。默认的策略实现也查看@RequestMapping上的名称属性并使用它（如果存在）。这意味着如果分配的默认路径名称和另一个冲突（例如重载的方法），你可以在@RequestMapping显式的指派一个名称

The Spring JSP tag library provides a function called mvcUrl that can be used to prepare links to controller methods based on this mechanism.

Spring JSP标签库提供了一个叫mvcUrl的方法，它可用于基于此机制准备控制器方法的链接

For example given:

例如，给定：

@RequestMapping("/people/{id}/addresses")

**public** **class** **PersonAddressController** {

@RequestMapping("/{country}")

**public** HttpEntity getAddress(@PathVariable String country) { ... }

}

You can prepare a link from a JSP as follows:

你可以从JSP准备一个链接，如下所示：

<%@ taglib uri="http://www.springframework.org/tags" prefix="s" %>

...

<a href="${s:mvcUrl('PAC#getAddress').arg(0,'US').buildAndExpand('123')}">Get Address</a>

## 1.6. Exception Handling

### 1.6.1. Overview

Spring HandlerExceptionResolver implementations deal with unexpected exceptions that occur during controller execution. A HandlerExceptionResolver somewhat resembles the exception mappings you can define in the web application descriptor web.xml. However, they provide a more flexible way to do so. For example they provide information about which handler was executing when the exception was thrown. Furthermore, a programmatic way of handling exceptions gives you more options for responding appropriately before the request is forwarded to another URL (the same end result as when you use the Servlet specific exception mappings).

Spring HandlerExceptionResolver 实现类处理在控制器执行期间发生的意外异常，HandlerExceptionResolver 有点类似于你可以在web应用描述web.xml中定义的异常映射，但是，它们提供了一个更加灵活的方式来做这些，例如，它们提供有关当异常抛出时正在执行哪个处理器的信息，另外，处理异常的编程方式给你更多的选择，以便在请求转发到另一个URL（与使用Servlet指定的异常映射有相同的最终结果）之前进行适当的相应

Besides implementing the HandlerExceptionResolver interface, which is only a matter of implementing the resolveException(Exception, Handler) method and returning a ModelAndView, you may also use the provided SimpleMappingExceptionResolver or create @ExceptionHandler methods. The SimpleMappingExceptionResolver enables you to take the class name of any exception that might be thrown and map it to a view name. This is functionally equivalent to the exception mapping feature from the Servlet API, but it is also possible to implement more finely grained mappings of exceptions from different handlers. The @ExceptionHandler annotation on the other hand can be used on methods that should be invoked to handle an exception. Such methods may be defined locally within an @Controller or may apply to many @Controller classes when defined within an @ControllerAdvice class. The following sections explain this in more detail.

除了实现HandlerExceptionResolver 接口，它仅仅是一种实现resolveException（Exception, Handler）方法并返回ModelAndView，你也可以使用提供的SimpleMappingExceptionResolver 或创建@ExceptionHandler方法，

SimpleMappingExceptionResolver 使您可以将可能引发的任何异常的类名称映射到视图名称，这在功能上等同于Servlet API的异常映射特性，但是也可以实现来自不同处理程序的更精细的异常映射。另一方面，@ExceptionHandler注解能够用于调用处理异常的方法，这些方法可以在@Controller中本地定义，或当定义在@ControllerAdvice类时应用到许多@Controlle类，下面的部分将对此进行更详细的解释

### 1.6.2. @ExceptionHandler

The HandlerExceptionResolver interface and the SimpleMappingExceptionResolver implementations allow you to map Exceptions to specific views declaratively along with some optional Java logic before forwarding to those views. However, in some cases, especially when relying on @ResponseBody methods rather than on view resolution, it may be more convenient to directly set the status of the response and optionally write error content to the body of the response.

HandlerExceptionResolver 接口和SimpleMappingExceptionResolver 实现允许你在转发这些视图之前，将异常连同一些可选择的java逻辑声明性地映射到特定的视图，但是，在某些情况下，特别是当依靠@ResponseBody方法而不是视图解析器时，直接的设置响应的状态并选择性的写错误内容到响应体是更加方便的

You can do that with @ExceptionHandler methods. When declared within a controller such methods apply to exceptions raised by @RequestMapping methods of that controller (or any of its subclasses). You can also declare an @ExceptionHandler method within an @ControllerAdvice class in which case it handles exceptions from @RequestMapping methods from many controllers. Below is an example of a controller-local @ExceptionHandler method:

你可以用 @ExceptionHandler 方法做到这一点，当在一个控制器中声明时，这些方法适用于该控制器（或任何它的子类）的@RequestMapping方法引起的异常，你也可以在@ControllerAdvice中声明@ExceptionHandler方法，这种情况下，它处理来自多个控制器的@RequestMapping 方法的异常，下面是一个本地控制器@ExceptionHandler 方法的例子

@Controller

**public** **class** **SimpleController** {

*// @RequestMapping methods omitted ...*

@ExceptionHandler(IOException.class)

**public** ResponseEntity<String> handleIOException(IOException ex) {

*// prepare responseEntity*

**return** responseEntity;

}

}

The @ExceptionHandler value can be set to an array of Exception types. If an exception is thrown that matches one of the types in the list, then the method annotated with the matching @ExceptionHandler will be invoked. If the annotation value is not set then the exception types listed as method arguments are used.

@ExceptionHandler值能被设置成异常类型的数组，如果抛出一个异常与列表类型中某个类型相匹配，那么，将调用和@ExceptionHandler匹配的注解方法，如果注解值没有设置，那么，将使用列为方法参数的异常类型

Much like standard controller methods annotated with a @RequestMapping annotation, the method arguments and return values of @ExceptionHandler methods can be flexible. For example, the HttpServletRequest can be accessed in Servlet environments. The return type can be a String, which is interpreted as a view name, a ModelAndView object, a ResponseEntity, or you can also add the @ResponseBody to have the method return value converted with message converters and written to the response stream.

就像使用@RequestMapping注解的标准控制器方法注解，@ExceptionHandler方法的方法参数和返回值可能是灵活的，举个例子可以再Servlet环境中访问HttpServletRequest ，返回类型可能是一个字符，它被解释为一个视图名称，一个ModelAndView对象，一个ResponseEntity，或者，你也可以添加@ResponseBody，以使方法返回值转换为消息转换器并写入到响应流

### 1.6.3. Framework exceptions

Spring MVC may raise a number of exceptions while processing a request. The SimpleMappingExceptionResolver can easily map any exception to a default error view as needed. However, when working with clients that interpret responses in an automated way you will want to set specific status code on the response. Depending on the exception raised the status code may indicate a client error (4xx) or a server error (5xx).

在处理请求时，SpringMVC可能会引发一些的异常，SimpleMappingExceptionResolver 可以根据需要容易的将任何异常映射到它们默认异常视图，但是，在与自动解释响应的客户端合作时，你需要在响应中设置特定的状态码，根据引发的异常，状态码可以表示客户端错误（4xx）或服务器错误（5xx）

The DefaultHandlerExceptionResolver translates Spring MVC exceptions to specific error status codes. It is registered by default with the MVC namespace, the MVC Java config, and also by the DispatcherServlet (i.e. when not using the MVC namespace or Java config). Listed below are some of the exceptions handled by this resolver and the corresponding status codes:

DefaultHandlerExceptionResolver 将Spring MVC异常转换为特定的错误状态码，默认情况下，MVC命名空间，MVC java配置以及DispatcherServlet （即不使用MVC命名空间或Java配置时）都被注册，下面列出的是这个解析器处理的一些异常和对应的状态码

| Exception | HTTP Status Code |
| --- | --- |
| BindException | 400 (Bad Request) |
| ConversionNotSupportedException | 500 (Internal Server Error) |
| HttpMediaTypeNotAcceptableException | 406 (Not Acceptable) |
| HttpMediaTypeNotSupportedException | 415 (Unsupported Media Type) |
| HttpMessageNotReadableException | 400 (Bad Request) |
| HttpMessageNotWritableException | 500 (Internal Server Error) |
| HttpRequestMethodNotSupportedException | 405 (Method Not Allowed) |
| MethodArgumentNotValidException | 400 (Bad Request) |
| MissingPathVariableException | 500 (Internal Server Error) |
| MissingServletRequestParameterException | 400 (Bad Request) |
| MissingServletRequestPartException | 400 (Bad Request) |
| NoHandlerFoundException | 404 (Not Found) |
| NoSuchRequestHandlingMethodException | 404 (Not Found) |
| TypeMismatchException | 400 (Bad Request) |

The DefaultHandlerExceptionResolver works transparently by setting the status of the response. However, it stops short of writing any error content to the body of the response while your application may need to add developer-friendly content to every error response for example when providing a REST API. You can prepare a ModelAndView and render error content through view resolution — i.e. by configuring a ContentNegotiatingViewResolver, MappingJackson2JsonView, and so on. However, you may prefer to use @ExceptionHandler methods instead.

DefaultHandlerExceptionResolver 通过设置状态响应码来透明的工作，但是，当你的应用需要添加开发友好的内容到每个错误响应时（例如，当提供一个REST API是），它不在将任何错误内容写入到响应体，你可以准备一个ModelAndView 并通过视图解析器来渲染错误内容——即通过配置ContentNegotiatingViewResolver，MappingJackson2JsonView等，然而，你可能更喜欢使用@ExceptionHandler方法代替

If you prefer to write error content via @ExceptionHandler methods you can extend ResponseEntityExceptionHandler instead. This is a convenient base for @ControllerAdvice classes providing an @ExceptionHandler method to handle standard Spring MVC exceptions and return ResponseEntity. That allows you to customize the response and write error content with message converters.

如果你更喜欢通过@ExceptionHandler方法编写错误内容，则可以扩展ResponseEntityExceptionHandler 代替。这是@ControllerAdvice类的便利基础，它提供一个@ExceptionHandler 方法来处理标准Spring MVC异常并返回ResponseEntity。它允许你自定义响应并使用消息转换器编写错误内容

### 1.6.4. REST API exceptions

An @RestController may use @ExceptionHandler methods that return a ResponseEntity to provide both a response status and error details in the body of the response. Such methods may also be added to @ControllerAdvice classes for exception handling across a subset or all controllers.

@RestController 可以使用@ExceptionHandler方法返回一个ResponseEntity ，在响应体中提供响应状态码和错误细节，这个方法也可以添加到@ControllerAdvice类中，以处理子集或者所有控制器的异常处理

A common requirement is to include error details in the body of the response. Spring does not automatically do this (although Spring Boot does) because the representation of error details in the response body is application specific.

一个常见的需求是在响应体中包含错误信息，Spring没有自动执行此操作（虽然Spring boot会这样做），因为响应体中的错误细节的表现心事是特定于应用程序的

Applications that wish to implement a global exception handling strategy with error details in the response body should consider extending the abstract base class ResponseEntityExceptionHandler which provides handling for the exceptions that Spring MVC raises and provides hooks to customize the response body as well as to handle other exceptions. Simply declare the extension class as a Spring bean and annotate it with @ControllerAdvice.

希望在响应体中实现全局异常处理策略的应用程序应该考虑扩展抽象基类ResponseEntityExceptionHandler ，它提供对Spring MVC引发的异常的处理，并提供钩子来自定义响应主体以及处理其他异常。只需要将扩展类声明为Spring bean，并使用@ControllerAdvice对其注解

### 1.6.5. Annotated Exception

A business exception can be annotated with @ResponseStatus. When the exception is raised, the ResponseStatusExceptionResolver handles it by setting the status of the response accordingly. By default the DispatcherServlet registers the ResponseStatusExceptionResolver and it is available for use.

业务异常可以用@ResponseStatus进行注解，当引发异常时，ResponseStatusExceptionResolver 通过设置相应地响应状态来处理它。默认情况下，DispatcherServlet 注册ResponseStatusExceptionResolver 并可供使用

### 1.6.6. Container error page

When the status of the response is set to an error status code and the body of the response is empty, Servlet containers commonly render an HTML formatted error page. To customize the default error page of the container, you can declare an <error-page> element in web.xml. Up until Servlet 3, that element had to be mapped to a specific status code or exception type. Starting with Servlet 3 an error page does not need to be mapped, which effectively means the specified location customizes the default Servlet container error page.

当响应状态被设置为错误状态码且响应体为空时，Servlet 容器通常呈现一个HTML格式的错误页面。要自定义容器的默认错误页面，可以在web.xml中声明一个<error-page>元素，直到Servlet 3，该元素必须映射到特定的状态码或异常类型，从Servlet 3开始，不需要映射错误页面，这实际上意味着指定的位置定制了默认的Servlet容器错误页面

<error-page>

<location>/error</location></error-page>

Note that the actual location for the error page can be a JSP page or some other URL within the container including one handled through an @Controller method:

请注意，错误页面实际的位置可能是一个JSP页面或容器中的其他URL，包括通过@Controller 方法处理的URL

When writing error information, the status code and the error message set on the HttpServletResponse can be accessed through request attributes in a controller:

当写错误信息时，可以通过控制器中请求属性访问HttpServletResponse 上设置的状态码和错误消息

@Controller

**public** **class** **ErrorController** {

@RequestMapping(path = "/error", produces = MediaType.APPLICATION\_JSON\_UTF8\_VALUE)

@ResponseBody

**public** Map<String, Object> handle(HttpServletRequest request) {

Map<String, Object> map = **new** HashMap<String, Object>();

map.put("status", request.getAttribute("javax.servlet.error.status\_code"));

map.put("reason", request.getAttribute("javax.servlet.error.message"));

**return** map;

}

}

or in a JSP:

或在JSP中

<%@ page contentType="application/json" pageEncoding="UTF-8"%>

{

status:<%=request.getAttribute("javax.servlet.error.status\_code") %>,

reason:<%=request.getAttribute("javax.servlet.error.message") %>

}

## 1.7. Async Requests

Spring MVC has an extensive integration with the Servlet 3.0 asynchronous request processing. DeferredResult and Callableprovide basic support for producing return values asynchronously. Controllers can produce response streams including SSE and raw data. Controllers can use reactive clients and return reactive return types to Spring MVC for response handling.

Spring MVC和Servlet 3.0 异步请求处理进行了广泛的集成，DeferredResult 和Callableprovide为异步生成返回值提供了基本支持。控制器能够生成包含SSE和raw data的响应流。控制器可以用响应式的客户端，并将响应式返回类型返回给Spring MVC以进行响应处理。

### 1.7.1. DeferredResult

Once the asynchronous request processing feature is enabled in the Servlet container, controller methods can wrap any supported controller method return value with DeferredResult:

一旦在Servlet容器中启用异步请求处理功能，控制器方法就能使用DeferredResult包装任何受支持的控制器方法返回值

@GetMapping("/quotes")

@ResponseBody

**public** DeferredResult<String> quotes() {

DeferredResult<String> deferredResult = **new** DeferredResult<String>();

*// Save the deferredResult somewhere..*

**return** deferredResult;

}

*// From some other thread...*

deferredResult.setResult(data);

The controller can produce the return value asynchronously, from a different thread, for example in response to an external event (JMS message), a scheduled task, or other.

控制器可以从不同的线程异步地生成返回值，例如，响应外部事件（JMS消息），定时调度任务或其他

### 1.7.2. Callable

A controller may also wrap any supported return value with java.util.concurrent.Callable:

控制器也能够用java.util.concurrent.Callable包装任何受支持的返回类型

@PostMapping

**public** Callable<String> processUpload(**final** MultipartFile file) {

**return** **new** Callable<String>() {

**public** String call() **throws** Exception {

*// ...*

**return** "someView";

}

};

}

The return value will then be obtained by executing the the given task through the configured TaskExecutor.

然后通过配置的TaskExecutor执行给定的任务来获取返回值

### 1.7.3. Processing

Here is a very concise overview of Servlet asynchronous request processing:

下面是Servlet异步请求处理的简要概述

A ServletRequest can be put in asynchronous mode by calling request.startAsync(). The main effect of doing so is that the Servlet, as well as any Filters, can exit but the response will remain open to allow processing to complete later.

ServletRequest 可以通过调用request.startAsync()置于异步模式。这样做的主要效果是，Servlet以及任何过滤器能够退出，但是响应仍旧保持打开状态，以便稍后完成处理

The call to request.startAsync() returns AsyncContext which can be used for further control over async processing. For example it provides the method dispatch, that is similar to a forward from the Servlet API except it allows an application to resume request processing on a Servlet container thread.

 request.startAsync()调用的返回值AsyncContext ，可用于进一步控制异步处理。例如，它提供了方法dispatch，它类似于Servlet API的转发，除了它允许应用在一个Servlet容器线程上程序恢复请求处理

The ServletRequest provides access to the current DispatcherType that can be used to distinguish between processing the initial request, an async dispatch, a forward, and other dispatcher types.

ServletRequest 提供了对当前DispatcherType 类型的访问，可用于区分处理初始请求，异步调度，转发和其他调度类型

#### DeferredResult processing:

Controller returns a DeferredResult and saves it in some in-memory queue or list where it can be accessed.

控制器返回一个DeferredResult 并保存到它能够访问的内存队列或列表中

Spring MVC calls request.startAsync().

Spring MVC 调用request.startAsync()

Meanwhile the DispatcherServlet and all configured Filter’s exit the request processing thread but the response remains open.

与此同时，DispatcherServlet 和所有配置的过滤器退出请求流程线程，但是响应仍旧保持打开

The application sets the DeferredResult from some thread and Spring MVC dispatches the request back to the Servlet container.

应用程序从某个线程设置DeferredResult ， Spring MVC将请求分配回Servlet 容器

The DispatcherServlet is invoked again and processing resumes with the asynchronously produced return value.

DispatcherServlet 再次被调用，并使用异步生成的返回值继续处理

#### Callable processing:

Controller returns a Callable.

控制器返回一个Callable

Spring MVC calls request.startAsync() and submits the Callable to a TaskExecutor for processing in a separate thread.

Spring MVC调用 request.startAsync() 并将Callable 提交到TaskExecutor ，以便在单独的线程中进行处理

Meanwhile the DispatcherServlet and all Filter’s exit the Servlet container thread but the response remains open.

与此同时，DispatcherServlet 和所有的过滤器退出Servlet容器线程，但响应保存打开

Eventually the Callable produces a result and Spring MVC dispatches the request back to the Servlet container to complete processing.

最终，Callable 生成一个结果，SpringMVC将请求分配回Servlet容器，以完成处理

The DispatcherServlet is invoked again and processing resumes with the asynchronously produced return value from the Callable.

DispatcherServlet 被再次调用，并使用从Callable异步生成的返回结果继续处理

### 1.7.4. Exception handling

When using a DeferredResult you can choose whether to call setResult or setErrorResult with an exception. In both cases Spring MVC dispatches the request back to the Servlet container to complete processing. It is then treated either as if the controller method returned the given value, or as if it produced the given exception. The exception then goes through the regular exception handling mechanism, e.g. invoking @ExceptionHandler methods.

在使用DeferredResult 时，你可以选择是否使用异常调用setResult或setErrorResult，在这两种情况下，Spring MVC会将请求发送回Servlet容器来完成处理，然后它将被视为控制器方法返回的给定值，或看做它产生的给定异常，接着，异常通过常规的异常处理机制，例如调用 @ExceptionHandler方法

When using Callable, similar processing logic follows. The main difference being that the result is returned from the Callable or an exception is raised by it.

当使用Callable是，类似的处理逻辑如下。主要的不同是在于返回结果是来自Callable 还是由它引发的异常

### 1.7.5. Interception

HandlerInterceptor's can also be AsyncHandlerInterceptor in order to receive the afterConcurrentHandlingStarted callback on the initial request that starts asynchronous processing instead of postHandle and afterCompletion.

HandlerInterceptor也可以是AsyncHandlerInterceptor ，为了在初始化请求上接收afterConcurrentHandlingStarted 回调，该回调开启异步处理而不是postHandle或afterCompletion

HandlerInterceptor's can also register a CallableProcessingInterceptor or a DeferredResultProcessingInterceptor in order to integrate more deeply with the lifecycle of an asynchronous request for example to handle a timeout event.

HandlerInterceptor也可以注册CallableProcessingInterceptor 或DeferredResultProcessingInterceptor ，以便更深入的集成异步请求的生命周期，例如，处理超时事件

DeferredResult provides onTimeout(Runnable) and onCompletion(Runnable) callbacks. Callable can be substituted for WebAsyncTask that exposes additional methods for timeout and completion callbacks.

DeferredResult 提供了onTimeout(Runnable) 和onCompletion(Runnable)，WebAsyncTask 可以取代Callable ，它公开了用于超时和完成回调的额外方法

### 1.7.6. Streaming response

What if you wanted to push multiple events on a single HTTP response? The ResponseBodyEmitter return value can be used to stream multiple Objects, where each Object sent is serialized with an HttpMessageConverter and written to the response. For example:

如果你想在单个HTTP响应上推送多个事件，该怎么办？ResponseBodyEmitter 返回值能够用于一连串的多个对象，其中每个对象的发送都用HttpMessageConverter 序列号并写入到响应。例如

@GetMapping("/events")

**public** ResponseBodyEmitter handle() {

ResponseBodyEmitter emitter = **new** ResponseBodyEmitter();

*// Save the emitter somewhere..*

**return** emitter;

}

*// In some other thread*

emitter.send("Hello once");

*// and again later on*

emitter.send("Hello again");

*// and done at some point*

emitter.complete();

ResponseBodyEmitter can also be used as the body in a ResponseEntity allowing you to customize the status and headers of the response.

ResponseBodyEmitter 也能被用作ResponseBodyEmitter 中主体，它允许你自定义响应的状态和头

### 1.7.7. Server-Sent Events

SseEmitter is a sub-class of ResponseBodyEmitter that provides support for Server-Sent Events where events sent from the server are formatted according to the W3C SSE specification. In order to produce an SSE stream from a controller simply return SseEmitter:

SseEmitter 是ResponseBodyEmitter 的一个子类，它为Server-Sent事件提供支持，其中从服务器发送的事件根据 W3C SSE 规范进行格式化，为了从控制器生成SSE流，只需返回SseEmitter

@GetMapping(path="/events", produces=MediaType.TEXT\_EVENT\_STREAM\_VALUE)

**public** SseEmitter handle() {

SseEmitter emitter = **new** SseEmitter();

*// Save the emitter somewhere..*

**return** emitter;

}

*// In some other thread*

emitter.send("Hello once");

*// and again later on*

emitter.send("Hello again");

*// and done at some point*

emitter.complete();

While SSE is the main option for streaming into browsers, note that Internet Explorer does not support Server-Sent Events. Consider using Spring’s WebSocket messaging with SockJS fallback transports (including SSE) that target a wide range of browsers.

虽然SSE值流入浏览器的主要选择，请注意，IE浏览器不支持Server-Sent事件，建议使用Spring的WebSocket 消息和SockJS 回滚传输（包括SSE），它针对广泛的浏览器

### 1.7.8. Streaming raw data

Sometimes it is useful to bypass message conversion and stream directly to the response OutputStream for example for a file download. Use the of the StreamingResponseBody return value type to do that:

有时，绕过消息转换并直接流到响应的OutputStream（例如文件下载）是有用的，用StreamingResponseBody 返回值类型执行此操作

@GetMapping("/download")

**public** StreamingResponseBody handle() {

**return** **new** StreamingResponseBody() {

@Override

**public** **void** writeTo(OutputStream outputStream) **throws** IOException {

*// write...*

}

};

}

StreamingResponseBody can be used as the body in a ResponseEntity allowing you to customize the status and headers of the response.

StreamingResponseBody 可以用作ResponseEntity 的主体，允许你自定义响应的状态和头

### 1.7.9. Reactive return values

Spring MVC supports use of reactive client libraries in a controller. This includes the WebClient from spring-webflux and others such as Spring Data reactive data repositories. In such scenarios it is convenient to be able to return reactive types from the controller method .

Spring MVC支持在控制器中使用响应式客户端库，这包括 spring-webflux中的WebClient 和诸如Spring Data响应式数据存储等其他WebClient

Reactive return values are handled as follows:

响应式返回值的处理如下：

* A single-value promise is adapted to and similar to using DeferredResult. Examples include Mono (Reactor) or Single (RxJava).

单值承诺适用于并类似于使用DeferredResult。例如包括Mono (Reactor) 或Single (RxJava).

* A multi-value stream, with a streaming media type such as "application/stream+json" or "text/event-stream", is adapted to and similar to using ResponseBodyEmitter or SseEmitter. Examples include Flux (Reactor) or Observable (RxJava). Applications can also return Flux<ServerSentEvent> or Observable<ServerSentEvent>.

具有流媒体类型（例如"application/stream+json" 或 "text/event-stream"）的多值流，适用于并类似于使用ResponseBodyEmitter 或SseEmitter，例如包括Flux (Reactor) 或Observable (RxJava)。应用程序也可以返回Flux<ServerSentEvent> 或Observable<ServerSentEvent>.

* A multi-value stream, with any other media type (e.g. "application/json"), is adapted to and similar to using DeferredResult<List<?>>.

具有任何其他媒体类型（例如"application/json"）的多值流，适用于并类似于使用 DeferredResult<List<?>>

Spring MVC supports Reactor and RxJava through the ReactiveAdapterRegistry from spring-core which allows it to adapt from multiple reactive libraries.

Spring MVC通过 spring-core中的ReactiveAdapterRegistry 来支持Reactor 和RxJava，使他能够适应多个响应式库

When streaming to the response with a reactive type, Spring MVC performs (blocking) writes to the response through the through the configured MVC TaskExecutor. By default this is a SyncTaskExecutor and not suitable for production. SPR-16203 will provide better defaults. In the mean time please configure the executor through the MVC config.

当流式传输到具有响应式类型的响应时，SpringMVC通过通过配置的MVCTaskExecutor来执行（阻塞）写入到响应。默认情况下，这是一个SyncTaskExecutor ，不适合生产。SPR-16203 提供更好的默认值。同时请通过MVC配置来配置executor

### 1.7.10. Configuration

For asynchronous requests there are minor requirements at the Servlet container level and more controls in Spring MVC configuration.

对于异步请求，在Servlet容器级别有更小的要求，在SpringMVC配置中有更多的控制

#### Servlet container config

For applications configured with a web.xml be sure to update to version 3.0:

对于使用web.xml配置的应用程序，请确保更新到3.0版

<web-app xmlns="http://java.sun.com/xml/ns/javaee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://java.sun.com/xml/ns/javaee

http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"

version="3.0">

</web-app>

Asynchronous support must be enabled on the DispatcherServlet through the <async-supported>true</async-supported> sub-element in web.xml. Additionally any Filter that participates in asyncrequest processing must be configured to support the ASYNC dispatcher type. It should be safe to enable the ASYNC dispatcher type for all filters provided with the Spring Framework since they usually extend OncePerRequestFilter and that has runtime checks for whether the filter needs to be involved in async dispatches or not.

必须在DispatcherServlet 通过web.xml中的 <async-supported>true</async-supported>子元素来启用异步支持。另外，任何参与异步请求处理的过滤器都必须配置为支持ASYNC分发类型。

为 Spring Framework 提供的所有功率去开启ASYNC 分发类型应该是安全的。因为它通常扩展OncePerRequestFilter ，并运行时检查过滤器是否需要参与到异步分派中

Below is some example web.xml configuration:

以下是web.xml配置的一些列子：

<web-app xmlns="http://java.sun.com/xml/ns/javaee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://java.sun.com/xml/ns/javaee

http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"

version="3.0">

<filter>

<filter-name>Spring OpenEntityManagerInViewFilter</filter-name>

<filter-class>org.springframework.~.OpenEntityManagerInViewFilter</filter-class>

<async-supported>true</async-supported>

</filter>

<filter-mapping>

<filter-name>Spring OpenEntityManagerInViewFilter</filter-name>

<url-pattern>/\*</url-pattern>

<dispatcher>REQUEST</dispatcher>

<dispatcher>ASYNC</dispatcher>

</filter-mapping>

</web-app>

If using Servlet 3, Java based configuration for example via WebApplicationInitializer, you’ll also need to set the "asyncSupported" flag as well as the ASYNC dispatcher type just like with web.xml. To simplify all this configuration, consider extending AbstractDispatcherServletInitializer, or better AbstractAnnotationConfigDispatcherServletInitializer which automatically set those options and make it very easy to register Filter instances.

如果使用Servlet 3，Java基本配置（例如通过WebApplicationInitializer），你还需要设置“asyncSupported”标签和ASYNC 分发类型，就像web.xml一样。为了简化所有的配置，建议扩展AbstractDispatcherServletInitializer或更好的AbstractAnnotationConfigDispatcherServletInitializer ，它可以自动设置这些选项并且可以容易的注册过滤器实例

#### Spring MVC config

The MVC Java config and the MVC namespace provide options for configuring asynchronous request processing. WebMvcConfigurer has the method configureAsyncSupport while <mvc:annotation-driven> has an <async-support> sub-element.

MVC Java配置和MVC命名空间为配置异步请求处理提供了选择。WebMvcConfigurer具有configureAsyncSupport 方法，而<mvc:annotation-driven>具有 <async-support>子元素

Those allow you to configure the default timeout value to use for async requests, which if not set depends on the underlying Servlet container (e.g. 10 seconds on Tomcat). You can also configure an AsyncTaskExecutor to use for executing Callableinstances returned from controller methods. It is highly recommended to configure this property since by default Spring MVC uses SimpleAsyncTaskExecutor. The MVC Java config and the MVC namespace also allow you to register CallableProcessingInterceptor and DeferredResultProcessingInterceptor instances.

这些允许你为异步请求配置默认超时值，如果没有设置，则依赖于底层的Servlet容器。你也可以配置AsyncTaskExecutor 用来执行从控制器方法返回的Callableinstances。强烈建议配置这个属性，因为默认情况下Spring MVC使用SimpleAsyncTaskExecutor，MVC Java配置和MVC命名空间也允许你注册CallableProcessingInterceptor 和DeferredResultProcessingInterceptor实例

If you need to override the default timeout value for a specific DeferredResult, you can do so by using the appropriate class constructor. Similarly, for a Callable, you can wrap it in a WebAsyncTask and use the appropriate class constructor to customize the timeout value. The class constructor of WebAsyncTask also allows providing an AsyncTaskExecutor.

如果你需要为特定的DeferredResult覆盖这个默认的超时值，你可以通过使用适当的类构造器来实现，相似的，对于Callable，你能包装它到WebAsyncTask 中，并使用适当的类构造器来自定义超时值。WebAsyncTask 类的构造器也允许提供一个AsyncTaskExecutor

## 1.8. CORS

### 1.8.1. Introduction

For security reasons browsers prohibit AJAX calls to resources outside the current origin. For example you could have your bank account in one tab and evil.com in another. Scripts from evil.com should not be able to make AJAX requests to your bank API with your credentials, e.g. withdrawing money from your account!

出于安全原因，浏览器禁止AJAX调用当前源之外的资源，举个例子，你可能在一个选项卡中有你的银行账号，在另一个标签中有evil.com。来自evil.com的脚本不能用你的凭证向你的你的银行API发送AJAX请求，例如，从你账号提款

Cross-Origin Resource Sharing (CORS) is a W3C specification implemented by most browsers that allows you to specify what kind of cross domain requests are authorized rather than using less secure and less powerful workarounds based on IFRAME or JSONP.

跨域资源共享是由大部分浏览器实现的W3C规范，允许你指定什么类型的跨域请求被授权，而不是使用基于IFRAME或JSONP的不太安全和功能较差的解决方案

### 1.8.2. Processing

The CORS specification distinguishes between preflight, simple, and actual requests.

CORS规范区分预检、简单的和实际的请求

Spring MVC HandlerMapping's provide built-in support for CORS. After successfully mapping a request to a handler, HandlerMapping's check the CORS configuration for the given request and handler and take further actions. Preflight requests are handled directly while simple and actual CORS requests are intercepted, validated, and have required CORS response headers set.

Spring MVC HandlerMapping提供了对CORS的内置支持，成功的映射请求到处理器后，HandlerMapping 检查给定请求和处理器的CORS配置，并且进行进一步的操作，预检请求被直接的处理，而简单的实际的CORS请求被拦截、验证并需要设置CORS响应头

In order to enable cross-origin requests (i.e. the Origin header is present and differs from the host of the request) you need to have some explicitly declared CORS configuration. If no matching CORS configuration is found, preflight requests are rejected. No CORS headers are added to the responses of simple and actual CORS requests and consequently browsers reject them.

为了实现跨越请求（即Origin头是存在的，并且与请求的主机不同），你需要显式的声明CORS配置，如果没有发现匹配的CORS，则拒绝预检请求，没有CORS头被添加到简单的和实际的CORS请求的响应，因此浏览器拒绝它们

Each HandlerMapping can be configured individually with URL pattern based CorsConfiguration mappings. In most cases applications will use the MVC Java config or the XML namespace to declare such mappings, which results in a single, global map passed to all HadlerMappping's.

每个HandlerMapping 可以使用基于URL模式的CorsConfiguration 映射单独配置。大部分情况下，应用程序用MVC Java配置或XML命名空间声明这样的映射，这将导致一个单一的全局映射传递给所有的HadlerMappping

Global CORS configuration at the HandlerMapping level can be combined with more fine-grained, handler-level CORS configuration. For example annotated controllers can use class or method-level @CrossOrigin annotations (other handlers can implement CorsConfigurationSource).

在HandlerMapping 级别的全局的CORS配置能和更细粒度、处理器级别的CORS配置相联合。举个例子，注解控制器能用类或方法级别的@CrossOrigin注解（其他处理器可以实现CorsConfigurationSource）

The rules for combining global and local configuration are generally additive — e.g. all global and all local origins. For those attributes where only a single value can be accepted such as allowCredentials and maxAge, the local overrides the global value.

组合全局和本地配置的规则通常是累加的--例如所有全局的和所有本地的origins。对于那些只接收单个值的属性，例如allowCredentials 和maxAge，本地覆盖全局的值

### 1.8.3. @CrossOrigin

The @CrossOrigin annotation enables cross-origin requests on annotated controller methods:

@CrossOrigin注解在注解控制器方法上启用了跨域请求

@RestController

@RequestMapping("/account")

**public** **class** **AccountController** {

@CrossOrigin

@GetMapping("/{id}")

**public** Account retrieve(@PathVariable Long id) {

*// ...*

}

@DeleteMapping("/{id}")

**public** **void** remove(@PathVariable Long id) {

*// ...*

}

}

By default @CrossOrigin allows:

默认情况下，@CrossOrigin允许：

All origins.

所有的域

All headers.

所有的请求头

All HTTP methods to which the controller method is mapped.

控制器方法映射到的所有HTTP方法

allowedCredentials is not enabled by default since that establishes a trust level that exposes sensitive user-specific information such as cookies and CSRF tokens, and should only be used where appropriate.

allowedCredentials 默认情况下是未启用的，因为它建立了一种信任级别，暴露铭感的用户特定信息，例如cookies和CSRF tokens，只能在适当的地方使用

maxAge is set to 30 minutes

maxAge 设置为30分钟

@CrossOrigin is supported at the class level too and inherited by all methods:

@CrossOrigin在类级别也被支持，并且被所有方法继承

@CrossOrigin(origins = "http://domain2.com", maxAge = 3600)

@RestController

@RequestMapping("/account")

**public** **class** **AccountController** {

@GetMapping("/{id}")

**public** Account retrieve(@PathVariable Long id) {

*// ...*

}

@DeleteMapping("/{id}")

**public** **void** remove(@PathVariable Long id) {

*// ...*

}

}

CrossOrigin can be used at both class and method-level:

CrossOrigin 可以在类和方法级别使用

@CrossOrigin(maxAge = 3600)

@RestController@RequestMapping("/account")

**public** **class** **AccountController** {

@CrossOrigin("http://domain2.com")

@GetMapping("/{id}")

**public** Account retrieve(@PathVariable Long id) {

*// ...*

}

@DeleteMapping("/{id}")

**public** **void** remove(@PathVariable Long id) {

*// ...*

}

}

### 1.8.4. Global Config

In addition to fine-grained, controller method level configuration you’ll probably want to define some global CORS configuration too. You can set URL-based CorsConfiguration mappings individually on any HandlerMapping. Most applications however will use the MVC Java config or the MVC XNM namespace to do that.

除了细粒度、控制器方法级别的配置外，你也可能想要定义一些全局的CORS配置。你可以在任何HandlerMapping中单独的设置基于URL的CorsConfiguration 映射，然而，大部分应用程序用MVC Java配置或MVC XLM命名空间来实现这一点

By default global configuration enables the following:

默认情况下全局配置启用以下内容

All origins.

所有的域

All headers.

所有的请求头

GET, HEAD, and POST methods.

GET，HEAD和POST方法

allowedCredentials is not enabled by default since that establishes a trust level that exposes sensitive user-specific information such as cookies and CSRF tokens, and should only be used where appropriate.

allowedCredentials 默认情况下未启用，因为它建立了一个信任级别，暴露敏感的用户特定信息，例如cookies和CSRF tokens，只能在适当的地方使用

maxAge is set to 30 minutes.

maxAge 设置为30分钟

#### Java Config

To enable CORS in the MVC Java config, use the CorsRegistry callback:

要在MVC Java配置中启用CORS，请用CorsRegistry 回调

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addCorsMappings(CorsRegistry registry) {

registry.addMapping("/api/\*\*")

.allowedOrigins("http://domain2.com")

.allowedMethods("PUT", "DELETE")

.allowedHeaders("header1", "header2", "header3")

.exposedHeaders("header1", "header2")

.allowCredentials(true).maxAge(3600);

}

}

#### XML Config

To enable CORS in the XML namespace, use the <mvc:cors> element:

要在XML命名空间中启用CORS，请用<mvc:cors>元素

<mvc:cors>

<mvc:mapping path="/api/\*\*"

allowed-origins="http://domain1.com, http://domain2.com"

allowed-methods="GET, PUT"

allowed-headers="header1, header2, header3"

exposed-headers="header1, header2" allow-credentials="true"

max-age="123" />

<mvc:mapping path="/resources/\*\*"

allowed-origins="http://domain1.com" />

</mvc:cors>

### 1.8.5. CORS Filter

You can apply CORS support through the built-in CorsFilter.

你可以通过内置的CorsFilter应用CORS 支持

To configure the filter pass a CorsConfigurationSource to its constructor:

传递CorsConfigurationSource 到它的构造器来配置过滤器

CorsConfiguration config = **new** CorsConfiguration();

*// Possibly...// config.applyPermitDefaultValues()*

config.setAllowCredentials(true);

config.addAllowedOrigin("http://domain1.com");

config.addAllowedHeader("**"**);****

****config.addAllowedMethod(**"**");

UrlBasedCorsConfigurationSource source = **new** UrlBasedCorsConfigurationSource();

source.registerCorsConfiguration("/\*\*", config);

CorsFilter filter = **new** CorsFilter(source);

## 1.9. Web Security

The Spring Security project provides support for protecting web applications from malicious exploits

Spring Security 项目为包含web应用程序免受恶意攻击提供支持

HDIV is another web security framework that integrates with Spring MVC.

HDIV是Spring MVC集成的另一个web安全框架

## 1.10. HTTP Caching

A good HTTP caching strategy can significantly improve the performance of a web application and the experience of its clients. The 'Cache-Control' HTTP response header is mostly responsible for this, along with conditional headers such as 'Last-Modified' and 'ETag'.

一个好的HTTP缓存策略能够显著的提高web应用程序的性能和它的客户体验。“Cache-Control”HTTP响应主要负责这个，以及诸如'Last-Modified' 和'ETag'条件标头

The 'Cache-Control' HTTP response header advises private caches (e.g. browsers) and public caches (e.g. proxies) on how they can cache HTTP responses for further reuse.

“Cache-Control” HTTP响应头建议私有的缓存（例如浏览器）和公有的缓存（例如代理），它们如何缓存HTTP响应以供进一步使用

An ETag (entity tag) is an HTTP response header returned by an HTTP/1.1 compliant web server used to determine change in content at a given URL. It can be considered to be the more sophisticated successor to the Last-Modified header. When a server returns a representation with an ETag header, the client can use this header in subsequent GETs, in an If-None-Match header. If the content has not changed, the server returns 304: Not Modified.

ETag (entity tag) 是 HTTP/1.1兼容的web服务器返回的HTTP响应头，用来确定给定URL在内容上的改变，它可以被认为是 Last-Modified头的更复杂的后继者。当服务器返回一个带有ETag头的表示时，客户端可以在随后的GETs请求中使用该头，在If-None-Match头中，如果内容没有改变，服务器返回304：没有修改

This section describes the different choices available to configure HTTP caching in a Spring Web MVC application.

本节描述在Spring Web MVC应用程序中配置HTTP缓存的不同选择

### 1.10.1. Cache-Control

Spring Web MVC supports many use cases and ways to configure "Cache-Control" headers for an application.

Spring Web MVC 支持许多用例和为应用程序配置 "Cache-Control"头的方式

Spring Web MVC uses a configuration convention in several of its APIs: setCachePeriod(int seconds):

Spring Web MVC在其几个API中使用了一个配置约定：setCachePeriod(int seconds)

A -1 value won’t generate a 'Cache-Control' response header.

-1值不会生成 'Cache-Control' 响应头

A 0 value will prevent caching using the 'Cache-Control: no-store' directive.

使用“Cache-Control: no-store”指令时，0值将阻止缓存

An n > 0 value will cache the given response for n seconds using the 'Cache-Control: max-age=n' directive.

n>0值将使用“Cache-Control: max-age=n”指令将给定的响应缓存n秒

The CacheControl builder class simply describes the available "Cache-Control" directives and makes it easier to build your own HTTP caching strategy. Once built, a CacheControl instance can then be accepted as an argument in several Spring Web MVC APIs.

CacheControl 构造器类简单的描述了可用的“Cache-Control”指令，使得构建自己的HTTP缓存策略更加容易。一旦构建完成，CacheControl 实例就可以在几个Spring Web MVC API中被接受为一个参数

*// Cache for an hour - "Cache-Control: max-age=3600"*

CacheControl ccCacheOneHour = CacheControl.maxAge(1, TimeUnit.HOURS);

*// Prevent caching - "Cache-Control: no-store"*

CacheControl ccNoStore = CacheControl.noStore();

*// Cache for ten days in public and private caches,*

*// public caches should not transform the response*

*// "Cache-Control: max-age=864000, public, no-transform"*

CacheControl ccCustom = CacheControl.maxAge(10, TimeUnit.DAYS)

.noTransform().cachePublic();

### 1.10.2. Static resources

Static resources should be served with appropriate 'Cache-Control' and conditional headers for optimal performance.Configuring a ResourceHttpRequestHandler for serving static resources not only natively writes 'Last-Modified' headers by reading a file’s metadata, but also 'Cache-Control' headers if properly configured.

静态资源应当使用适当的“Cache-Control”和条件头以获取最佳性能，配置用于静态资源的ResourceHttpRequestHandler 不仅通过读取文件头的元数据来本地写入'Last-Modified'头，如果配置正确还写入 'Cache-Control' 头

You can set the cachePeriod attribute on a ResourceHttpRequestHandler or use a CacheControl instance, which supports more specific directives:

你可以在ResourceHttpRequestHandler 上设置cachePeriod 属性，也可以使用支持更多特殊指令的CacheControl 实例

@Configuration@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addResourceHandlers(ResourceHandlerRegistry registry) {

registry.addResourceHandler("/resources/\*\*")

.addResourceLocations("/public-resources/")

.setCacheControl(CacheControl.maxAge(1, TimeUnit.HOURS).cachePublic());

}

}

And in XML:

在XML中：

<mvc:resources mapping="/resources/\*\*" location="/public-resources/">

<mvc:cache-control max-age="3600" cache-public="true"/>

</mvc:resources>

### 1.10.3. @Controller caching

Controllers can support 'Cache-Control', 'ETag', and/or 'If-Modified-Since' HTTP requests; this is indeed recommended if a 'Cache-Control' header is to be set on the response. This involves calculating a lastModified long and/or an Etag value for a given request, comparing it against the 'If-Modified-Since' request header value, and potentially returning a response with status code 304 (Not Modified).

控制器可以支持'Cache-Control', 'ETag', 和/或 'If-Modified-Since' HTTP请求，如果'Cache-Control' 在响应头中设置，这确实是推荐的。这包括计算给定请求的lastModified long和/或 Etag值，并将其与'If-Modified-Since' 请求头值做对比，并可能返回状态码304（未修改）的响应

As described in HttpEntity, controllers can interact with the request/response using HttpEntity types. Controllers returning ResponseEntity can include HTTP caching information in responses like this:

正如HttpEntity中所述，控制器可以使用HttpEntity 类型与请求/响应进行交互。返回ResponseEntity 的控制器能够在响应中包含HTTP缓存信息，如下所示：

@GetMapping("/book/{id}")

**public** ResponseEntity<Book> showBook(@PathVariable Long id) {

Book book = findBook(id);

String version = book.getVersion();

**return** ResponseEntity

.ok()

.cacheControl(CacheControl.maxAge(30, TimeUnit.DAYS))

.eTag(version) *// lastModified is also available*

.body(book);

}

Doing this will not only include 'ETag' and 'Cache-Control' headers in the response, it will also convert the response to an HTTP 304 Not Modified response with an empty body if the conditional headers sent by the client match the caching information set by the Controller.

这样做不仅包含响应中的'ETag' 和'Cache-Control'头，如果客户发送条件调和控制器设置的缓存信息相匹配，它也会将响应转换为一个具有空body的HTTP 304未作修改响应

An @RequestMapping method may also wish to support the same behavior. This can be achieved as follows:

@RequestMapping也可能希望支持同样的行为，这可以实现如下：

@RequestMapping

**public** String myHandleMethod(WebRequest webRequest, Model model) {

**long** lastModified = *// 1. application-specific calculation*

**if** (request.checkNotModified(lastModified)) {

*// 2. shortcut exit - no further processing necessary*

**return** null;

}

*// 3. or otherwise further request processing, actually preparing content*

model.addAttribute(...);

**return** "myViewName";

}

There are two key elements here: calling request.checkNotModified(lastModified) and returning null. The former sets the appropriate response status and headers before it returns true. The latter, in combination with the former, causes Spring MVC to do no further processing of the request.

这里有两个关键元素：调用 request.checkNotModified(lastModified) 和返回null，前者在返回true之前设置适当的响应状态和标头。后者与前者结合，使得Spring MVC不再对请求做进一步处理

Note that there are 3 variants for this:

请注意，对这个有3个变量

request.checkNotModified(lastModified) compares lastModified with the 'If-Modified-Since' or 'If-Unmodified-Since' request header

request.checkNotModified(lastModified)和'If-Modified-Since' 或'If-Unmodified-Since' 请求头进行比较

request.checkNotModified(eTag) compares eTag with the 'If-None-Match' request header

request.checkNotModified(eTag) 和‘If-None-Match’请求头进行比较

request.checkNotModified(eTag, lastModified) does both, meaning that both conditions should be valid

request.checkNotModified(eTag, lastModified)同时具有这两个条件，意味着两个条件都得有效

When receiving conditional 'GET'/'HEAD' requests, checkNotModified will check that the resource has not been modified and if so, it will result in a HTTP 304 Not Modified response. In case of conditional 'POST'/'PUT'/'DELETE' requests, checkNotModified will check that the resource has not been modified and if it has been, it will result in a HTTP 409 Precondition Failed response to prevent concurrent modifications.

当接收到有条件'GET'/'HEAD'的请求时，checkNotModified 将检查资源是否未被修改，如果是这样的话，将导致HTTP 304未做修改响应。在条件'POST'/'PUT'/'DELETE'请求的情况下， checkNotModified 检查资源是否未被修改，如果被修改，将导致HTTP 409 前置条件失败响应，以防止并发修改

### 1.10.4. ETag Filter

Support for ETags is provided by the Servlet filter ShallowEtagHeaderFilter. It is a plain Servlet Filter, and thus can be used in combination with any web framework. The ShallowEtagHeaderFilter filter creates so-called shallow ETags by caching the content written to the response and generating an MD5 hash over that to send as an ETag header. The next time a client sends a request for the same resource, it uses that hash as the If-None-Match value. The filter detects this, lets the request be processed as usual, and at the end compares the two hashes. If they are equal, a 304 is returned.

对ETags 的支持由Servlet过滤器ShallowEtagHeaderFilter提供。它是一个普通的Servlet过滤器，因此能和任何web框架联合使用，ShallowEtagHeaderFilter 过滤器通过缓存写入响应的内容来创建所谓的浅ETags，并生成一个MD5 散列最为ETag头来发送。下次客户端发送相同资源的请求时，它将使用散列值作为“If-None-Match ”值，过滤器检测到这一点，让请求像往常一样处理，并在最后比较这两个hash值，如果它们相等，返回304

Note that this strategy saves network bandwidth but not CPU, as the full response must be computed for each request. Other strategies at the controller level, described above, can avoid computation.

请注意，此策略可以节省网络宽带而不是CPU，因为必须为每个请求计算完整响应。上述描述的控制器级别的其他策略能够避免计算

## 1.11. MVC Config

The MVC Java config and the MVC XML namespace provide default configuration suitable for most applications along with a configuration API to customize it.

MVC Java配置和MVC XML命名空间提供了适用于大多数应用程序的默认配置，以及配置API来对其进行自定义  
**1.11.1. Enable MVC Config**

In Java config use the @EnableWebMvc annotation:

在Java配置中用@EnableWebMvc注解

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** {

}

In XML use the <mvc:annotation-driven> element:

在XML中用<mvc:annotation-driven>元素

<?xml version="1.0" encoding="UTF-8"?><beans xmlns="http://www.springframework.org/schema/beans"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc.xsd">

<mvc:annotation-driven/>

</beans>

The above registers a number of Spring MVC infrastructure beans also adapting to dependencies available on the classpath: e.g. payload converters for JSON, XML, etc.

上面注册了一些Spring MVC基础设置bean，也适应了类路径上的依赖性，例如对JSON，XML等的有效载荷的转换器

### **1.11.2. MVC Config API**

In Java config implement WebMvcConfigurer interface:

在Java配置中实现WebMvcConfigurer 接口

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

*// Implement configuration methods...*

}

In XML check attributes and sub-elements of <mvc:annotation-driven/>.

在XML中检查<mvc:annotation-driven/>的属性和子集

### 1.11.3. Type conversion

By default formatters for Number and Date types are installed, including support for the @NumberFormat and @DateTimeFormat annotations. Full support for the Joda Time formatting library is also installed if Joda Time is present on the classpath.

默认情况下，对数值和日期类型的转换器已经安装，包括对@NumberFormat 和@DateTimeFormat注解的支持。如果Joda时间在当前类路径出现，则还安装队Joda时间转换库的完全支持

In Java config, register custom formatters and converters:

在Java配置中，注册自定义格式化器和转化器

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addFormatters(FormatterRegistry registry) {

*// ...*

}

}

In XML, the same:

在XML中，同样：

<?xml version="1.0" encoding="UTF-8"?><beans xmlns="http://www.springframework.org/schema/beans"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc.xsd">

<mvc:annotation-driven conversion-service="conversionService"/>

<bean id="conversionService"

class="org.springframework.format.support.FormattingConversionServiceFactoryBean">

<property name="converters">

<set>

<bean class="org.example.MyConverter"/>

</set>

</property>

<property name="formatters">

<set>

<bean class="org.example.MyFormatter"/>

<bean class="org.example.MyAnnotationFormatterFactory"/>

</set>

</property>

<property name="formatterRegistrars">

<set>

<bean class="org.example.MyFormatterRegistrar"/>

</set>

</property>

</bean>

</beans>

### 1.11.4. Validation

By default if Bean Validation is present on the classpath — e.g. Hibernate Validator, the LocalValidatorFactoryBean is registered as a global Validator for use with @Valid and Validated on controller method arguments.

默认情况下，如果bean验证器在类路径上存在（例如Hibernate 验证器），LocalValidatorFactoryBean 将被注册为一个全局的验证器，和 @Valid 一起使用 并验证控制器方法上的参数

In Java config, you can customize the global Validator instance:

在Java配置中，你可以自定义全局的验证器实例：

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** Validator getValidator(); {

*// ...*

}

}

In XML, the same:

在XML中，同样：

<?xml version="1.0" encoding="UTF-8"?><beans xmlns="http://www.springframework.org/schema/beans"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc.xsd">

<mvc:annotation-driven validator="globalValidator"/>

</beans>

Note that you can also register Validator's locally:

请注意，你也可以在本地注册Validator

@Controller

**public** **class** **MyController** {

@InitBinder

**protected** **void** initBinder(WebDataBinder binder) {

binder.addValidators(**new** FooValidator());

}

}

### 1.11.5. Interceptors

In Java config, register interceptors to apply to incoming requests:

在Java配置中，注册拦截器应用于传入的请求

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addInterceptors(InterceptorRegistry registry) {

registry.addInterceptor(**new** LocaleInterceptor());

registry.addInterceptor(**new** ThemeInterceptor()).addPathPatterns("/\*\*").excludePathPatterns("/admin/\*\*");

registry.addInterceptor(**new** SecurityInterceptor()).addPathPatterns("/secure/\*");

}

}

In XML, the same:

在XML中，同样：

<mvc:interceptors>

<bean class="org.springframework.web.servlet.i18n.LocaleChangeInterceptor"/>

<mvc:interceptor>

<mvc:mapping path="/\*\*"/>

<mvc:exclude-mapping path="/admin/\*\*"/>

<bean class="org.springframework.web.servlet.theme.ThemeChangeInterceptor"/>

</mvc:interceptor>

<mvc:interceptor>

<mvc:mapping path="/secure/\*"/>

<bean class="org.example.SecurityInterceptor"/>

</mvc:interceptor></mvc:interceptors>

### 1.11.6. Content Types

You can configure how Spring MVC determines the requested media types from the request — e.g. Accept header, URL path extension, query parameter, etc.

你可以配置Spring MVC如何从请求中确定请求的媒体类型（例如Accept 头，URL路径扩展，查询参数等）

By default the URL path extension is checked first — with json, xml, rss, and atom registered as known extensions depending on classpath dependencies, and the "Accept" header is checked second.

默认情况下，URL路径扩展首先被检查，依靠类路径依赖将 json, xml, rss, 和atom注册为已知的扩展，然后检查“Accept”头

Consider changing those defaults to Accept header only and if you must use URL-based content type resolution consider the query parameter strategy over the path extensions

考虑更改这些默认值为仅接收头，如果你必须使用基于URL的内容类型解析，请考虑路径扩展上的查询参数策略

In Java config, customize requested content type resolution:

在Java配置中，自定义请求的类容类型解析

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureContentNegotiation(ContentNegotiationConfigurer configurer) {

configurer.mediaType("json", MediaType.APPLICATION\_JSON);

}

}

In XML, the same:

在XML中，同样：

<mvc:annotation-driven content-negotiation-manager="contentNegotiationManager"/>

<bean id="contentNegotiationManager" class="org.springframework.web.accept.ContentNegotiationManagerFactoryBean">

<property name="mediaTypes">

<value>

json=application/json

xml=application/xml

</value>

</property>

</bean>

### 1.11.7. Message Converters

Customization of HttpMessageConverter can be achieved in Java config by overriding configureMessageConverters() if you want to replace the default converters created by Spring MVC, or by overriding extendMessageConverters() if you just want to customize them or add additional converters to the default ones.

如果你想替换Spring MVC创建的默认转换器，可以在Java配置中通过重载configureMessageConverters()来实现HttpMessageConverter 的自定义化。或者如果你仅仅想要自定义它们或添加额外的转换器到默认转换器上，可以通过重载extendMessageConverters() 来实现

Below is an example that adds Jackson JSON and XML converters with a customized ObjectMapper instead of default ones:

以下是一个例子，该示例使用自定义的ObjectMapper而不是默认值的ObjectMapper添加了Jackson JSON和XML转换器

@Configuration

@EnableWebMvc

**public** **class** **WebConfiguration** **implements** WebMvcConfigurer {

@Override

**public** **void** configureMessageConverters(List<HttpMessageConverter<?>> converters) {

Jackson2ObjectMapperBuilder builder = **new** Jackson2ObjectMapperBuilder()

.indentOutput(true)

.dateFormat(**new** SimpleDateFormat("yyyy-MM-dd"))

.modulesToInstall(**new** ParameterNamesModule());

converters.add(**new** MappingJackson2HttpMessageConverter(builder.build()));

converters.add(**new** MappingJackson2XmlHttpMessageConverter(builder.xml().build()));

}

}

In this example, Jackson2ObjectMapperBuilder is used to create a common configuration for both MappingJackson2HttpMessageConverter and MappingJackson2XmlHttpMessageConverter with indentation enabled, a customized date format and the registration of jackson-module-parameter-names that adds support for accessing parameter names (feature added in Java 8).

在这个例子中，Jackson2ObjectMapperBuilder 用于为MappingJackson2HttpMessageConverter 和MappingJackson2HttpMessageConverter 创建通用配置，并启用缩进，自定义日期格式以及添加对访问参数名称支持的jackson-module-parameter-names的注册（Java8中新增的功能）

This builder customizes Jackson’s default properties with the following ones:

这个构造器使用以下属性自定义Jackson的默认属性

DeserializationFeature.FAIL\_ON\_UNKNOWN\_PROPERTIES is disabled.

DeserializationFeature.FAIL\_ON\_UNKNOWN\_PROPERTIES被禁用

MapperFeature.DEFAULT\_VIEW\_INCLUSION is disabled.

MapperFeature.DEFAULT\_VIEW\_INCLUSION被禁用

It also automatically registers the following well-known modules if they are detected on the classpath:

如果在类路径上检测到它们，它也自动的注册以下已知模块

jackson-datatype-jdk7: support for Java 7 types like java.nio.file.Path.

jackson-datatype-jdk7: 支持Java7类型，如java.nio.file.Path.

jackson-datatype-joda: support for Joda-Time types.

jackson-datatype-joda: 支持Joda-Time类型

jackson-datatype-jsr310: support for Java 8 Date & Time API types.

jackson-datatype-jsr310: 支持Java8的日期和时间API类型

jackson-datatype-jdk8: support for other Java 8 types like Optional.

jackson-datatype-jdk8: 支持Java的其他类型，如Optional

Other interesting Jackson modules are available:

其他有趣的Jackson模块是可用的：

jackson-datatype-money: support for javax.money types (unofficial module)

jackson-datatype-money: 支持 javax.money类型（非官方模块）

jackson-datatype-hibernate: support for Hibernate specific types and properties (including lazy-loading aspects)

jackson-datatype-hibernate: 支持Hibernate特定类型和属性（包括延迟加载方面）

It is also possible to do the same in XML:

在XML中也可以这样做

<mvc:annotation-driven>

<mvc:message-converters>

<bean class="org.springframework.http.converter.json.MappingJackson2HttpMessageConverter">

<property name="objectMapper" ref="objectMapper"/>

</bean>

<bean class="org.springframework.http.converter.xml.MappingJackson2XmlHttpMessageConverter">

<property name="objectMapper" ref="xmlMapper"/>

</bean>

</mvc:message-converters>

</mvc:annotation-driven>

<bean id="objectMapper" class="org.springframework.http.converter.json.Jackson2ObjectMapperFactoryBean"

p:indentOutput="true"

p:simpleDateFormat="yyyy-MM-dd"

p:modulesToInstall="com.fasterxml.jackson.module.paramnames.ParameterNamesModule"/>

<bean id="xmlMapper" parent="objectMapper" p:createXmlMapper="true"/>

### 1.11.8. View Controllers

This is a shortcut for defining a ParameterizableViewController that immediately forwards to a view when invoked. Use it in static cases when there is no Java controller logic to execute before the view generates the response.

这是定义一个ParameterizableViewController 的快捷方式，可以再调用时立即转向一个视图。当在视图生成响应事前，没有Java控制器逻辑执行，在静态情况下使用它

An example of forwarding a request for "/" to a view called "home" in Java:

在java中将“/”转发到一个名为“name”视图的示例：

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addViewControllers(ViewControllerRegistry registry) {

registry.addViewController("/").setViewName("home");

}

}

And the same in XML use the <mvc:view-controller> element:

在XML中一样，使用<mvc:view-controller>元素

<mvc:view-controller path="/" view-name="home"/>

### 1.11.9. View Resolvers

The MVC config simplifies the registration of view resolvers.

MVC配置简化了视图解析器的注册

The following is a Java config example that configures content negotiation view resolution using FreeMarker HTML templates and Jackson as a default View for JSON rendering:

以下是一个Java配置的例子，使用FreeMarker HTML模板和Jackson作为JSON呈现的默认视图来配置内容negotiation视图解析器

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureViewResolvers(ViewResolverRegistry registry) {

registry.enableContentNegotiation(**new** MappingJackson2JsonView());

registry.jsp();

}

}

And the same in XML:

在XML中也一样：

<mvc:view-resolvers>

<mvc:content-negotiation>

<mvc:default-views>

<bean class="org.springframework.web.servlet.view.json.MappingJackson2JsonView"/>

</mvc:default-views>

</mvc:content-negotiation>

<mvc:jsp/>

</mvc:view-resolvers>

Note however that FreeMarker, Tiles, Groovy Markup and script templates also require configuration of the underlying view technology.

但是请注意，FreeMarker, Tiles, Groovy标记和脚本模板也需要配置底层的视图技术

The MVC namespace provides dedicated elements. For example with FreeMarker:

MVC 命名空间提供了专用的元素，例如FreeMarker

<mvc:view-resolvers>

<mvc:content-negotiation>

<mvc:default-views>

<bean class="org.springframework.web.servlet.view.json.MappingJackson2JsonView"/>

</mvc:default-views>

</mvc:content-negotiation>

<mvc:freemarker cache="false"/>

</mvc:view-resolvers>

<mvc:freemarker-configurer>

<mvc:template-loader-path location="/freemarker"/>

</mvc:freemarker-configurer>

In Java config simply add the respective "Configurer" bean:

在Java配置中只需要添加各自的"Configurer" bean

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureViewResolvers(ViewResolverRegistry registry) {

registry.enableContentNegotiation(**new** MappingJackson2JsonView());

registry.freeMarker().cache(false);

}

@Bean

**public** FreeMarkerConfigurer freeMarkerConfigurer() {

FreeMarkerConfigurer configurer = **new** FreeMarkerConfigurer();

configurer.setTemplateLoaderPath("/WEB-INF/");

**return** configurer;

}

}

### 1.11.10. Static Resources

This option provides a convenient way to serve static resources from a list of Resource-based locations.

这个选项提供了一种便捷方式，可以从基于资源的位置列表中提供静态资源

In the example below, given a request that starts with "/resources", the relative path is used to find and serve static resources relative to "/public" under the web application root or on the classpath under "/static". The resources are served with a 1-year future expiration to ensure maximum use of the browser cache and a reduction in HTTP requests made by the browser. The Last-Modified header is also evaluated and if present a 304 status code is returned.

在下面的示例中，给定一个以"/resources"开头的请求，相对路径用于在web应用程序根目录下或”/static”下的类路径上查找和提供相对于”/public”的静态资源 ，这些资源使用期限为一年，来确保浏览器缓存的最大利用并减少浏览器发出的HTTP请求。Last-Modified 头也被评估，如果存在，则返回304状态码

In Java config:

在Java配置中

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addResourceHandlers(ResourceHandlerRegistry registry) {

registry.addResourceHandler("/resources/\*\*")

.addResourceLocations("/public", "classpath:/static/")

.setCachePeriod(31556926);

}

}

In XML:

在XML中

<mvc:resources mapping="/resources/\*\*"

location="/public, classpath:/static/"

cache-period="31556926" />

The resource handler also supports a chain of ResourceResolver's and ResourceResolver's. which can be used to create a toolchain for working with optimized resources.

资源处理器也支持ResourceResolver和ResourceResolver的链，它可以用于创建一个工具链来处理优化的资源

The VersionResourceResolver can be used for versioned resource URLs based on an MD5 hash computed from the content, a fixed application version, or other. A ContentVersionStrategy (MD5 hash) is a good choice with some notable exceptions such as JavaScript resources used with a module loader.

VersionResourceResolver 可用于基于内容、固定应用程序版本或其他的计算过的MD5哈希的版本资源URLs，ContentVersionStrategy (MD5 哈希)是个好选择，但有一些值得注意的例外，例如模块加载器使用的JavaScript资源

For example in Java config;

举个例子，在Java配置中

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** addResourceHandlers(ResourceHandlerRegistry registry) {

registry.addResourceHandler("/resources/\*\*")

.addResourceLocations("/public/")

.resourceChain(true)

.addResolver(**new**

VersionResourceResolver().addContentVersionStrategy("/\*\*"));

}

}

In XML, the same:

在XML中，同样：

<mvc:resources mapping="/resources/\*\*" location="/public/">

<mvc:resource-chain>

<mvc:resource-cache/>

<mvc:resolvers>

<mvc:version-resolver>

<mvc:content-version-strategy patterns="/\*\*"/>

</mvc:version-resolver>

</mvc:resolvers>

</mvc:resource-chain>

</mvc:resources>

You can use ResourceUrlProvider to rewrite URLs and apply the full chain of resolvers and transformers — e.g. to insert versions. The MVC config provides a ResourceUrlProvider bean so it can be injected into others. You can also make the rewrite transparent with the ResourceUrlEncodingFilter for Thymeleaf, JSPs, FreeMarker, and others with URL tags that rely on HttpServletResponse#encodeURL.

你可以使用ResourceUrlProvider来重写URL，并应用到解析器和转换器的完整链--例如，插入版本。MVC配置提供了ResourceUrlProvider bean，因此它可以注入到其他bean。你可以用Thymeleaf、JSP、FreeMarker的ResourceUrlEncodingFilter和其他依赖于HttpServletResponse#encodeURL的URL标签来使重新透明

WebJars is also supported via WebJarsResourceResolver and automatically registered when "org.webjars:webjars-locator" is present on the classpath. The resolver can re-write URLs to include the version of the jar and can also match to incoming URLs without versions — e.g. "/jquery/jquery.min.js" to "/jquery/1.2.0/jquery.min.js".

WebJars 也通过WebJarsResourceResolver 支持并在类路径上存在“org.webjars:webjars-locator”时自动注册。这个解析器能够重写URL以包括jar的版本，并可以与没有版本的输入URL匹配--例如"/jquery/jquery.min.js" 到 "/jquery/1.2.0/jquery.min.js".

### 1.11.11. Default Servlet

This allows for mapping the DispatcherServlet to "/" (thus overriding the mapping of the container’s default Servlet), while still allowing static resource requests to be handled by the container’s default Servlet. It configures a DefaultServletHttpRequestHandler with a URL mapping of "/\*\*" and the lowest priority relative to other URL mappings.

这允许将DispatcherServlet映射到“/”(从而覆盖容器默认Servlet的映射)，同时允许静态资源请求通过容器默认的Servlet处理。它用“/\*\*”的URL映射来配置DefaultServletHttpRequestHandler ，相对于其他URL映射最低优先级

This handler will forward all requests to the default Servlet. Therefore it is important that it remains last in the order of all other URL HandlerMappings. That will be the case if you use <mvc:annotation-driven> or alternatively if you are setting up your own customized HandlerMapping instance be sure to set its order property to a value lower than that of the DefaultServletHttpRequestHandler, which is Integer.MAX\_VALUE.

处理器将把所有的请求转发到默认Servlet。因此，重要的是 它保持在其他URL HandlerMappings顺序的最后。如果你使用<mvc:annotation-driven>或你正在设置你自己的自定义HandlerMapping 实例，则确保将其顺序属性设为一个低于DefaultServletHttpRequestHandler（即Integer.MAX\_VALUE）的值

To enable the feature using the default setup use:

使用默认设置启用该功能，请用：

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureDefaultServletHandling(DefaultServletHandlerConfigurer configurer) {

configurer.enable();

}

}

Or in XML:

或在XML中

<mvc:default-servlet-handler/>

The caveat to overriding the "/" Servlet mapping is that the RequestDispatcher for the default Servlet must be retrieved by name rather than by path. The DefaultServletHttpRequestHandler will attempt to auto-detect the default Servlet for the container at startup time, using a list of known names for most of the major Servlet containers (including Tomcat, Jetty, GlassFish, JBoss, Resin, WebLogic, and WebSphere). If the default Servlet has been custom configured with a different name, or if a different Servlet container is being used where the default Servlet name is unknown, then the default Servlet’s name must be explicitly provided as in the following example:

覆盖"/" Servlet映射的注意事项是，默认Servlet的RequestDispatcher 必须通过名称而不是路径来检索。DefaultServletHttpRequestHandler 将尝试在启动时自动检测容器的默认的Servlet，使用大多数主要容器的已知名称列表（包括 Tomcat, Jetty, GlassFish, JBoss, Resin, WebLogic, and WebSphere） 。如果默认的Servlet用不同的名称自定义配置，或者如果在默认Servlet名称未知的地方使用了不同的Servlet容器，那么默认Servlet的名称必须显式地提供，如下例所示：

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureDefaultServletHandling(DefaultServletHandlerConfigurer configurer) {

configurer.enable("myCustomDefaultServlet");

}

}

Or in XML:

或在XML中

<mvc:default-servlet-handler default-servlet-name="myCustomDefaultServlet"/>

### 1.11.12. Path Matching

This allows customizing options related to URL matching and treatment of the URL

这允许自定义与URL映射和URL处理有关的选项

Example in Java config:

Java配置中的示例

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configurePathMatch(PathMatchConfigurer configurer) {

configurer

.setUseSuffixPatternMatch(true)

.setUseTrailingSlashMatch(false)

.setUseRegisteredSuffixPatternMatch(true)

.setPathMatcher(antPathMatcher())

.setUrlPathHelper(urlPathHelper());

}

@Bean

**public** UrlPathHelper urlPathHelper() {

*//...*

}

@Bean

**public** PathMatcher antPathMatcher() {

*//...*

}

}

In XML, the same:

在XML中，同样

<mvc:annotation-driven>

<mvc:path-matching

suffix-pattern="true"

trailing-slash="false"

registered-suffixes-only="true"

path-helper="pathHelper"

path-matcher="pathMatcher"/></mvc:annotation-driven>

<bean id="pathHelper" class="org.example.app.MyPathHelper"/>

<bean id="pathMatcher" class="org.example.app.MyPathMatcher"/>

### 1.11.13. Advanced Java Config

@EnableWebMvc imports DelegatingWebMvcConfiguration that (1) provides default Spring configuration for Spring MVC applications and (2) detects and delegates to WebMvcConfigurer's to customize that configuration.

@EnableWebMvc 导入DelegatingWebMvcConfiguration ，（1）为Spring MVC 应用程序提供了默认的Spring配置，并且（2）检查并委托给WebMvcConfigurer来定制该配置

For advanced mode, remove @EnableWebMvc and extend directly from DelegatingWebMvcConfiguration instead of implementing WebMvcConfigurer:

对于高级模式，移除@EnableWebMvc并直接从DelegatingWebMvcConfiguration 扩展而不是实现WebMvcConfigurer

@Configuration

**public** **class** **WebConfig** **extends** DelegatingWebMvcConfiguration {

*// ...*

}

You can keep existing methods in WebConfig but you can now also override bean declarations from the base class and you can still have any number of other WebMvcConfigurer's on the classpath.

你可以在WebConfig中保留现有的方法，但是现在你也可以从基类中覆盖bean声明，并且你仍然可以再类路径上拥有任意数量的其他WebMvcConfigurer

### 1.11.14. Advanced XML Config

The MVC namespace does not have an advanced mode. If you need to customize a property on a bean that you can’t change otherwise, you can use the BeanPostProcessor lifecycle hook of the Spring ApplicationContext:

MVC 命名空间没有高级模式，如果你需要自定义一个你不能改变的bean的属性，你可以使用Spring  ApplicationContext的 BeanPostProcessor 声明周期钩子

@Component

**public** **class** **MyPostProcessor** **implements** BeanPostProcessor {

**public** Object postProcessBeforeInitialization(Object bean, String name) **throws** BeansException {

*// ...*

}

}

Note that MyPostProcessor needs to be declared as a bean either explicitly in XML or detected through a <component scan/>declaration.

请注意，MyPostProcessor需要在XML中显式声明为bean，或者通过<component scan />声明来检测。

## 1.12. View Technologies

### 1.12.1. Introduction

One of the areas in which Spring excels is in the separation of view technologies from the rest of the MVC framework. For example, deciding to use Groovy Markup Templates or Thymeleaf in place of an existing JSP is primarily a matter of configuration. This chapter covers the major view technologies that work with Spring and touches briefly on how to add new ones. This chapter assumes you are already familiar with View Resolution which covers the basics of how views in general are coupled to the MVC framework.

Spring擅长的领域之一是将视图技术和MVC框架的其余部分分离。举个例子，决定使用Groovy标记模板或Thymeleaf 替换已有的JSP主要是配置的问题。本章覆盖了和Spring合作的主要的视图技术，并简要的介绍如何添加新技术。本章假定你已经熟悉 View Resolution，它涵盖了一般视图如何与MVC框架耦合的基本知识

### 1.12.2. Thymeleaf

Thymeleaf is a good example of a view technology fitting perfectly in the MVC framework。Support for this integration is not provided by the Spring team but by the Thymeleaf team itself.

Thymeleaf 是MVC框架中 完美匹配视图技术的一个很好的例子，对这种集成的支持不是由Spring团队提供的，而是由Thymeleaf 团队自己提供的

Configuring Thymeleaf for Spring usually requires a few beans defined, like a ServletContextTemplateResolver, a SpringTemplateEngine and a ThymeleafViewResolver.

为Spring配置Thymeleaf 通常需要定义一些beans，如ServletContextTemplateResolver，SpringTemplateEngine 和ThymeleafViewResolver

### 1.12.3. Groovy Markup

The Groovy Markup Template Engine is another view technology, supported by Spring. This template engine is a template engine primarily aimed at generating XML-like markup (XML, XHTML, HTML5, …​​), but that can be used to generate any text based content.

Groovy标记模板引擎是Spring支持的另一个视图技术。这个模板引擎是一个模板引擎，其主要生成类似于XML的标记（XML, XHTML, HTML5, …​），但它能够用于生成任何基于文本的内容

This requires Groovy 2.3.1+ on the classpath.

在类路径上需要Groovy 2.3.1+

#### Configuration

Configuring the Groovy Markup Template Engine is quite easy:

配置Groovy标记模板引擎是非常容易的

@Configuration

@EnableWebMvc

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureViewResolvers(ViewResolverRegistry registry) {

registry.groovy();

}

@Bean

**public** GroovyMarkupConfigurer groovyMarkupConfigurer() {

GroovyMarkupConfigurer configurer = **new** GroovyMarkupConfigurer();

configurer.setResourceLoaderPath("/WEB-INF/");

**return** configurer;

}

}

The XML counterpart using the MVC namespace is:

使用MVC命名空间的对应项是：

<mvc:annotation-driven/>

<mvc:view-resolvers>

<mvc:groovy/></mvc:view-resolvers>

<mvc:groovy-configurer resource-loader-path="/WEB-INF/"/>

#### Example

Unlike traditional template engines, this one relies on a DSL that uses the builder syntax. Here is a sample template for an HTML page:

与传统的模板引擎不同，这个引擎依赖于使用builder 语法的DSL，下面是HTML页面的一个示例模板

yieldUnescaped '<!DOCTYPE html>'

html(lang:'en') {

head {

meta('http-equiv':'"Content-Type" content="text/html; charset=utf-8"')

title('My page')

}

body {

p('This is an example of HTML contents')

}

}

### 1.12.4. FreeMarker

FreeMarker is a templating language that can be used as a view technology within Spring MVC applications.

FreeMarker 是一个模板语言，它能够在Spring MVC应用程序中用作视图技术

#### Dependencies

Your web application will need to include freemarker-2.x.jar in order to work with FreeMarker. Typically this is included in the WEB-INF/lib folder where the jars are guaranteed to be found by a Java EE server and added to the classpath for your application. It is of course assumed that you already have the spring-webmvc.jar in your 'WEB-INF/lib' directory too!

你的web应用程序需要包含 freemarker-2.x.jar，以便与FreeMarker一起使用，通常，它包含在WEB-INF/lib 文件夹下，在该文件夹中，Java EE服务器保证可以找到jar 并 将其添加到你应用程序的类路径。 当然，也假定你的“WEB-INF/lib”目录下也已经有spring-webmvc.jar了

#### Context configuration

A suitable configuration is initialized by adding the relevant configurer bean definition to your '\*-servlet.xml' as shown below:

通过添加相关的配置器bean定义到'\*-servlet.xml'中来初始化一个适当的配置。如下所示：

*<!-- freemarker config -->*

<bean id="freemarkerConfig" class="org.springframework.web.servlet.view.freemarker.FreeMarkerConfigurer">

<property name="templateLoaderPath" value="/WEB-INF/freemarker/"/>

</bean>

*<!--*

*View resolvers can also be configured with ResourceBundles or XML files. If you need*

*different view resolving based on Locale, you have to use the resource bundle resolver.*

*-->*

<bean id="viewResolver" class="org.springframework.web.servlet.view.freemarker.FreeMarkerViewResolver">

<property name="cache" value="true"/>

<property name="prefix" value=""/>

<property name="suffix" value=".ftl"/>

</bean>

#### Creating templates

Your templates need to be stored in the directory specified by the FreeMarkerConfigurer shown above. If you use the view resolvers highlighted, then the logical view names relate to the template file names in similar fashion to InternalResourceViewResolver for JSP’s. So if your controller returns a ModelAndView object containing a view name of "welcome" then the resolver will look for the /WEB-INF/freemarker/welcome.ftl template.

你的模板需要存放在上述FreeMarkerConfigurer 指定的文件下，如果你使用突出显示的视图解析器，那么逻辑视图名称与模板文件名称的关联类似于JSP的InternalResourceViewResolver 。因此，如果你的控制器名称返回一个包含视图名为“welcome”的ModelAndView对象，那么解析器将查找/WEB-INF/freemarker/welcome.ftl模板

#### Advanced config

FreeMarker 'Settings' and 'SharedVariables' can be passed directly to the FreeMarker Configuration object managed by Spring by setting the appropriate bean properties on the FreeMarkerConfigurer bean. The freemarkerSettings property requires a java.util.Properties object and the freemarkerVariables property requires a java.util.Map.

通过在FreeMarkerConfigurer bean上设置适当的bean属性，FreeMarker 的 'Settings' 和'SharedVariables'可以直接传递给由Spring管理的FreeMarker配置对象。freemarkerSettings 设置属性需要一个java.util.Properties对象，freemarkerVariables 属性需要一个java.util.Map

<bean id="freemarkerConfig" class="org.springframework.web.servlet.view.freemarker.FreeMarkerConfigurer">

<property name="templateLoaderPath" value="/WEB-INF/freemarker/"/>

<property name="freemarkerVariables">

<map>

<entry key="xml\_escape" value-ref="fmXmlEscape"/>

</map>

</property>

</bean>

<bean id="fmXmlEscape" class="freemarker.template.utility.XmlEscape"/>

#### Form handling

Spring provides a tag library for use in JSP’s that contains (amongst other things) a <spring:bind/> tag. This tag primarily enables forms to display values from form backing objects and to show the results of failed validations from a Validator in the web or business tier. Spring also has support for the same functionality in FreeMarker, with additional convenience macros for generating form input elements themselves.

Spring提供一个在JSP中使用的标签库，其中包含（除其他事项外）一个<spring:bind/>标签。该标签主要

使表单能够显示来自表单返回对象的值，并显示来自web或业务层中验证器返回的失败验证结果。Spring在FreeMarker中也支持相同的功能，并为生成表单输入元素自身提供了其他的外方便的宏

#### The bind macros

A standard set of macros are maintained within the spring-webmvc.jar file for both languages, so they are always available to a suitably configured application.

在两种语言的spring-webmvc.jar文件中都保留着一组标准的宏集合，因此，它们始终可用于适当配置应用程序

Some of the macros defined in the Spring libraries are considered internal (private) but no such scoping exists in the macro definitions making all macros visible to calling code and user templates. The following sections concentrate only on the macros you need to be directly calling from within your templates. If you wish to view the macro code directly, the file is called spring.ftl in the package org.springframework.web.servlet.view.freemarker.

Spring库中的一些宏定义被认为是内部的（私有的），但是在宏定义中不存在这样的作用域，使得所有宏在调用代码和用户模板时可见。下面的章节仅仅集中在你需要直接从你的模板中调用的宏，如果你希望直接地看宏代码，该文件被称为spring.ftl，在包org.springframework.web.servlet.view.freemarker中

#### Simple binding

In your HTML forms (vm / ftl templates) which act as a form view for a Spring MVC controller, you can use code similar to the following to bind to field values and display error messages for each input field in similar fashion to the JSP equivalent. Example code is shown below for the personForm view configured earlier:

在充当SpringMVC控制器表单视图的HTML表单中（vm/ftl模板），你可以使用以下类似的代码来绑定到字段值，并以与JSP等效的方式为每个输入字段显示错误信息，下面显示了以前配置的personForm 视图的示例代码

*<!-- freemarker macros have to be imported into a namespace. We strongly*

*recommend sticking to 'spring' -->*

<#import "/spring.ftl" as spring/>

<html>

...

<form action="" method="POST">

Name:

<@spring.bind "myModelObject.name"/>

<input type="text"

name="${spring.status.expression}"

value="${spring.status.value?html}"/><br>

<#list spring.status.errorMessages as error> <b>${error}</b> <br> </#list>

<br>

...

<input type="submit" value="submit"/>

</form>

...

</html>

<@spring.bind> requires a 'path' argument which consists of the name of your command object (it will be 'command' unless you changed it in your FormController properties) followed by a period and the name of the field on the command object you wish to bind to. Nested fields can be used too such as "command.address.street". The bind macro assumes the default HTML escaping behavior specified by the ServletContext parameter defaultHtmlEscape in web.xml.

<@spring.bind>需要一个“path”参数，它由你的命令对象的名称组成（除非你在FormController 属性中修改它，否则它将是“command”），后面跟着一个句点和要绑定到命令对象上的字段名。嵌套字段也可以被使用，例如“command.address.street” 。绑定宏假定 ServletContext参数defaultHtmlEscape 在web.xml中指定的默认HTML转义行为

The optional form of the macro called <@spring.bindEscaped> takes a second argument and explicitly specifies whether HTML escaping should be used in the status error messages or values. Set to true or false as required. Additional form handling macros simplify the use of HTML escaping and these macros should be used wherever possible. They are explained in the next section.

名为 <@spring.bindEscaped>的宏的可选形式接受第二个参数，并明确指定是否应该在状态错误消息或值中使用HTML转义，根据需要设置为true或false。额外的表单处理宏简化了HTML转义的使用，应该尽可能的使用这些宏。它们将在下一章解释

#### Input macros

Additional convenience macros for both languages simplify both binding and form generation (including validation error display). It is never necessary to use these macros to generate form input fields, and they can be mixed and matched with simple HTML or calls direct to the spring bind macros highlighted previously.

这两种语言的其他的便利宏 简化 了绑定和表单生成（包括验证错误显示）。永远不需要使用这些宏来生成表单输入字段，它们可以与简单的HTML混合并匹配， 或直接调用前面突出显示的Spring bind宏

The following table of available macros show the VTL and FTL definitions and the parameter list that each takes.

下面的可用宏表显示了VTL和 FTL定义 并各自需要的参数列表

Table 5. Table of macro definitions

| macro | FTL definition | message (output a string from a resource bundle based on the code parameter) |
| --- | --- | --- |
| <@spring.message code/> | messageText (output a string from a resource bundle based on the code parameter, falling back to the value of the default parameter) | <@spring.messageText code, text/> |
| url (prefix a relative URL with the application’s context root) | <@spring.url relativeUrl/> | formInput (standard input field for gathering user input) |
| <@spring.formInput path, attributes, fieldType/> | formHiddenInput \* (hidden input field for submitting non-user input) | <@spring.formHiddenInput path, attributes/> |
| formPasswordInput \* (standard input field for gathering passwords. Note that no value will ever be populated in fields of this type) | <@spring.formPasswordInput path, attributes/> | formTextarea (large text field for gathering long, freeform text input) |
| <@spring.formTextarea path, attributes/> | formSingleSelect (drop down box of options allowing a single required value to be selected) | <@spring.formSingleSelect path, options, attributes/> |
| formMultiSelect (a list box of options allowing the user to select 0 or more values) | <@spring.formMultiSelect path, options, attributes/> | formRadioButtons (a set of radio buttons allowing a single selection to be made from the available choices) |
| <@spring.formRadioButtons path, options separator, attributes/> | formCheckboxes (a set of checkboxes allowing 0 or more values to be selected) | <@spring.formCheckboxes path, options, separator, attributes/> |
| formCheckbox (a single checkbox) | <@spring.formCheckbox path, attributes/> | showErrors (simplify display of validation errors for the bound field) |

In FTL (FreeMarker), these two macros are not actually required as you can use the normal formInput macro, specifying ' hidden’ or ' `password’ as the value for the `fieldType parameter.

在FTL（FreeMarker）中，这两种宏实际上并不需要，因为你可以使用普通的formInput宏，指定' hidden’ 或' `password’作为“fieldType ”参数的值

The parameters to any of the above macros have consistent meanings:

上述任意一个宏参数都有一致的含义：

path: the name of the field to bind to (ie "command.name")

Path：要绑定的字段名称（例如：“command.name”）

options: a Map of all the available values that can be selected from in the input field. The keys to the map represent the values that will be POSTed back from the form and bound to the command object. Map objects stored against the keys are the labels displayed on the form to the user and may be different from the corresponding values posted back by the form. Usually such a map is supplied as reference data by the controller. Any Map implementation can be used depending on required behavior. For strictly sorted maps, a SortedMap such as a TreeMap with a suitable Comparator may be used and for arbitrary Maps that should return values in insertion order, use a LinkedHashMap or a LinkedMap from commons-collections.

Options：可以从输入字段选择的所有可用值的映射。这个Map的Key表示 从表单传递返回并绑定到命令对象上的值。Key值对应存储的Map对象 是 表单上显示给用户的标签， 可能和表单传递返回的响应值不同。 通常这样的map由控制器作为参考数据提供，任何Map实现可以根据需要的行为来使用，对于严格排序的map。 可以使用SortedMap （例如具有适当比较器的TreeMap），对于应该按插入顺序值返回的任意Map。请使用commons-collections集合中的LinkedHashMap 或者LinkedMap

separator: where multiple options are available as discreet elements (radio buttons or checkboxes), the sequence of characters used to separate each one in the list (ie "<br>").

Separator：其中多个选项可用作离散元素（单选按钮或复选框），用于分隔列表中每个元素（例如“<br>”）的字符序列

attributes: an additional string of arbitrary tags or text to be included within the HTML tag itself. This string is echoed literally by the macro. For example, in a textarea field you may supply attributes as 'rows="5" cols="60"' or you could pass style information such as 'style="border:1px solid silver"'.

HTML标签自身包含的任意标签或文本的额外字符串。这个字符串由宏直接回显。举个例子。在文本域的字段中，你能够将属性设置为 'rows="5" cols="60"' ，或者你可以传递样式信息，例如'style="border:1px solid silver"'

classOrStyle: for the showErrors macro, the name of the CSS class that the span tag wrapping each error will use. If no information is supplied (or the value is empty) then the errors will be wrapped in <b></b> tags.

classOrStyle：对于showErrors 宏，将使用 span标签包装每个错误的CSS类名称。如果没有提供信息（或值为空），那么错误信息将被包装的<b></b>标签

Examples of the macros are outlined below some in FTL and some in VTL. Where usage differences exist between the two languages, they are explained in the notes.

宏的示例概述如下，一些在FTL中，一些在VTL中。如果两种语言中存在差异。将在注释中说明

#### Input Fields

The formInput macro takes the path parameter (command.name) and an additional attributes parameter which is empty in the example above. The macro, along with all other form generation macros, performs an implicit spring bind on the path parameter. The binding remains valid until a new bind occurs so the showErrors macro doesn’t need to pass the path parameter again - it simply operates on whichever field a bind was last created for.

formInput 宏接受路径参数（command.name）和一个在上述例子中为空的额外属性。该宏以及所有其他表单生成的宏，在路径参数上执行隐式的Spring绑定。绑定保持有效，直到发生新的绑定，因此showErrors 不需要再次传递路径参数-它只是在 绑定最后创建的任意字段上运行

The showErrors macro takes a separator parameter (the characters that will be used to separate multiple errors on a given field) and also accepts a second parameter, this time a class name or style attribute. Note that FreeMarker is able to specify default values for the attributes parameter.

showErrors宏采用一个分隔参数（用于分隔给定的字段上多个错误的字符），并且接受第二个参数，这次是一个类名或样式属性。请注意，FreeMarker能为属性参数指定默认值

<@spring.formInput "command.name"/>

<@spring.showErrors "<br>"/>

Output is shown below of the form fragment generating the name field, and displaying a validation error after the form was submitted with no value in the field. Validation occurs through Spring’s Validation framework.

输出显示在生成名称字段的表单片段下面，并且在表单提交后字段中没有值的情况下显示验证错误。验证通过Spring的验证框架进行

The generated HTML looks like this:

生成的HTML如下所示：

Name:

<input type="text" name="name" value="">

<br>

<b>required</b>

<br>

<br>

The formTextarea macro works the same way as the formInput macro and accepts the same parameter list. Commonly, the second parameter (attributes) will be used to pass style information or rows and cols attributes for the textarea.

formTextarea 宏和formInput 宏的工作方式相同，并接受相同的参数列表。通常，第二个参数（attributes）用于传递文本域的样式信息或行和列属性

##### Selection Fields

Four selection field macros can be used to generate common UI value selection inputs in your HTML forms.

四个选择字段宏 能够 在HTML表单中 用于生成常用的UI值选择输入

* formSingleSelect
* formMultiSelect
* formRadioButtons
* formCheckboxes

Each of the four macros accepts a Map of options containing the value for the form field, and the label corresponding to that value. The value and the label can be the same.

四个宏中的每一个接受 包含表单字段值的选项的Map，以及与该值相对应的标签。值和标签可以是相同的

An example of radio buttons in FTL is below. The form backing object specifies a default value of 'London' for this field and so no validation is necessary. When the form is rendered, the entire list of cities to choose from is supplied as reference data in the model under the name 'cityMap'.

在FTL 中一个单选按钮的示例如下。表单支持对象为这个字段指定了一个默认值“London”，因此不需要验证。当表单呈现时，要选择的整个城市列表 在‘cityMap’名称下作为模型参考数据 提供

...

Town:

<@spring.formRadioButtons "command.address.town", cityMap, ""/><br><br>

This renders a line of radio buttons, one for each value in cityMap using the separator "". No additional attributes are supplied (the last parameter to the macro is missing). The cityMap uses the same String for each key-value pair in the map. The map’s keys are what the form actually submits as POSTed request parameters, map values are the labels that the user sees. In the example above, given a list of three well known cities and a default value in the form backing object, the HTML would be

这将呈现一行单选按钮。cityMap的每个值使用风格符“”。没有提供额外的属性（缺失宏的最后一个参数）。cityMap为map中的每一个键值对使用相同的字符。该map的键是这个表单实际提交的POST请求参数，map的值是用户看到的标签。在上面的例子中，给定三个已知城市的列表和一个表单支持对象的默认值。HTML将会是：

Town:

<input type="radio" name="address.town" value="London">London</input>

<input type="radio" name="address.town" value="Paris" checked="checked">Paris</input>

<input type="radio" name="address.town" value="New York">New York</input>

If your application expects to handle cities by internal codes for example, the map of codes would be created with suitable keys like the example below.

如果你的应用程序想要在内部代码处理城市，例如，通过合适的键创建代码映射，如下例所示：

**protected** Map<String, String> referenceData(HttpServletRequest request) **throws** Exception {

Map<String, String> cityMap = **new** LinkedHashMap<>();

cityMap.put("LDN", "London");

cityMap.put("PRS", "Paris");

cityMap.put("NYC", "New York");

Map<String, String> model = **new** HashMap<>();

model.put("cityMap", cityMap);

**return** model;

}

The code would now produce output where the radio values are the relevant codes but the user still sees the more user friendly city names.

代码将产生输出，其中单选按钮的值是相关的代码，但是用户仍旧能够看到根据用户友好的城市名称

Town:

<input type="radio" name="address.town" value="LDN">London</input>

<input type="radio" name="address.town" value="PRS" checked="checked">Paris</input>

<input type="radio" name="address.town" value="NYC">New York</input>

#### HTML escaping

Default usage of the form macros above will result in HTML tags that are HTML 4.01 compliant and that use the default value for HTML escaping defined in your web.xml as used by Spring’s bind support. In order to make the tags XHTML compliant or to override the default HTML escaping value, you can specify two variables in your template (or in your model where they will be visible to your templates). The advantage of specifying them in the templates is that they can be changed to different values later in the template processing to provide different behavior for different fields in your form.

上面表单宏的默认使用 将 生成 符合 HTML 4.01 的HTML标签， 这些标签使用 Spring绑定支持锁使用的web.xml中定义的HTML转义 的默认值，为了使标签XHTML 兼容或覆盖默认的HTML转义值，你可以在模板中指定另个变量（或在模板中可见的模型中）。在模板中指定它的的优点是，可以在模板处理的稍后 改变它们的不同的值，以在你表单中为不同的字段提供不同的行为

To switch to XHTML compliance for your tags, specify a value of 'true' for a model/context variable named xhtmlCompliant:

为了转换标签的XHTML 合规性，为名称为xhtmlCompliant的模型/内容变量指定一个true值

<#-- for FreeMarker -->

<#assign xhtmlCompliant = true in spring>

Any tags generated by the Spring macros will now be XHTML compliant after processing this directive.

在用这个指令处理之后，由Spring 指令生成的任何标签 将符合XHTML 规范

In similar fashion, HTML escaping can be specified per field:

以类似的方式。每个字段可以指定HTML转义

<-- until this point, default HTML escaping is used -->

<#assign htmlEscape = true in spring>

<-- next field will use HTML escaping -->

<@spring.formInput "command.name"/>

<assign htmlEscape = false in spring>

<-- all future fields will be bound with HTML escaping off -->

### 1.12.5. JSP & JSTL

Spring provides a couple of out-of-the-box solutions for JSP and JSTL views. Using JSP or JSTL is done using a normal view resolver defined in the WebApplicationContext. Furthermore, of course you need to write some JSPs that will actually render the view.

Spring为JSP和JSTL视图提供了一些开箱即用的解决方案。使用JSP或JSTL是 使用在WebApplicationContext中定义的一个普通的视图解析器完成的。此外，当然你需要写一些JSP，它将实际渲染视图

#### View resolvers

Just as with any other view technology you’re integrating with Spring, for JSPs you’ll need a view resolver that will resolve your views. The most commonly used view resolvers when developing with JSPs are the InternalResourceViewResolver and the ResourceBundleViewResolver. Both are declared in the WebApplicationContext:

就像其他任何与Spring集成的视图技术一样，对于JSP，你需要视图解析器来解析视图。当使用JSP开发时，最常使用的视图解析器是InternalResourceViewResolver 和ResourceBundleViewResolver。两者都在WebApplicationContext中声明

*<!-- the ResourceBundleViewResolver -->*

<bean id="viewResolver" class="org.springframework.web.servlet.view.ResourceBundleViewResolver">

<property name="basename" value="views"/>

</bean>

# And a sample properties file is uses (views.properties in WEB-INF/classes):

welcome.(class)=org.springframework.web.servlet.view.JstlView

welcome.url=/WEB-INF/jsp/welcome.jsp

productList.(class)=org.springframework.web.servlet.view.JstlView

productList.url=/WEB-INF/jsp/productlist.jsp

As you can see, the ResourceBundleViewResolver needs a properties file defining the view names mapped to 1) a class and 2) a URL. With a ResourceBundleViewResolver you can mix different types of views using only one resolver.

正如你看到的。ResourceBundleViewResolver 需要一个属性文件来定义映射到1）类 和 2）URL的视图名称。使用ResourceBundleViewResolver ，你可以仅用一个解析器混合不同的视图类型

<bean id="viewResolver" class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="viewClass" value="org.springframework.web.servlet.view.JstlView"/>

<property name="prefix" value="/WEB-INF/jsp/"/>

<property name="suffix" value=".jsp"/>

</bean>

The InternalResourceBundleViewResolver can be configured for using JSPs as described above. As a best practice, we strongly encourage placing your JSP files in a directory under the 'WEB-INF' directory, so there can be no direct access by clients.

InternalResourceBundleViewResolver 可以配置为使用上述描述的JSP。作为一个好的实践，我们强烈建议将你的JSP文件放在 'WEB-INF' 目录下的一个目录中。这样客户端就不能直接访问了

#### JSPs versus JSTL

When using the Java Standard Tag Library you must use a special view class, the JstlView, as JSTL needs some preparation before things such as the I18N features will work.

当使用Java标准标签库时，你必须使用特定的视图类，JSTLView，因为JSTL需要一些准备工作，例如I18N 特性才能起作用

#### Spring’s JSP tag library

Spring provides data binding of request parameters to command objects as described in earlier chapters. To facilitate the development of JSP pages in combination with those data binding features, Spring provides a few tags that make things even easier. All Spring tags haveHTML escaping features to enable or disable escaping of characters.

Spring提供了请求参数与命令对象的数据绑定，如前面章节描述的 。结合这些数据绑定功能，促进JSP页面的开发。Spring提供了一些标签，这些标签使得事情变得更加简单。所有Spring标签都有HTML转义特性，用来启用或禁用字符串转换

The spring.tld tag library descriptor (TLD) is included in the spring-webmvc.jar

spring.tld标签库描述符（TLD）包含在 spring-webmvc.jar中

#### Spring’s form tag library

As of version 2.0, Spring provides a comprehensive set of data binding-aware tags for handling form elements when using JSP and Spring Web MVC. Each tag provides support for the set of attributes of its corresponding HTML tag counterpart, making the tags familiar and intuitive to use. The tag-generated HTML is HTML 4.01/XHTML 1.0 compliant.

自版本2.0开始。Spring 在使用JSP和Spring Web MVC时 为处理表单元素 提供了一套完整的数据绑定识别标签。每个标签都支持其相应的HTML标签对应的属性集，使标签熟悉和直观的来使用，标签生成的HTML符合HTML 4.01/XHTML 1.0 规范

Unlike other form/input tag libraries, Spring’s form tag library is integrated with Spring Web MVC, giving the tags access to the command object and reference data your controller deals with. As you will see in the following examples, the form tags make JSPs easier to develop, read and maintain.

不像其他的表单/输入 标签库，Spring的表单标签库与Spring Web MVC集成，使标签可以访问控制器处理的命令对象和引用数据。正如你在下面的示例中所看到的。表单标签使得JSP更容易开发、阅读和维护

Let’s go through the form tags and look at an example of how each tag is used. We have included generated HTML snippets where certain tags require further commentary.

让我们通过表单标签，看看如何使用每个标签的例子。 我们已经包含生成的HTML片段，其中某些标签需要进一步评论

#### Configuration

The form tag library comes bundled in spring-webmvc.jar. The library descriptor is called spring-form.tld.

表单库标签捆绑在 spring-webmvc.jar中，库描述称为 spring-form.tld

To use the tags from this library, add the following directive to the top of your JSP page:

要使用这个库的标签，添加一下指令到你JSP文件的顶部

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %>

where form is the tag name prefix you want to use for the tags from this library.

其中 form是要用于来自此库的标签的标签名称前缀

#### The form tag

This tag renders an HTML 'form' tag and exposes a binding path to inner tags for binding. It puts the command object in the PageContext so that the command object can be accessed by inner tags. All the other tags in this library are nested tags of the form tag.

这个标签呈现一个HTML‘表单’标签，并暴露一个绑定路径到内部标签进行绑定，它将命令对象放在PageContext ，以便命令对象能被内部标签访问。这个库中的所有其他标签是这个表单标签的嵌套标签

Let’s assume we have a domain object called User. It is a JavaBean with properties such as firstName and lastName. We will use it as the form backing object of our form controller which returns form.jsp. Below is an example of what form.jsp would look like:

让我们假定我们有一个称为User的域对象。它是具有firstName 和lastName属性的JavaBean。我们将使用它作为返回form.jsp的表单控制器的表单支持对象。下面是form.jsp的一个例子。

<form:form>

<table>

<tr>

<td>First Name:</td>

<td><form:input path="firstName"/></td>

</tr>

<tr>

<td>Last Name:</td>

<td><form:input path="lastName"/></td>

</tr>

<tr>

<td colspan="2">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form:form>

The firstName and lastName values are retrieved from the command object placed in the PageContext by the page controller.

firstName 和lastName 值从页面控制器放置的PageContext 中的命令对象中检索

The generated HTML looks like a standard form:

生成的HTML看起来像一个标准的form

<form method="POST">

<table>

<tr>

<td>First Name:</td>

<td><input name="firstName" type="text" value="Harry"/></td>

</tr>

<tr>

<td>Last Name:</td>

<td><input name="lastName" type="text" value="Potter"/></td>

</tr>

<tr>

<td colspan="2">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form>

The preceding JSP assumes that the variable name of the form backing object is 'command'. If you have put the form backing object into the model under another name (definitely a best practice), then you can bind the form to the named variable like so:

前面的JSP假定表单支持对象的变量名是'command'。 如果你已经把表单支持对象以另一个名字（绝对是最佳实践）放到模型中，那么你可以将表单绑定到指定的变量，如下所示：

<form:form modelAttribute="user">

<table>

<tr>

<td>First Name:</td>

<td><form:input path="firstName"/></td>

</tr>

<tr>

<td>Last Name:</td>

<td><form:input path="lastName"/></td>

</tr>

<tr>

<td colspan="2">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form:form>

#### The input tag

This tag renders an HTML 'input' tag using the bound value and type='text' by default.

这个标签默认使用绑定值和type ='text'呈现一个HTML'input'标签。

#### The checkbox tag

This tag renders an HTML 'input' tag with type 'checkbox'.

这个标签呈现一个‘CheckBox’类型的HTML ‘input’标签

Let’s assume our User has preferences such as newsletter subscription and a list of hobbies. Below is an example of the Preferences class:

让我们假设我们的用户有喜好，如通讯订阅和业余爱好列表。 以下是Preferences类的一个例子：

**public** **class** **Preferences** {

**private** **boolean** receiveNewsletter;

**private** String**[]** interests;

**private** String favouriteWord;

**public** **boolean** isReceiveNewsletter() {

**return** receiveNewsletter;

}

**public** **void** setReceiveNewsletter(**boolean** receiveNewsletter) {

this.receiveNewsletter = receiveNewsletter;

}

**public** String**[]** getInterests() {

**return** interests;

}

**public** **void** setInterests(String**[]** interests) {

this.interests = interests;

}

**public** String getFavouriteWord() {

**return** favouriteWord;

}

**public** **void** setFavouriteWord(String favouriteWord) {

this.favouriteWord = favouriteWord;

}

}

The form.jsp would look like:

form.jsp 看起来像这样：

<form:form>

<table>

<tr>

<td>Subscribe to newsletter?:</td>

<%-- Approach 1: Property is of type java.lang.Boolean --%>

<td><form:checkbox path="preferences.receiveNewsletter"/></td>

</tr>

<tr>

<td>Interests:</td>

<%-- Approach 2: Property is of an array or of type java.util.Collection --%>

<td>

Quidditch: <form:checkbox path="preferences.interests" value="Quidditch"/>

Herbology: <form:checkbox path="preferences.interests" value="Herbology"/>

Defence Against the Dark Arts: <form:checkbox path="preferences.interests" value="Defence Against the Dark Arts"/>

</td>

</tr>

<tr>

<td>Favourite Word:</td>

<%-- Approach 3: Property is of type java.lang.Object --%>

<td>

Magic: <form:checkbox path="preferences.favouriteWord" value="Magic"/>

</td>

</tr>

</table>

</form:form>

There are 3 approaches to the checkbox tag which should meet all your checkbox needs.

有三种方法的CheckBox标签，应该满足你所有复选框的需要

* Approach One - When the bound value is of type java.lang.Boolean, the input(checkbox) is marked as 'checked' if the bound value is true. The value attribute corresponds to the resolved value of the setValue(Object) value property.

方法1：当绑定值是 java.lang.Boolean类型时，如果绑定值是true，input(checkbox)被标记为'checked' ，value属性对应 setValue(Object) 值属性解析的值

* Approach Two - When the bound value is of type array or java.util.Collection, the input(checkbox) is marked as 'checked' if the configured setValue(Object) value is present in the bound Collection.

方法2：当绑定类型为array 或者java.util.Collection时， 如果配置的setValue(Object)值存在于绑定的Collection， input(checkbox)标记为'checked'

* Approach Three - For any other bound value type, the input(checkbox) is marked as 'checked' if the configured setValue(Object) is equal to the bound value.

方法3：对于其他绑定值类型，如果配置的setValue(Object)等于绑定的值， input(checkbox)标记为'checked'

Note that regardless of the approach, the same HTML structure is generated. Below is an HTML snippet of some checkboxes:

请注意，不管采用哪种方法，都将生成相同的HTML结构，下面是一些checkboxes的HTML片段

<tr>

<td>Interests:</td>

<td>

Quidditch: <input name="preferences.interests" type="checkbox" value="Quidditch"/>

<input type="hidden" value="1" name="\_preferences.interests"/>

Herbology: <input name="preferences.interests" type="checkbox" value="Herbology"/>

<input type="hidden" value="1" name="\_preferences.interests"/>

Defence Against the Dark Arts: <input name="preferences.interests" type="checkbox" value="Defence Against the Dark Arts"/>

<input type="hidden" value="1" name="\_preferences.interests"/>

</td>

</tr>

What you might not expect to see is the additional hidden field after each checkbox. When a checkbox in an HTML page is not checked, its value will not be sent to the server as part of the HTTP request parameters once the form is submitted, so we need a workaround for this quirk in HTML in order for Spring form data binding to work. The checkbox tag follows the existing Spring convention of including a hidden parameter prefixed by an underscore ("\_") for each checkbox. By doing this, you are effectively telling Spring that "the checkbox was visible in the form and I want my object to which the form data will be bound to reflect the state of the checkbox no matter what".

您可能不希望看到的是每个复选框后的附加隐藏域。如果未选中 html 页中的复选框, 则在提交表单后, 它的值将不会作为 HTTP 请求参数的一部分发送到服务器, 因此, 为了使 Spring 表单数据绑定工作, 我们需要在 html 中解决这个问题。复选框标记遵循现有的 Spring 约定, 其中包括每个复选框都以下划线 ("\_") 为前缀的隐藏参数。通过这样做, 您可以有效地告诉 Spring "该复选框在表单中是可见的, 并且我希望将表单数据绑定到其上的对象能够反映复选框的状态, 而不管它是什么"。

#### The checkboxes tag

This tag renders multiple HTML 'input' tags with type 'checkbox'.

这个标签使用“复选框”来呈现多个HTML“输入”标签。

Building on the example from the previous checkbox tag section. Sometimes you prefer not to have to list all the possible hobbies in your JSP page. You would rather provide a list at runtime of the available options and pass that in to the tag. That is the purpose of the checkboxes tag. You pass in an Array, a List or a Map containing the available options in the "items" property. Typically the bound property is a collection so it can hold multiple values selected by the user. Below is an example of the JSP using this tag:

基于上一个复选框标签部分的示例。 有时候，您不希望在JSP页面中列出所有可能的兴趣爱好。 您宁愿在运行时提供可用选项列表，并将其传递给标记。 这是复选框标签的用途。 你传递一个Array，一个List或者一个包含“items”属性中的可用选项的Map。 通常绑定属性是一个集合，所以它可以保存用户选择的多个值。 以下是使用此标记的JSP示例：

<form:form>

<table>

<tr>

<td>Interests:</td>

<td>

<%-- Property is of an array or of type java.util.Collection --%>

<form:checkboxes path="preferences.interests" items="${interestList}"/>

</td>

</tr>

</table>

</form:form>

This example assumes that the "interestList" is a List available as a model attribute containing strings of the values to be selected from. In the case where you use a Map, the map entry key will be used as the value and the map entry’s value will be used as the label to be displayed. You can also use a custom object where you can provide the property names for the value using "itemValue" and the label using "itemLabel".

这个例子假设“interestList”是一个可用作模型属性的List变量，包含要从中选择的值的字符串。 在使用Map的情况下，Map输入键将被用作值，并且Map条目的值将被用作要被显示的标签。 您也可以使用自定义对象，您可以在其中使用“itemValue”为值提供属性名称，使用“itemLabel”为该标签提供属性名称。

The radiobutton tag

This tag renders an HTML 'input' tag with type 'radio'.

这个标签呈现一个类型为“radio”的HTML“输入”标签。

A typical usage pattern will involve multiple tag instances bound to the same property but with different values.

一个典型的使用模式将涉及 绑定到相同的属性但具有不同的值 多个标签实例 。

<tr>

<td>Sex:</td>

<td>

Male: <form:radiobutton path="sex" value="M"/> <br/>

Female: <form:radiobutton path="sex" value="F"/>

</td>

</tr>

#### The radiobuttons tag

This tag renders multiple HTML 'input' tags with type 'radio'.

这个标签呈现多个类型为“radio”的HTML“输入”标签。

Just like the checkboxes tag above, you might want to pass in the available options as a runtime variable. For this usage you would use the radiobuttons tag. You pass in an Array, a List or a Map containing the available options in the "items" property. In the case where you use a Map, the map entry key will be used as the value and the map entry’s value will be used as the label to be displayed. You can also use a custom object where you can provide the property names for the value using "itemValue" and the label using "itemLabel".

就像上面的复选框标签一样，您可能想要将可用选项作为运行时变量传递。 对于这种用法，您可以使用radiobuttons 标签。 你传递一个Array，一个List或者一个“items”属性中包含可用选项的Map。 在使用Map的情况下，Map输入键将被用作值，并且Map条目的值将被用作要被显示的标签。 您也可以使用自定义对象，您可以在其中使用“itemValue”为值提供属性名称，使用“itemLabel”为该标签提供属性名称。

<tr>

<td>Sex:</td>

<td><form:radiobuttons path="sex" items="${sexOptions}"/></td>

</tr>

#### The password tag

This tag renders an HTML 'input' tag with type 'password' using the bound value.

此标记使用绑定值呈现类型为“password”的HTML“输入”标记。

<tr>

<td>Password:</td>

<td>

<form:password path="password"/>

</td>

</tr>

Please note that by default, the password value is not shown. If you do want the password value to be shown, then set the value of the 'showPassword' attribute to true, like so.

请注意，默认情况下，密码值不显示。 如果您想要显示密码值，则将“showPassword”属性的值设置为true，就像这样。

<tr>

<td>Password:</td>

<td>

<form:password path="password" value="^76525bvHGq" showPassword="true"/>

</td>

</tr>

#### The select tag

This tag renders an HTML 'select' element. It supports data binding to the selected option as well as the use of nested option and options tags.

这个标签呈现一个HTML“select”元素。 它支持数据绑定到选定的选项以及使用嵌套的选项和选项标签。

Let’s assume a User has a list of skills.

我们假设一个用户有一个技能列表。

<tr>

<td>Skills:</td>

<td><form:select path="skills" items="${skills}"/></td>

</tr>

If the User’s skill were in Herbology, the HTML source of the 'Skills' row would look like:

如果用户的技能在Herbology中，则“'Skills' ”行的HTML源代码将如下所示:

<tr>

<td>Skills:</td>

<td>

<select name="skills" multiple="true">

<option value="Potions">Potions</option>

<option value="Herbology" selected="selected">Herbology</option>

<option value="Quidditch">Quidditch</option>

</select>

</td>

</tr>

#### The option tag

This tag renders an HTML 'option'. It sets 'selected' as appropriate based on the bound value.

这个标签呈现一个HTML“'option'”。 它根据边界值适当设置“'selected' ”。

<tr>

<td>House:</td>

<td>

<form:select path="house">

<form:option value="Gryffindor"/>

<form:option value="Hufflepuff"/>

<form:option value="Ravenclaw"/>

<form:option value="Slytherin"/>

</form:select>

</td>

</tr>

If the User’s house was in Gryffindor, the HTML source of the 'House' row would look like:

如果用户的房屋位于Gryffindor，则“House”行的HTML源代码将如下所示：

<tr>

<td>House:</td>

<td>

<select name="house">

<option value="Gryffindor" selected="selected">Gryffindor</option>

<option value="Hufflepuff">Hufflepuff</option>

<option value="Ravenclaw">Ravenclaw</option>

<option value="Slytherin">Slytherin</option>

</select>

</td>

</tr>

#### The options tag

This tag renders a list of HTML 'option' tags. It sets the 'selected' attribute as appropriate based on the bound value.

这个标签呈现HTML'option' 标签的列表。 它根据绑定值适当地设置“selected”属性。

<tr>

<td>Country:</td>

<td>

<form:select path="country">

<form:option value="-" label="--Please Select"/>

<form:options items="${countryList}" itemValue="code" itemLabel="name"/>

</form:select>

</td>

</tr>

If the User lived in the UK, the HTML source of the 'Country' row would look like:

如果用户居住在UK，“'Country' ”行的HTML源代码将如下所示：

<tr>

<td>Country:</td>

<td>

<select name="country">

<option value="-">--Please Select</option>

<option value="AT">Austria</option>

<option value="UK" selected="selected">United Kingdom</option>

<option value="US">United States</option>

</select>

</td>

</tr>

As the example shows, the combined usage of an option tag with the options tag generates the same standard HTML, but allows you to explicitly specify a value in the JSP that is for display only (where it belongs) such as the default string in the example: "-- Please Select".

如示例所示，option 标记与option 记的组合使用会生成相同的标准HTML，但允许您在JSP中明确指定一个仅用于显示的值（其所属的位置），例如示例中的默认值：“ - 请选择”。

The items attribute is typically populated with a collection or array of item objects. itemValue and itemLabel simply refer to bean properties of those item objects, if specified; otherwise, the item objects themselves will be stringified. Alternatively, you may specify a Map of items, in which case the map keys are interpreted as option values and the map values correspond to option labels. If itemValue and/or itemLabel happen to be specified as well, the item value property will apply to the map key and the item label property will apply to the map value.

items属性通常由项目对象的集合或数组填充。 itemValue和itemLabel只需引用这些项目对象的bean属性（如果指定的话）; 否则，项目对象本身将被串化。 或者，您可以指定项目的Map，在这种情况下，如果itemValue和/或itemLabel恰好被指定，Map键值将被解释为选项值，Map值对应于选项标签。

#### The textarea tag

This tag renders an HTML 'textarea'.

这个标签呈现一个HTML'textarea'。

<tr>

<td>Notes:</td>

<td><form:textarea path="notes" rows="3" cols="20"/></td>

<td><form:errors path="notes"/></td>

</tr>

#### The hidden tag

This tag renders an HTML 'input' tag with type 'hidden' using the bound value. To submit an unbound hidden value, use the HTML input tag with type 'hidden'.

这个标签使用绑定值呈现一个类型为“hidden”的HTML“input”标签。 要提交未绑定的隐藏值，请使用类型为“'hidden'”的HTML输入标签。

<form:hidden path="house"/>

If we choose to submit the 'house' value as a hidden one, the HTML would look like:

如果我们选择将“house”值作为隐藏值提交，则HTML将如下所示:

<input name="house" type="hidden" value="Gryffindor"/>

#### The errors tag

This tag renders field errors in an HTML 'span' tag. It provides access to the errors created in your controller or those that were created by any validators associated with your controller.

此标记在HTML“span”标记中呈现字段错误。它提供对在控制器中创建的错误或由与控制器关联的任何验证器创建的错误的访问。

Let’s assume we want to display all error messages for the firstName and lastName fields once we submit the form. We have a validator for instances of the User class called UserValidator.

假设我们希望在提交表单后显示firstName和lastName字段的所有错误消息。 我们有一个名为UserValidator的User类实例的验证器。

**public** **class** **UserValidator** **implements** Validator {

**public** **boolean** supports(Class candidate) {

**return** User.class.isAssignableFrom(candidate);

}

**public** **void** validate(Object obj, Errors errors) {

ValidationUtils.rejectIfEmptyOrWhitespace(errors, "firstName", "required", "Field is required.");

ValidationUtils.rejectIfEmptyOrWhitespace(errors, "lastName", "required", "Field is required.");

}

}

The form.jsp would look like:

form.jsp看起来像这样：

<form:form>

<table>

<tr>

<td>First Name:</td>

<td><form:input path="firstName"/></td>

<%-- Show errors for firstName field --%>

<td><form:errors path="firstName"/></td>

</tr>

<tr>

<td>Last Name:</td>

<td><form:input path="lastName"/></td>

<%-- Show errors for lastName field --%>

<td><form:errors path="lastName"/></td>

</tr>

<tr>

<td colspan="3">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form:form>

If we submit a form with empty values in the firstName and lastName fields, this is what the HTML would look like:

如果我们提交了一个firstName 和lastName字段为空表单， 这就是HTML的样子:

<form method="POST">

<table>

<tr>

<td>First Name:</td>

<td><input name="firstName" type="text" value=""/></td>

<%-- Associated errors to firstName field displayed --%>

<td><span name="firstName.errors">Field is required.</span></td>

</tr>

<tr>

<td>Last Name:</td>

<td><input name="lastName" type="text" value=""/></td>

<%-- Associated errors to lastName field displayed --%>

<td><span name="lastName.errors">Field is required.</span></td>

</tr>

<tr>

<td colspan="3">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form>

What if we want to display the entire list of errors for a given page? The example below shows that the errors tag also supports some basic wildcarding functionality.

如果我们想要显示给定页面的整个错误列表呢？ 下面的例子显示了错误标签还支持一些基本的通配符功能。

* path="\*" - displays all errors

path="\*" --显示所有错误

* path="lastName" - displays all errors associated with the lastName field

path="lastName" -- 显示与lastName字段关联的所有错误

* if path is omitted - object errors only are displayed

如果path省略--仅显示对象错误

The example below will display a list of errors at the top of the page, followed by field-specific errors next to the fields:

以下示例将在页面顶部显示错误列表，然后在字段旁边显示特定于字段的错误：

<form:form>

<form:errors path="\*" cssClass="errorBox"/>

<table>

<tr>

<td>First Name:</td>

<td><form:input path="firstName"/></td>

<td><form:errors path="firstName"/></td>

</tr>

<tr>

<td>Last Name:</td>

<td><form:input path="lastName"/></td>

<td><form:errors path="lastName"/></td>

</tr>

<tr>

<td colspan="3">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form:form>

The HTML would look like:

HTML看起来像：

<form method="POST">

<span name="\*.errors" class="errorBox">Field is required.<br/>Field is required.</span>

<table>

<tr>

<td>First Name:</td>

<td><input name="firstName" type="text" value=""/></td>

<td><span name="firstName.errors">Field is required.</span></td>

</tr>

<tr>

<td>Last Name:</td>

<td><input name="lastName" type="text" value=""/></td>

<td><span name="lastName.errors">Field is required.</span></td>

</tr>

<tr>

<td colspan="3">

<input type="submit" value="Save Changes"/>

</td>

</tr>

</table>

</form>

The spring-form.tld tag library descriptor (TLD) is included in the spring-webmvc.jar.

spring-form.tld标记库描述符（TLD）包含在spring-webmvc.jar中

#### HTTP method conversion

A key principle of REST is the use of the Uniform Interface. This means that all resources (URLs) can be manipulated using the same four HTTP methods: GET, PUT, POST, and DELETE. For each method, the HTTP specification defines the exact semantics. For instance, a GET should always be a safe operation, meaning that is has no side effects, and a PUT or DELETE should be idempotent, meaning that you can repeat these operations over and over again, but the end result should be the same. While HTTP defines these four methods, HTML only supports two: GET and POST. Fortunately, there are two possible workarounds: you can either use JavaScript to do your PUT or DELETE, or simply do a POST with the 'real' method as an additional parameter (modeled as a hidden input field in an HTML form). This latter trick is what Spring’s HiddenHttpMethodFilter does. This filter is a plain Servlet Filter and therefore it can be used in combination with any web framework (not just Spring MVC). Simply add this filter to your web.xml, and a POST with a hidden \_method parameter will be converted into the corresponding HTTP method request.

REST的一个关键原则是使用统一接口。这意味着所有资源（URL）都可以使用相同的四种HTTP方法进行操作：GET，PUT，POST和DELETE。对于每种方法，HTTP规范都定义了确切的语义。例如，一个GET应该总是一个安全的操作，意思是没有任何副作用，PUT或DELETE应该是幂等的，这意味着你可以重复这些操作，但最终的结果应该是一样的。虽然HTTP定义了这四种方法，但HTML仅支持两种：GET和POST。幸运的是，有两种可能的解决方法：您可以使用JavaScript来执行PUT或DELETE，或者简单地使用'real'方法作为附加参数（在HTML表单中作为隐藏输入字段建模）执行POST。后一个技巧就是Spring的HiddenHttpMethodFilter所做的。这个过滤器是一个普通的Servlet过滤器，因此它可以与任何Web框架（不只是Spring MVC）结合使用。只需将此过滤器添加到您的web.xml中，并将带有隐藏\_method参数的POST转换为相应的HTTP方法请求。

To support HTTP method conversion the Spring MVC form tag was updated to support setting the HTTP method. For example, the following snippet taken from the updated Petclinic sample

为了支持 http 方法转换, Spring MVC 表单标签被更新以支持设置 http 方法。例如,从更新的 Petclinic 示例中抽取的以下代码段

<form:form method="delete">

<p class="submit"><input type="submit" value="Delete Pet"/></p>

</form:form>

This will actually perform an HTTP POST, with the 'real' DELETE method hidden behind a request parameter, to be picked up by the HiddenHttpMethodFilter, as defined in web.xml:

这实际上会执行一个HTTP POST，在请求参数后面隐藏着'real' DELETE方法，由web.xml中定义的HiddenHttpMethodFilter获取：

<filter>

<filter-name>httpMethodFilter</filter-name>

<filter-**class**>**org**.springframework.web.filter.HiddenHttpMethodFilter</filter-**class**>

</**filter**>

<filter-mapping>

<filter-name>httpMethodFilter</filter-name>

<servlet-name>petclinic</servlet-name>

</filter-mapping>

The corresponding @Controller method is shown below:

相应的@Controller方法如下所示：

@RequestMapping(method = RequestMethod.DELETE)

**public** String deletePet(@PathVariable **int** ownerId, @PathVariable **int** petId) {

this.clinic.deletePet(petId);

**return** "redirect:/owners/" + ownerId;

}

#### HTML5 tags

Starting with Spring 3, the Spring form tag library allows entering dynamic attributes, which means you can enter any HTML5 specific attributes.

从Spring 3开始，Spring表单标签库允许输入动态属性，这意味着您可以输入任何HTML5特定属性。

In Spring 3.1, the form input tag supports entering a type attribute other than 'text'. This is intended to allow rendering new HTML5 specific input types such as 'email', 'date', 'range', and others. Note that entering type='text' is not required since 'text' is the default type.

在Spring 3.1中，表单输入标签支持输入“'text'”以外的类型属性。 这是为了允许呈现新的HTML5特定的输入类型，如“电子邮件”，“日期”，“范围”等。 请注意，输入type ='text'不是必需的，因为'text'是默认的类型。

### 1.12.6. Script views

It is possible to integrate any templating library running on top of a JSR-223 script engine in web applications using Spring. The following describes in a broad way how to do this. The script engine must implement both ScriptEngine and Invocable interfaces.

在使用 Spring 的 web 应用程序中, 可以将运行在 JSR-223 脚本引擎之上的任何模板库集成在一起。以下以广泛的方式描述如何做到这一点。 脚本引擎必须实现ScriptEngine和Invocable接口。

It has been tested with:

它已经过测试：

* Handlebars running on Nashorn
* Mustache running on Nashorn
* React running on Nashorn
* EJS running on Nashorn
* ERB running on JRuby
* String templates running on Jython

#### Requirements

To be able to use script templates integration, you need to have available in your classpath the script engine:

为了能够使用脚本模板集成，您需要在类路径中提供脚本引擎：

* Nashorn Javascript engine is provided builtin with Java 8+. Using the latest update release available is highly recommended.

Java 8+提供了内置的Nashorn Javascript引擎。强烈推荐使用最新的更新版本。

* Rhino Javascript engine is provided builtin with Java 6 and Java 7. Please notice that using Rhino is not recommended since it does not support running most template engines.

Java 6 和Java 7中提供了内置Rhino Javascript 引擎， 请注意，不推荐使用Rhino，因为它不支持运行大多数模板引擎。

* JRuby dependency should be added in order to get Ruby support.

为了获得Ruby支持，应该添加JRuby依赖关系。

* Jython dependency should be added in order to get Python support.

为了获得Python支持，应添加Jython依赖关系。

You should also need to add dependencies for your script based template engine. For example, for Javascript you can use WebJars to add Maven/Gradle dependencies in order to make your javascript libraries available in the classpath.

您还需要为基于脚本的模板引擎添加依赖项。例如，对于Javascript，您可以使用WebJars添加Maven / Gradle依赖项，以便使Javascript库在类路径中可用。

#### Script templates

To be able to use script templates, you have to configure it in order to specify various parameters like the script engine to use, the script files to load and what function should be called to render the templates. This is done thanks to a ScriptTemplateConfigurer bean and optional script files.

为了能够使用脚本模板, 您必须对其进行配置, 以便指定各种参数, 如要使用的脚本引擎、要加载的脚本文件以及应调用哪些函数来呈现模板。这是由 ScriptTemplateConfigurer bean 和可选的脚本文件完成的。

For example, in order to render Mustache templates thanks to the Nashorn Javascript engine provided with Java 8+, you should declare the following configuration:

例如，为了使用Java 8+提供的Nashorn Javascript引擎来呈现Mustache模板，您应该声明以下配置：

@Configuration@EnableWebMvc

**public** **class** **MustacheConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureViewResolvers(ViewResolverRegistry registry) {

registry.scriptTemplate();

}

@Bean

**public** ScriptTemplateConfigurer configurer() {

ScriptTemplateConfigurer configurer = **new** ScriptTemplateConfigurer();

configurer.setEngineName("nashorn");

configurer.setScripts("mustache.js");

configurer.setRenderObject("Mustache");

configurer.setRenderFunction("render");

**return** configurer;

}

}

The XML counterpart using MVC namespace is:

使用MVC名称空间的XML对象是：

<mvc:annotation-driven/>

<mvc:view-resolvers>

<mvc:script-template/>

</mvc:view-resolvers>

<mvc:script-template-configurer engine-name="nashorn" render-object="Mustache" render-function="render">

<mvc:script location="mustache.js"/>

</mvc:script-template-configurer>

The controller is exactly what you should expect:

你所期望的控制器：

@Controller

**public** **class** **SampleController** {

@RequestMapping

**public** ModelAndView test() {

ModelAndView mav = **new** ModelAndView();

mav.addObject("title", "Sample title").addObject("body", "Sample body");

mav.setViewName("template.html");

**return** mav;

}

}

And the Mustache template is:

Mustache模板是:

<html>

<head>

<title>{{title}}</title>

</head>

<body>

<p>{{body}}</p>

</body>

</html>

The render function is called with the following parameters:

使用以下参数调用渲染函数：

* String template: the template content

String template: 模板内容

* Map model: the view model

Map model: 视图模型

* String url: the template url (since 4.2.2)

String url: 模板url（自4.2.2开始）

Mustache.render() is natively compatible with this signature, so you can call it directly.

Mustache.render()是与此签名相兼容的，因此您可以直接调用它。

If your templating technology requires some customization, you may provide a script that implements a custom render function. For example, Handlerbars needs to compile templates before using them, and requires a polyfill in order to emulate some browser facilities not available in the server-side script engine.

如果您的模板技术需要一些定制，您可以提供一个实现自定义渲染功能的脚本。 例如，Handlerbars在使用模板之前需要编译模板，并且需要使用polyfill来模拟服务器端脚本引擎中不可用的某些浏览器工具。

@Configuration

@EnableWebMvc

**public** **class** **MustacheConfig** **implements** WebMvcConfigurer {

@Override

**public** **void** configureViewResolvers(ViewResolverRegistry registry) {

registry.scriptTemplate();

}

@Bean

**public** ScriptTemplateConfigurer configurer() {

ScriptTemplateConfigurer configurer = **new** ScriptTemplateConfigurer();

configurer.setEngineName("nashorn");

configurer.setScripts("polyfill.js", "handlebars.js", "render.js");

configurer.setRenderFunction("render");

configurer.setSharedEngine(false);

**return** configurer;

}

}

polyfill.js only defines the window object needed by Handlebars to run properly:

polyfill.js只定义Handlebars正确运行所需的窗口对象：

**var** window = {};

This basic render.js implementation compiles the template before using it. A production ready implementation should also store and reused cached templates / pre-compiled templates. This can be done on the script side, as well as any customization you need (managing template engine configuration for example).

这个基本的render . js实现在使用模板之前对其进行编译。生产就绪实现还应存储和重用缓存模板/预编译模板。这可以在脚本端完成，也可以在需要的任何自定义(例如管理模板引擎配置)上完成。

**function** **render**(template, model) {

**var** compiledTemplate = Handlebars.compile(template);

**return** compiledTemplate(model);

}

### 1.12.7. XML Marshalling

### 1.12.8. Tiles

### 1.12.9. XSLT

XSLT is a transformation language for XML and is popular as a view technology within web applications. XSLT can be a good choice as a view technology if your application naturally deals with XML, or if your model can easily be converted to XML. The following section shows how to produce an XML document as model data and have it transformed with XSLT in a Spring Web MVC application.

XSLT是XML的转换语言，在Web应用程序中作为视图技术而广受欢迎。 如果您的应用程序自然处理XML，或者您的模型可以轻松转换为XML，则XSLT可以作为视图技术的不错选择。 以下部分显示如何将XML文档生成为模型数据，并使用Spring Web MVC应用程序中的XSLT进行转换。

This example is a trivial Spring application that creates a list of words in the Controller and adds them to the model map. The map is returned along with the view name of our XSLT view.

这个例子是一个普通的Spring应用程序，它在Controller中创建一个单词列表并将它们添加到模型映射中。 该地图与我们的XSLT视图的视图名称一起返回。

#### Beans

Configuration is standard for a simple Spring application. The MVC configuration has to define a XsltViewResolver bean and regular MVC annotation configuration.

配置是一个简单的Spring应用程序的标准。 MVC配置必须定义一个XsltViewResolver bean和常规的MVC注释配置。

@EnableWebMvc

@ComponentScan

@Configuration

**public** **class** **WebConfig** **implements** WebMvcConfigurer {

@Bean

**public** XsltViewResolver xsltViewResolver() {

XsltViewResolver viewResolver = **new** XsltViewResolver();

viewResolver.setPrefix("/WEB-INF/xsl/");

viewResolver.setSuffix(".xslt");

**return** viewResolver;

}

}

And we need a Controller that encapsulates our word generation logic.

我们需要一个封装我们的词生成逻辑的控制器。

#### Controller

The controller logic is encapsulated in a @Controller class, with the handler method being defined like so…​

控制器逻辑被封装在一个@Controller类中，处理器方法被定义成这样...

@Controller

**public** **class** **XsltController** {

@RequestMapping("/")

**public** String home(Model model) **throws** Exception {

Document document = DocumentBuilderFactory.newInstance().newDocumentBuilder().newDocument();

Element root = document.createElement("wordList");

List<String> words = Arrays.asList("Hello", "Spring", "Framework");

**for** (String word : words) {

Element wordNode = document.createElement("word");

Text textNode = document.createTextNode(word);

wordNode.appendChild(textNode);

root.appendChild(wordNode);

}

model.addAttribute("wordList", root);

**return** "home";

}

}

So far we’ve only created a DOM document and added it to the Model map. Note that you can also load an XML file as a Resource and use it instead of a custom DOM document.

到目前为止，我们只创建了一个DOM文档并将其添加到Model地图中。 请注意，您也可以将XML文件作为资源加载，并使用它来代替自定义的DOM文档。

Of course, there are software packages available that will automatically 'domify' an object graph, but within Spring, you have complete flexibility to create the DOM from your model in any way you choose. This prevents the transformation of XML playing too great a part in the structure of your model data which is a danger when using tools to manage the domification process.

当然，有些软件包可以自动“控制”一个对象图形，但在Spring中，您可以完全灵活地根据您的选择以您的模型创建DOM。 这防止了XML的转换在模型数据的结构中扮演太重要的角色，这在使用工具来管理统一过程时是危险的。

Next, XsltViewResolver will resolve the "home" XSLT template file and merge the DOM document into it to generate our view.

接下来，XsltViewResolver将解析“home”XSLT模板文件并将DOM文档合并到其中以生成我们的视图。

#### Transformation

Finally, the XsltViewResolver will resolve the "home" XSLT template file and merge the DOM document into it to generate our view. As shown in the XsltViewResolver configuration, XSLT templates live in the war file in the 'WEB-INF/xsl' directory and end with a "xslt" file extension.

最后，XsltViewResolver将解析“home”XSLT模板文件并将DOM文档合并到其中以生成我们的视图。 如XsltViewResolver配置所示，XSLT模板位于“WEB-INF / xsl”目录下的war文件中，并以“xslt”文件扩展名结尾。

<?xml version="1.0" encoding="utf-8"?><xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

<xsl:output method="html" omit-xml-declaration="yes"/>

<xsl:template match="/">

<html>

<head><title>Hello!</title></head>

<body>

<h1>My First Words</h1>

<ul>

<xsl:apply-templates/>

</ul>

</body>

</html>

</xsl:template>

<xsl:template match="word">

<li><xsl:value-of select="."/></li>

</xsl:template>

</xsl:stylesheet>

This is rendered as:

这呈现为：

<html>

<head>

<META http-equiv="Content-Type" content="text/html; charset=UTF-8">

<title>Hello!</title>

</head>

<body>

<h1>My First Words</h1>

<ul>

<li>Hello</li>

<li>Spring</li>

<li>Framework</li>

</ul>

</body>

</html>

### 1.12.10. Document views: PDF, Excel

#### Introduction

Returning an HTML page isn’t always the best way for the user to view the model output, and Spring makes it simple to generate a PDF document or an Excel spreadsheet dynamically from the model data. The document is the view and will be streamed from the server with the correct content type to (hopefully) enable the client PC to run their spreadsheet or PDF viewer application in response.

返回一个HTML页面不总是用户查看模型输出的最好方式，Spring使得动模型数据动态生成PDF文档或Excel电子表格变得简单。该文档是视图，从具有正确内容类型的服务器流式传输到 (希望) 使客户端 PC 能够运行其电子表格或 PDF 查看器应用程序以进行响应。

In order to use Excel views, you need to add the Apache POI library to your classpath, and for PDF generation, the common iText 2.1.7 or its fork OpenPDF (e.g. OpenPDF 1.0.4).

为了使用Excel视图，您需要将Apache POI库添加到您的类路径中，而对于PDF生成，则需要添加常见的iText 2.1.7或其分支的OpenPDF（例如OpenPDF 1.0.4）

#### Configuration

Document based views are handled in an almost identical fashion to XSLT views, and the following sections build upon the previous one by demonstrating how the same controller used in the XSLT example is invoked to render the same model as both a PDF document and an Excel spreadsheet (which can also be viewed or manipulated in Open Office).

基于文档的视图以与XSLT视图几乎相同的方式进行处理，下面几节通过演示如何调用XSLT示例中使用的相同控制器来呈现与PDF文档和Excel电子表格相同的模型 （也可以在Open Office中查看或操作）。

#### View definition

First, let’s amend the views.properties file (or xml equivalent) and add a simple view definition for both document types. The entire file now looks like this with the XSLT view shown from earlier:

首先, 让我们修改视图. 属性文件 (或等价的 xml), 并为这两种文档类型添加简单的视图定义。现在, 整个文件的外观与前面显示的 XSLT 视图类似:

home.(class)=xslt.HomePage

home.stylesheetLocation=/WEB-INF/xsl/home.xslt

home.root=words

xl.(class)=excel.HomePage

pdf.(class)=pdf.HomePage

If you want to start with a template spreadsheet or a fillable PDF form to add your model data to, specify the location as the 'url' property in the view definition

如果您想从模板电子表格或可输入的PDF表单开始添加模型数据，请在视图定义中指定位置作为“url”属性

#### Controller

The controller code we’ll use remains exactly the same from the XSLT example earlier other than to change the name of the view to use. Of course, you could be clever and have this selected based on a URL parameter or some other logic - proof that Spring really is very good at decoupling the views from the controllers!

我们将使用的控制器代码与前面的XSLT示例完全相同，只是更改了视图的名称。当然，您可能很聪明，并根据URL参数或其他一些逻辑来选择，Spring确实非常擅长将视图与控制器分离!

#### Excel views

Exactly as we did for the XSLT example, we’ll subclass suitable abstract classes in order to implement custom behavior in generating our output documents. For Excel, this involves writing a subclass of org.springframework.web.servlet.view.document.AbstractExcelView (for Excel files generated by POI) or org.springframework.web.servlet.view.document.AbstractJExcelView (for JExcelApi-generated Excel files) and implementing the buildExcelDocument() method.

就像我们为XSLT示例所做的那样，我们将继承合适的抽象类，以便在生成输出文档时实现自定义行为。 对于Excel，这包括编写org.springframework.web.servlet.view.document.AbstractExcelView的子类（用于由POI生成的Excel文件）或org.springframework.web.servlet.view.document.AbstractJExcelView（用于JExcelApi生成的Excel 文件）并执行buildExcelDocument（）方法。

Here’s the complete listing for our POI Excel view which displays the word list from the model map in consecutive rows of the first column of a new spreadsheet:

以下是POI Excel视图的完整列表，其中显示了新电子表格的第一列的连续行中模型映射的单词列表：

**package** excel;

*// imports omitted for brevity*

**public** **class** **HomePage** **extends** AbstractExcelView {

**protected** **void** buildExcelDocument(Map model, HSSFWorkbook wb, HttpServletRequest req,

HttpServletResponse resp) **throws** Exception {

HSSFSheet sheet;

HSSFRow sheetRow;

HSSFCell cell;

*// Go to the first sheet*

*// getSheetAt: only if wb is created from an existing document*

*// sheet = wb.getSheetAt(0);*

sheet = wb.createSheet("Spring");

sheet.setDefaultColumnWidth((**short**) 12);

*// write a text at A1*

cell = getCell(sheet, 0, 0);

setText(cell, "Spring-Excel test");

List words = (List) model.get("wordList");

**for** (**int** i=0; i < words.size(); i++) {

cell = getCell(sheet, 2+i, 0);

setText(cell, (String) words.get(i));

}

}

}

And the following is a view generating the same Excel file, now using JExcelApi:

以下是使用JExcelApi生成相同Excel文件的视图：

**package** excel;

*// imports omitted for brevity*

**public** **class** **HomePage** **extends** AbstractJExcelView {

**protected** **void** buildExcelDocument(Map model, WritableWorkbook wb,

HttpServletRequest request, HttpServletResponse response) **throws** Exception {

WritableSheet sheet = wb.createSheet("Spring", 0);

sheet.addCell(**new** Label(0, 0, "Spring-Excel test"));

List words = (List) model.get("wordList");

**for** (**int** i = 0; i < words.size(); i++) {

sheet.addCell(**new** Label(2+i, 0, (String) words.get(i)));

}

}

}

Note the differences between the APIs. We’ve found that the JExcelApi is somewhat more intuitive, and furthermore, JExcelApi has slightly better image-handling capabilities. There have been memory problems with large Excel files when using JExcelApi however.

请注意API之间的差异。 我们发现JExcelApi更加直观，而且JExcelApi的图像处理能力稍好一些。 但是，使用JExcelApi时，大型Excel文件存在内存问题。

If you now amend the controller such that it returns xl as the name of the view ( return new ModelAndView("xl", map);) and run your application again, you should find that the Excel spreadsheet is created and downloaded automatically when you request the same page as before.

如果您现在修改控制器，使其返回xl作为视图的名称（返回新的ModelAndView（“xl”，map）;）并再次运行您的应用程序，您应该会发现Excel电子表格是自动创建和下载的 像以前一样请求相同的页面。

#### PDF views

The PDF version of the word list is even simpler. This time, the class extendsorg.springframework.web.servlet.view.document.AbstractPdfView and implements the buildPdfDocument() method as follows:

单词列表的PDF版本更简单。 这一次，这个类扩展了org.springframework.web.servlet.view.document.AbstractPdfView，并实现了buildPdfDocument（）方法，如下所示：

**package** pdf;

*// imports omitted for brevity*

**public** **class** **PDFPage** **extends** AbstractPdfView {

**protected** **void** buildPdfDocument(Map model, Document doc, PdfWriter writer,

HttpServletRequest req, HttpServletResponse resp) **throws** Exception {

List words = (List) model.get("wordList");

**for** (**int** i=0; i<words.size(); i++) {

doc.add( **new** Paragraph((String) words.get(i)));

}

}

}

Once again, amend the controller to return the pdf view with return new ModelAndView("pdf", map);, and reload the URL in your application. This time a PDF document should appear listing each of the words in the model map.

再一次，修改控制器返回pdf视图返回新的ModelAndView（“pdf”，map），并重新加载您的应用程序中的URL。 这次应该出现一个PDF文档，列出模型图中的每个单词。

### 1.12.11. Feed views: RSS, Atom

### 1.12.12. Jackson

#### JSON

The MappingJackson2JsonView uses the Jackson library’s ObjectMapper to render the response content as JSON. By default, the entire contents of the model map (with the exception of framework-specific classes) will be encoded as JSON. For cases where the contents of the map need to be filtered, users may specify a specific set of model attributes to encode via the RenderedAttributes property. The extractValueFromSingleKeyModel property may also be used to have the value in single-key models extracted and serialized directly rather than as a map of model attributes.

MappingJackson2JsonView使用Jackson库的ObjectMapper将响应内容呈现为JSON。默认情况下，模型映射的全部内容（除了框架特定的类）将被编码为JSON。对于需要过滤地图内容的情况，用户可以指定一组特定的模型属性，通过RenderedAttributes属性进行编码。 extractValueFromSingleKeyModel属性也可用于直接提取和序列化单键模型中的值，而不是模型属性的映射。

JSON mapping can be customized as needed through the use of Jackson’s provided annotations. When further control is needed, a custom ObjectMapper can be injected through the ObjectMapper property for cases where custom JSON serializers/deserializers need to be provided for specific types.

JSON映射可以根据需要通过使用Jackson提供的注释来定制。当需要进一步控制时，对于需要为特定类型提供自定义JSON序列化器/反序列化器的情况，可以通过ObjectMapper属性注入自定义ObjectMapper。

JSONP is supported and automatically enabled when the request has a query parameter named jsonp or callback. The JSONP query parameter name(s) could be customized through the jsonpParameterNames property.

当请求有一个名为jsonp或callback的查询参数时，支持并自动启用JSONP。 JSONP查询参数名称可以通过jsonpParameterNames属性自定义。

#### XML

The MappingJackson2XmlView uses the Jackson XML extension's XmlMapper to render the response content as XML. If the model contains multiples entries, the object to be serialized should be set explicitly using the modelKey bean property. If the model contains a single entry, it will be serialized automatically.

MappingJackson2XmlView使用Jackson XML扩展的XmlMapper将响应内容呈现为XML。如果模型包含多个条目，则应使用modelKey bean属性显式设置要序列化的对象。如果模型包含单个条目，则会自动序列化。

XML mapping can be customized as needed through the use of JAXB or Jackson’s provided annotations. When further control is needed, a custom XmlMapper can be injected through the ObjectMapper property for cases where custom XML serializers/deserializers need to be provided for specific types.

可以根据需要通过使用JAXB或Jackson提供的注释来定制XML映射。当需要进一步控制时，对于需要为特定类型提供自定义XML序列化器/反序列化器的情况，可以通过ObjectMapper属性注入自定义的XmlMapper。