**UNIVERSIDAD DE PUERTO RICO MAYAGUEZ**

**DEPARTMENTO DE INGENIERIA ELECTRICA Y DE COMPUTADORAS**

**![uprm_logo3.gif](data:image/gif;base64,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)**

**POLYNOMIAL LAPLACE DOMINION CONVERTER (PLDC)**

**FASE 3: Reporte Final**

**CURSO: Programming Languages (ICOM 4036)**

**PROFESOR: Wilson Rivera PhD.**

**EQUIPO:**

**Laura Rivera**

**Melvin Vega**

**Velcy R. Palomino**

**Introducción**

Polynomial Laplace Dominion Converter (PLDC), es un lenguaje de programación creado para encontrar la transformada de Laplace de polinomios de cualquier grado. La creación de este lenguaje es motivada debido a que la transformada de Laplace es utilizada en muchas aplicaciones, como es el caso de Circuitos; un tema bastante usado en el área de Ingeniería Eléctrica. Una característica importante de PLDC es que es muy lógico en cuanto a la forma en que acepta las expresiones polinomiales, ya que el usuario puede ingresar su expresión tal como se escribe el polinomio, sin preocuparse del grado, o si el polinomio está con términos completos, la única restricción es que el polinomio debe estar en forma descendente.

El objetivo principal de PLDC es que el usuario pueda utilizarlo en diferentes problemas de aplicación que requieren el uso de la transformada de Laplace de un polinomio, sin preocuparse en encontrar la transformada de Laplace manualmente, además que puede servir como herramienta de comprobación para aquellos que están aprendiendo a calcular la Transformada de Laplace. Por este motivo el presente documento es desarrollado con el propósito de proveer un tutorial y un manual de referencia sobre el uso de PLDC. Además de mostrar información sobre cómo fue desarrollado el lenguaje. Finalmente presentamos las conclusiones en cuanto a la implementación de PLDC.

**Tutorial del lenguaje PLDC**

1. **Modo interactivo**

Usamos el interprete en modo interactivo, esto es; cuando los comandos son leídos desde la consola. Una vez estamos en modo interactivo en la consola aparecerá el comando "**(+\_+)>**" indicando que podemos ingresar nuestras instrucciones.

1. **Operación de asignación para un polinomio:**

El signo "=" es usado para asignar un polinomio a una variable. Por ejemplo, si deseamos que PLDC reciba un polinomio, este debe ser asignado a una variable (con cualquier nombre) como se muestra en los siguientes ejemplos.

* Asignando

**(+\_+)>** var1= 3t^4-2t^2+5

* Asignando

**(+\_+)>** poli = t^7+5

1. **Función Laplace:**

La Transformada de Laplace puede ser calculada de dos maneras.

Ejemplo: Deseamos calcular la Transformada de Laplace del polinomio

* Para esto usamos la palabra *laplace* seguido del *polinomio entre paréntesis*; esto es:

**(+\_+) >** laplace(3t^4-2t^2+5)

5.0/s-4.0/s^3+72.0/s^5

* Esta misma operación se puede hacer usando *laplace* *espacio* y el *polinomio*; esto es:

**(+\_+) >** laplace 3t^4-2t^2+5

5.0/s-4.0/s^3+72.0/s^5

1. **Función *laplace* de un polinomio asignado:**

Si deseamos calcular la transformada de *laplace* al polinomio asignado en una variable.

* Primero asignamos el polinomio a una variable.

**(+\_+) >** var=3t^2-4

* Ahora calculamos la transformada de *laplace* de *var*

**(+\_+) >** laplace(var)

-4.0/s+6.0/s^3

1. **Almacenar el resultado de la Transformada de Laplace en una variable.**

Ejemplos:

**(+\_+) >** result=laplace(var)

**(+\_+) >** result2=laplace(3t^4-1)

1. **Asignar una variable a otra variable:**

Si deseamos asignar el polinomio almacenado en *var* a una nueva variable.

**(+\_+) >** nuevaAsig=var

1. **La función show.**

Es usada para mostrar el contenido de una variable que fue asignada anteriormente.

Ejemplos:

* Deseamos mostrar lo que hay en result2 (que fue asignado previamente):

**(+\_+) >** show result2

-1.0/s+72.0/s^5

* Deseamos ver el contenido de una variable que guardó el contenido de otra variable; es decir:

**(+\_+) >** var=3t^2-4 #almacenamos un polinomio en var

**(+\_+) >** nuevaAsig=var #nuevaAsig guarda el contenido de #var

#Ahora mostramos con *show* lo que contiene *nuevaAsig*

**(+\_+) >** show nuevaAsig

3t^2-4

* También podemos imprimir un *string* con *show*

**(+\_+) >** show "This is a String"

This is a String

**Manual de referencia:**

|  |  |
| --- | --- |
| var=polinomio | Asigna el polinomio a *var* |
| laplace(polinomio) | Calcula la Transformada de Laplace de un polinomio |
| laplace polinomio | Calcula la Transformada de Laplace de un polinomio |
| resultado=laplace(polinomio) | Guarda la Transformada de Laplace del polinomio en resultado |
| show var | Muestra (imprime) el contenido de *var.* |

**Desarrollo del lenguaje**

1. **Arquitectura del traductor**

La implementación de PLDC fue hecha en *Python*. El primer paso fue establecer los *tokens*. Una vez definido los *tokens*, se procedió a construir el *lexer*. Para el desarrollo del *lexer* y *parser* se utilizó la librería PLY de *Python*, al importar *ply.lex* se construye el *lexer*.

Posteriormente se prosigue con la implementación de la función *coef*, que se encarga de extraer los coeficientes del polinomio, para luego pasarlos a la clase *Polynomial*, quien será la encargada de calcular la *Transformada de Laplace* del polinomio.

1. **Interfaces entre los módulos**

**Módulo:** lex.py

Este módulo se basa en reglas de expresiones regulares. Para utilizarlo, se debe escribir las expresiones regulares para cada *tokens*, como las mostradas a continuación.

import ply.lex as lex

tokens = ('LAPLACE',

'SHOW',

'NUMBER',

'PLUS',

'TIMES')

# reserved words

reserved = {

'show':'SHOW',

'laplace':'LAPLACE',

}

# Regular expression rules for simple tokens

t\_PLUS = r'\+'

t\_MINUS = r'-'

t\_TIMES = r'\\*'

t\_LPAREN = r'\('

# A regular expression rule with some action code

def t\_NUMBER(t):

#r'-?\d+'

r'\d+'

t.value = int(t.value)

return t

**Módulo** **Yacc**

Este módulo permite crear un programa que tome los "tokens" como entrada y que los reconozca como un lenguaje. Para ello usa la gramática BNF que describe el ensamblaje de los tokens.

Por cada regla se define una función que recibe como parámetro un objeto, como en una especie de lista, pero no se comporta como tal; este objeto contiene los valores de cada símbolo de la regla. Algunos de estos son:

def p\_langfunctions(p):

'langfunction : polynomial'

p[0] = str(p[1])

def p\_langfunctions1(p):

'langfunction : function'

p[0] = str(p[1])

import ply.yacc as yacc

yacc.yacc()

1. **Entorno de desarrollo utilizado para crear el traductor**

Para el desarrollo de PLDC se utilizó Eclipse con el plugin de PyDev. PyDev es un entorno de desarrollo para el lenguaje Python en Eclipse.

1. **Metodologías de pruebas**

Para probar PLDC durante su desarrollo, se usaron dos métodos:

1. **Usando el modo interactivo:** Significa probar cada instrucción desde consola. Por ejemplo, si deseábamos probar la función *laplace* desde consola se escribe:

**(+\_+) >** laplace(3t^4-2t^2+5)

5.0/s-4.0/s^3+72.0/s^5

1. **Leyendo un archivo:** Si deseamos probar todas las funciones, para que no sea tedioso ingresar uno a uno cada instrucción, podemos leer un archivo que contenga todas las posibles instrucciones, y los resultados se muestran por consola.

Ejemplo al leer "prueba.txt"

varnam = 3t^2+t+6

show varnam

laplace(varnam)

laplace(3t^2+t+6)

res1=laplace(t^3-6)

show res1

res2=laplace 7t^5+6

show res2

other=varnam

show ("This is a polynomial", varnam)

#Para leer las instrucciones desde un file

file = open('prueba.txt', 'r')

## Mostramos por pantalla lo que leemos desde el fichero

for line in file:

yacc.parse(line)

## Cerramos el fichero.

file.close()

#El resultado es:

3t^2+t+6

6.0/s+1.0/s^2+6.0/s^3

-6.0/s+6.0/s^4

6.0/s+840.0/s^6

3t^2+t+6

**Conclusión:**

El desarrollo de este proyecto fue muy importante, porque nos permitió comprender el proceso que implica la creación de un lenguaje de programación. Y a la misma vez logramos entender de mejor manera los pasos que se deben seguir a la hora de crear un lenguaje. Este proyecto también nos enseñó a valorar más los lenguajes ya creados, porque nos imaginamos el trabajo que pasaron para crear lenguajes tan bien estructurados.

PLDC es un lenguaje de uso sencillo, con el cual podemos encontrar la transformada de Laplace de un polinomio, ya sea aplicando *laplace* directamente al polinomio o a uno almacenado en una variable, esto significa que PLDC nos permite asignar una variable a un polinomio, así como también; almacenar el resultado de la transformada en una variable; los resultados almacenados en alguna variable pueden ser mostrados con el uso del comando *show,* este comando permite a su vez imprimir cualquier "*string"*.

Es importante resaltar que PLDC es aplicable a un polinomio de cualquier grado y sin importar la variable usada en el polinomio. Sin embargo; para un futuro requiere ser provisto de otras operaciones como es; la transformada inversa de Laplace, así mismo PLDC puede ser extendida para mas expresiones adicionales a polinomios.