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Additional Notes:

1. What’s JS ?

It’s a language that can be written directly in webpages and almost all modern web browsers can execute it. All that is required to run js code is a JavaScript engine, which is V8 in Chrome/Opera/Edge and Spidermonkey in Firefox.

In browsers, the “script” is parsed then compiled into machine code and executed, and it is heavily optimized.

It is a pretty “safe” language, as it doesn’t have low-level access. Still, the capability of JS itself varies depending on the environment executing it, for browsers JS can manipulate the webpage, interact with web servers, get set cookies, remember “user data” etc. On servers (like in Node.js), it can do other things like File I/O etc.

That said, JS on browser has many limitations imposed to enforce security, such as not being able to see contents of another tab in the browser, no access to OS, strict browser managed access to peripherals, not being able to connect to other domains unless explicitly allowed by both domains, etc. These are not present in JS outside the scripts in webpages.

1. Useful Links
2. MDN for anything JS, it is not the whole ECMA spec sheet but it is the closest to it with practical and concise examples.
3. <https://caniuse.com/> To check what feature is supported in what browser.
4. <https://kangax.github.io/compat-table> Similar
5. Execution

For browsers, any .html file that uses a <script> tag with inline js or external js file as source can execute a js file.

For server-side, or locally, we can use node <filename.js> to execute it using Node.js.

Modern language that is compiled by JIT compilers of the browsers. Doesn’t give access to pointers, memory addresses or OS tools. Also known as ECMAScript since they are the ones implementing new features to the languages.

Everything is either an Object or a derivative of one. Might as well call it ObjectScript rather than JavaScript.

# JS automatically inserts ‘;’ after proper expression ending, through automatic semicolon insertion, but it’s better to put them manually to avoid random errors.

# ‘use strict’: Used to tell browsers to only use modern js which is off by default and has many language specific fixes. Include this string globally or locally for the respective changes.

# Automatic Type Inferring: var, let and const are used.

As a good practice, one variable should only hold value for 1 thing, meaning a numberOfEagles variable should only hold number of eagles, its name should indicate what value it holds and it should hold only that thing and changes to that thing. Number of eagles in a class A should go in numberOfEaglesA and even if the use of this variable is over, number of eagles in class B should go in a different container.

# Var vs Let: Var declared variables are ‘hoisted’, i.e they automatically go to the top of the block. They even pierce through blocks. So for this function,

Function test()

{

Pp=”hello”

If(false)

{

Var pp;

}

Console.log(pp);

}

It works and we can even access pp outside the function. Redeclarations are ignored, so if var pp is declared twice, then the second one is ignored but if it has a value then that is copied to the variable. Let doesn’t work like this, which is a better and well-defined behavior.

# Data types: let and var allow dynamic types, so value types can change for the same variable. All numeric expression in js return either a value or NaN, but not errors. There are 7 primitive types and 1 special type (Object), they are:

Number: Any number, floats included. JS supports ‘e’ (10^9), so 1e9 (1\*10^9) works. The toString(<base>) method returns the number in string in base 2,8,16,36 or default 10. On raw numbers we call any method using ‘..’, so 123..toString(), that’s because the first ‘.’ is for decimal.

BigInt: <number>n. Not supported in IE.

String: “inside here “or ‘here ‘or `here`, the difference is that ` allows ${expr or var or method call etc.} inside it but the other 2 don’t. Immutable by default.

Bool: true false.

Null: null means nothing. Can be stored.

Undefined: means value is not present in a container.

## Object: Unlike C# Objects aren’t a parent type of every type. They are much like a dictionary, but more powerful. Properties (keys) are of 2 types, data properties and accessor properties. The difference between them is elaborated later.

Syntax: let <varname>= new Object(); or let <varname>={ };

Keys are converted to strings but they can be accessed as-is too. That’s why reserved keywords can be keys too.

Let temp= {

Name: “value”,

0: 2,

“long key”: 2000,

[varname]:”val”,

Temp2,

Hello(){…}

Hi: function(){…}

};

We can access the values with either temp.Name or temp[“Name”] or temp[0] (only because ‘0’ as a key is read both as a string and as an int). temp[“Name”] is preferred since “long key” can’t be accessed otherwise. The [varname] allows us to create a key with a variable’s value. Temp2 is shorthand, it means a key with Temp2 name will be created with value stored in Temp2 variable outside. For all other keys, values must be specified or it’s an error. Functions can be stored in the given 2 ways.

<func Name>: function(){…}

<functionname>(){…}

Delete temp[“long key”]; to delete a key

Since keys can store undefined or null, it will return undefined for both keys that have undefined and keys that don’t exist, so it’s better to use ‘in’ keyword to check if value exists in a key.

By default, if all keys are ints or can be converted to ints then they are sorted in ascending order.

Symbol: Symbols are unique identifiers that can be used to define unique values. Their main use is in Objects, a symbol as a key ensures that anyone outside the scope can never access it. For..in loop doesn’t loop over symbol keys but Object.assign() does read them , however even then outside the global scope they can’t be accessed. Symbols aren’t implicitly converted to string, <symbol variable>.toString() needs to be called manually.

Syntax: let <varname>= Symbol(<optional description name in string>);

This symbol is unique, even if another variable with same description is made, it is not == this variable.

If description is specified, then <varname>.description returns the description string otherwise undefined.

Symbol.for(<description>); returns a Symbol(<description>) (from the global Symbol Registry) that is the same internally as the Symbol(<description>) (if it exists, if it doesn’t then it creates it and stores it in the global Symbol Registry)

Symbol.keyFor(<symbol>); returns the description if the symbol exists in the globabl Symbol Registry, if it doesn’t then undefined is returned.

For an object that has symbol keys, it can use Object.getOwnPropertySymbols to get an iterable that only has the Symbol keys. Another method is Reflect.ownKeys(obj) which does the same.

Function: Function data type is used to hold processable blocks. It’s a sub-type of Object. There are 2 ways of creating functions, function declaration and function expression. Function declaration require a function name and are initialized and ‘hoisted’ but expressions are not.

Param types aren’t specified, just names. If a variable in function is declared as the same name as a variable outside the function scope then it hides/shadows it. A function that has no or empty return, is equal to undefined. Nested functions are also supported.

Syntax: function <name> (<params>){…}

Unlike C++, functions can be called before they are declared in the code (given that they are declared and in the same scope), because JS creates functions in an initialization phase and then runs the code.   
Functions can be assigned to variables because they are a type. These are called function expressions and unlike function declarations, these functions are not prepared in initialization phase.

Syntax: let <varname>= function(<params>){…};

Arrow-functions work just like in dart.

Syntax: let <varname>= (<params>) => <expr>; , however they even support multi-line expressions, we need to provide return explicitly in that case.  
Syntax: let <varname>=(<params>)=> {…};

We can create an immediately executing function using function expression (called IIFE, immediately invoked function expressions) in the following ways:

(function(){…})();

(function(){…}());

!function(){…}();

+function(){…}();

Normal function:

Function <name>(){…}

Function expression:

Let pp=function(){…};

Since Function are a type of Object they can be used like Objects.

For example:

Function test(a,b,…rest) {…}

A pre-defined property is length, if we call test.length we will get 2, i.e the length of the parameters (doesn’t account for rest parameter). ‘name’ is yet another property and it returns a ‘contextual name’, i.e compiler fills in this property by context. In this case, test.name will return ‘test’ string, it works even in function expressions (returns variable name). However fails in some situations like let pp=[test()] , pp[0].name will return “”.

We can set our own properties like,

Function test(){

Return Test.count++;

}

Test.count=0;

Test(); //returns 1

Test(); //returns 2 and so on.

A variable named ‘count’ inside test() will not be the same as a property name, they are stored differently.

• NFE: Named Function Expression, these are useful as they allow the function expr to call itself (recursion). The name given to a function expression is not visible outside the function itself.

For ex:

Let hello=function (value){

If(value)

hello(!value);

};

Let welcome=hello;

Hello=null;

Welcome(); will give error as the function it’s calling inside is hello() which doesn’t have any function now.

We can add names to the function expression to allow it to avoid this issue.

Let hello=function hi(value){

If(value)

Hi(!value);

}

Will hence never give that error as it can call itself.

Hi(22); //will throw since hi is not visible outside the function itself.

There’s also ‘new Function(<optional params>,<string>)’; This is different from function object constructor call ( where new <functionName>(<params>) is the syntax). This creates a function expression automatically, fills it’s body with the given string and assigns it to a variable.

For example:

Let f2=new Function(‘a’,’b’,’return a+b’);

f2(1,2); //returns 3 and works. However, this function gets access to only the global LE (global scope) and not any scope in between. That’s because of minifier, a special program that is run to minify JS variable names, this program very useful and often used. Since the <string> body of the function can be taken at runtime, it will be unable to access any local variables because their names would be minified at compile time.

Functions and all Objects have another hidden property set automatically, which is prototype, this property holds another Object and by default has 1 property called constructor which holds a reference to the Function Object. The prototype property is not the same as [[Prototype]] as this is just a property but works to assist the [[Prototype]]. The Object in the prototype is referenced to [[Prototype]] when new <T>() is called, new T() sets the [[Prototype]] of the returned Object to reference the Object in the prototype. So now we have [[Prototype]] Object and all the defined properties in the Function Object.

For example:

Function test(){}

Test.prototype.constructor==test(); returns true;

Let testObj= new test.constructor(); //this is called a function constructor.

We can replace prototype Object and that removes constructor.

T.prototype is also, an Object, hence it also holds a [[Prototype]]. This is set to null by default but if it is assigned then we can link multiple [[Prototype]]s together. This is useful in classes.

• Array: Arrays in JS are created either with [ ] or with new Array(), unlike Number(), new doesn’t create an Object for Arrays. Can hold values of different types.

• Object to primitive conversion: An object can only convert to a number or a string (bools can be calculated using numbers). By default, object has no method for string or numbers so it returns “[Object object]” which for numbers mean NaN, we can overload the primitive conversion. The overloading method must be inside the Object body. There are 3 return methods, for string conversion, for number conversion and for default conversion (i.e the compiler is unsure if it needs to call string or number conversion method, like if obj+obj is called, ‘+’ exists for both strings and numbers so it calls for a default method).

Using 2 ways,

[Symbol.toPrimitive](hint){…}; //here hint can be “string” or it can be “number” or “default”, we have to return either a number or a string from here. There should only be 1 of this method otherwise the last one is used and all previous ones are discarded.

toString(){…}; //this can also be used to return a value, however it can return anything, even nothing in which case undefined is returned.

valueOf(){…}; // this is meant to be used after toString(), toString() will only be called if a string conversion is required or if valueOf() is not defined. Meaning if [Symbol.toPrimitive](hint){…} is not defined, Number(object); will call valueOf() if it exists otherwise toString() will be called as the last option, if even that doesn’t exist then NaN is returned. ValueOf is also called for default.

Priority: [Symbol.toPrimitive](hint){…} then toString() + valueOf(). Meaning if all 3 of these exist, then only the Symbol method is called.

For example:

Let anObj={

Name: “hex”,

Value:0,

[Symbol.toPrimitive](hint){

If (hint==”string”)

Return this.Name;

Return this.Value;

}}

Now if we call anObj+anObj, compiler calls the Symbol method and passes “default” to hint, for which it returns 0.

• Very basic or pure Objects: Objects that have their [[Prototype]] set to null are called such Objects. The don’t inherit any method, no toString(), valueOf() etc. We can create them by using let <varname>=Object.create(null); and now this Object can even store a key named \_\_proto\_\_ which would be a getter/setter by default.

•Shallow Copy: Object.assign(<target object>,<source object>…); copies all values from all the source objects into target object, overwrites value for keys that already exist. However for values that are objects, references are copied. Returns an object with all keys and values, even from the target. So Object.assign() returns a reference to all keys and values. This is also useful for implementing ‘mixins’ , since Object.assin() returns an Object with all properties, we can create a ‘mixin’ Object and define methods in it then use ‘assign’ to get a sum of Objects.

• Reference copy: Object.create(Object.getPrototypeOf(<obj>), Object.getOwnPropertyDescriptors(<obj>)); returns an Object which has reference to all the properties and their descriptors.

• typeof(<varname>): returns type.

• Conversion: By default, JS automatically converts values into the container type. For mathematical operations, values are converted to numbers, for functions that accept strings as parameters, other types are converted to string and so on.

• Manual Conversion:

String: String(<value>)

Number: “6”\*”2” becomes 6\*2 automatically, if it fails then NaN is returned. Number(<value>) for manual conversion.

Undefined or NaN becomes NaN,

Null becomes 0,

True and false become 1 and 0,

Strings are trimmed for spaces and if the resultant string is a number, it is returned, if string is empty/spaces 0 is returned, else NaN is returned.

Boolean: Boolean(<value>),

Undefined, NaN, null, 0, empty string, or no value return false, else true.

•In expressions, the operator precedence goes from left to right / brackets (if any).

For ‘+’ both string and number use the same operator so there are few rules,

If an operand is string and ‘+’ is used the operation is converted to string, then any ‘+’ operators further right in the expression act like string concatenation.

If an operand is string but any other operator such as ‘- ‘or ‘\*\*’ etc. is used then string operand is converted to number.

Any operation with the operators, ‘+’,’- ‘, ‘\*’, ‘/’ or ‘\*\*’ can only return Number, NaN or String. If there is only 1 operand, unary operation on the operand after conversion to number is performed (if that fails, NaN is returned).

In the expression,

String + any operand = String

But for all other operands = Number or NaN (even for unary operations, so +”0” returns number)

For example:

True+4+null+NaN+false = NaN

“1” + 0+2 –“1”+2-1=102

“1”+0+2-“1”+2-1+”1”=”1021”

True+5+null+false=6

True\*false+null\*”ss”=NaN

True\*false+null\*null=0

“True”+true+5=Truetrue5

And so on.

• Operator Precedence:
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Opinion: The way these works are as follows, JS solves expressions from left to right and iteratively compares operators till the end of expression and makes a precedence list. Then starts operating on the operators from the highest precedence operator to the lowest (which is ‘,’). Brackets are always at the top of the list. So for, let a= 2+3\*4/2; , /\*+= will be precedence list and it will solve sequentially using this list. Answer is 8.  
  
• JS support chaining assignment. A=b=c=2; is hence valid.

We can even do

Let a=2;

Let b=3;

Let c=3+(a=b+2);

Here c will be 8 and a will be 5.

• ‘,’ operator: Used to evaluate multiple expr in same line. Returns the last expr value. Precedence is 1.

Usage:  
let b=3;

Let a=(b=4,5); puts 5 in a and 4 in b.

If we don’t use () then it evaluates to a=b=4,5 in which case first 4 is assigned to b then b is assigned to a and 5 is ignored.

• Comparison operators: Shittiest comparison thanks to dynamic types, NaN, undefined and null.

3 types of comparison,

>=,<=,>,<: Both operands are converted to numbers first and then compared, for strings their ascii values are compared iteratively (for the same index positions) , the first bigger ascii value is the greater one. So (“19999”>”2”) evaluates to false.   
Undefined gets converted to NaN and NaN comparison always returns false.  
null gets converted to 0.

==, !=: If the type of the operands is not the same then both are converted to numbers and then compared. 0==false is true because both are converted to numbers.

Undefined == null true, undefined and null return true for ‘==’ only for each other.

NaN == undefined false,

NaN == null false,

Null==0 false, null and undefined are not converted on ‘==’ ever.

===, !==: Strict check, checks type and value. Here no conversions are performed at all. Undefined=== null also returns false here.

• == comparison table: Best to use strict equality check everywhere.
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• Conditional operators are same as in dart, if else, switch and ternary are all supported.

• Logical Operators: These work in a weird way; in it they return a value. Expressions are evaluated from left to right, and && has more precedence than ||. Even so these expressions work in a different way and hence can short-circuit, meaning they can return a value without evaluating the full expression.

&&: Returns the first operand which returns false after being Boolean(<value>) ed. If none is found then the last operand is returned.

||: Similar to && but returns the first operand which returns true after being Boolean(<value>) ed. If none is found then last operand is returned.

The if-else-? then apply another Boolean() over these expressions and then proceed.

For example:

Let a= (1 && 0 && null); returns 0 because Boolean(0) is false. If this same expression is in an if() condition, the returned 0 is passed into Boolean().

Let b= (1 || 0 && null); returns 1, here since || is used and even if && (which has higher precedence) is used after it, the first true returning value, i.e 1 is returned without even evaluating the later expression. This is called short-circuiting.

Technically, these aren’t comparing 2 operands at all.

• ??: Works same as in dart, it’s the null-coalescing operator. If the operand on the left is undefined or null then the operand on the right is returned. Has a slightly higher precedence than || but lower than &&.

• Loops: For, while and do {} while(); are all supported. Break and continue are also supported, one new thing that JS adds is <label>: {}. This allows inner break or continue to jump to this loop’s current state.

For example:

jumpyBoi: while(true)

{

While(true)

{

Break jumpyBoi;

}

}

Breaks out of the loop right after the label. Same works for continue. Normal break/continue would’ve only worked on the loop right above and not the parent loop, that’s where labels help.

• this keyword: this in js is used to accessed the current or parent object’s keys.

For example:

Let temp={

Hello:”vake”,

Hi(){

Console.log(this.Hello); // we could also use temp.Hello but that will always access temp , even if object is copied to another object.

}

}

Temp.Hi(); // “vake”,

However, if we use function(){…} inside a function then this inside cannot access the object above it. To counter this we use arrow function, as that allows this to access parent object. Arrow functions do not have a scope of their own, they extend the scope of the parent Function or Object.

'use strict';

let a= {

    hi(){

        let pp= function(){ return this.namse};

        return pp();

    },

};

console.log(`a is ${a.hi()}`);

This creates an error, to resolve we use arrow function and assign that to pp.

• new: New calls an object’s constructor. This is really important since a ‘constructor’ is not a vague term, a ‘constructor’ is an actual property inside an Object’s prototype property, the constructor holds reference to an Object and that Object’s reference is returned with its [[Prototype]] set to reference the Object in the Prototype itself. That is calling an Object’s constructor and this is prototypical inheritance which happens automatically.

This is how the older environments worked, right now the Object in the ‘constructor’ is just a placeholder. New doesn’t use that Object and instead calls the main Object itself, the prototype is referenced to [[Prototype]] but that’s all.

For declared functions it creates an empty object, assigns it to ‘this’ and if there’s an empty or no return at the end of the function then returns the object automatically, this is called a constructor function, if return is specified then that value is returned and this is discarded.

New.target inside the function returns undefined if the function is called without a ‘new’ keyword.

For example:

Function pp(name){  
this.name=name;

This.age=this.name>”A” ? 18: 10;

}

Let lol=new pp(“BC”); //we can omit () if there are no parameters.

console.log(Lol.name);// “BC”.

Let lol2=new function(){

This.name:”alpha”,

};

Lol2.name //works, here the function is executed right then so instead of returning a function type, an object is returned.

• Optional chaining: Used to return undefined if the left operand is undefined and exists. Much like null-check operator in dart. Can be used for methods, arrays and variables.

Example:

Let a=null;

Let b= a?.();

Assumes a is a function but since it is null returns undefined to b, otherwise it would have resulted in an error.

• Object Wrapper: The methods that are available on primitives, such as .toUpperCase() are not defined like in c++ where a class holds them, instead these are available in an Object held by prototype, that Object is then referenced by [[Prototype]] as internally new Object() is called and this passes prototype’s Object as reference to the [[Prototype]]. This temporary Object is called an Object Wrapper and the methods are predefined. Since it is a temporary Object, even though we can use a primitive like an Object to assign a key and value, it doesn’t return it as it gets deleted.

• Primitive Object: We can create an object of primitive using new. It automatically includes toString() and valueOf() methods.

For example:

Let temp=new Number(2); is an object that has a Symbol key with a value that is 2 along with toString and valueOf methods.

It has the same value as Number(2) but not the same type. However when any method is called on this value then an ‘Object Wrapper’ is created and that is internally created using ‘new’ so a the prototype in Number() is referenced and all the methods defined for Number are accessible by a caller.

We can override the internal methods, but doing so affects it at the global scope.

Number.prototype.toString= function(){

Return this;

} //will override any number’s toString method (and return the same number back, like Number(2).toString() will return 2) in the prototype, which is inherited automatically by any new Number(); .

We can create our own type in an Object, reference the prototype for a given type and then insert our own methods for a non-global use case.

•For..of: For of calls the Symbol.iterator function defined for an Object once and then receives an Object, this Object must be an iterator-object.

• For..of vs for..in: For of loops over values, where for in loops over keys. So, for an array, for in would loop over indexes. For..of’s behavior is defined through Symbol.iterator so it could return anything, but for..in always loops over keys in an Object.

• Iterators: To define an iterator for an Object, it must have a method next() and this method should return an Object with value and done key defined.

For example: This is a valid iterator object definition.

let pp =

{

  0: "abc",

  1: "ddd",

  2: 45,

  Length: 3,

  [Symbol.iterator]() {

    return {

      obj: this,

      currentValIndex: 0,

      next() {

        if (this.currentValIndex < this.obj.Length)

          return {

            done: false,

            value: this.obj[`${this.currentValIndex++}`],

          }

        else

          return {

            done: true,

          }

      }

    }

  }

}

• Map: new Map(); maps can be store keys of any type. Recommended to use get set instead of [ ] to access keys.

• Set: new Set(); just like array but we don’t use [ ] to declare sets.

• WeakMap: Just like Map but it allows only Objects as keys, and doesn’t allow iterations over the entire storage. This is to help with Garbage Collection where Map may have an Object as a key it will still hold the data of the Object even if the reference Object is set to null, WeakMap prevents that and if an object is set to null then it is nulled in the memory as well.

• WeakSet: Just like weakmap, but for sets. Only allows Objects as values.

• Spread operator: Just like variadic template in C++, we have a type of variable in JS that can hold all the arguments. The ‘…’ operator unpacks any array or Object. We can use it to grab all the remaining arguments in functions (called rest parameter there) or just unpack an array somewhere. This operator only works on Objects that implement iterable-object.

For example:

Function test(a, b,…rest) {…}

Test(1,4,5,6,7,8); // will work, here a =1, b=4 and rest will hold all the remaining args as an array. It must always be at the end of the argument list.

• arguments: In every function, there is by default an ‘arguments’ parameter that captures all the arguments.

For example:  
Function test(a, b,…rest) {…}

Test(1,4,5,6,7,8); // now if we call arguments[2] inside the function, it will return 5. It captures values even if they are caught by other parameters. So, we can pass values to a function that doesn’t accept any. Arrow functions don’t have ‘arguments’ as they don’t have a scope of their own.

• Destructuring: JS can ‘destructure’ arrays, objects, maps and sets. That is, for an Object it can unpack it and assign it to variables.

For example:

Let obj={

name: “aaaa”,

value: 23,

};

Let [name,value]= obj; //and now name holds “aaaa” and value holds 23. It works for arrays and the other similar types.

Let [a1=”hello”,a2=”no”, a3]=[“Julu”]; // stores julu in a1, no in a2 and undefined in a3. This is called default assignment.

Let [obj1, , obj2]=[2,3,5,6,7]; // stores 2 in obj1, discards 3 and stores 5 in obj2 then discards the rest.

Let [val1,…val2]=[2,3,4,5,6,7]; //stores 2 in val1 and creates an array to store the rest of the values in val2.

Let {val3,…val4}= {…}; // same as above but for Objects. However, the variable name ‘val3’ must be same as a key in the Object it is destructuring. Even if ‘…’ wasn’t used, only keys with the same name as the variables are assigned.

Let val5,val6;

[val5,val6]=[val6,val5]; // using destructuring we can do smart swap, i.e swap values in variables without a temporary variable.

({val5,val6}={…}); //here ( ) are used so as to make JS use destructuring and not treat the { } as just simple code blocks.

Let {

Size:{

Width,

Length,

},

Title=”none”,

} = {

Size: {

Width: 20,

Height: 30,

}

}; //nested destructuring + default assignment, here an Object is being destructured and since it has an Object inside it, we specify the key’s name to open it up. So the variables created are width, length and title.   
Basically, the syntax is {

<incomingParameterName>: <variableName>= <optionalValue>,

}

We can use destructuring in function calls to unpack Objects.

Function test1({ size: {width:w=400},title=”ad”}={ }){…} //In this destructuring, we can call test1() or test1(<obj>); and both will work, the obj needs to have a key title and a key size which has an object as value with width as a key, if it doesn’t the w=400 and title will be “ad” , if the object isn’t passed it default assigns an empty object. Either way, w and title will be exposed to the function.

• JSON: JSON.parse(<string>,<optional reviver method>); is used to convert string to an Object. We can define a function that accepts a key and value , it will be ran on each key in the Object in the string and return a value which parse will attach to the key.   
We can define toJSON(){…} in an Object so that will be called when JSON.stringify(<obj>,<optional replacer>, <optional space>); is called on the Object. By default, stringify will convert an Object into a string will all keys and values, (unless the key has a value that is the same object which results in a loop or circular dependency, in which case it fails). We can define a replacer function which does the same as the reviver method above, however replacer can also be an array of strings. These strings are keys that stringify will not leave, all key names not defined in this array are left out.

• Execution Context: It is an internal data structure that contains details about the execution of a function, where the control flow is at any given point of time, the variables in the function and ‘this’.

• Lexical Environment: This is an internal data structure as well, usually it contains the same things as Execution Context known as Environment Record here but it works for every { } block, it also contains reference to an outer Lexical Enviroment. The global scope is hence known as Global Lexical Environment.

This means every variable is just a property in an Enviroment Record Object and r/w on the variable’s value is hence a change of value in this Object. And when we access a variable, it is searched in the current LE, then the one above it and so on.

We can’t access this ‘specification Object’ (defined in the language spec) as the compiler performs many optimizations and hence it is basically invisible.

Basically, when a function is called, it automatically receives a [[Environment]] property, this holds the reference to the function that called it, which is the above LE. For global functions, it means that it gets the Global LE as reference. Now when a variable is to be found, it looks in the current block, if not found then it searches in the [[Environment]], and then it’s [[Environment]] and so on. This is why nested functions can access variables in the parent functions.

Function test()

{

Let count=0;

Return function(){

Return count++;

}

}

Let pp=Test();

Pp(); returns 1

Pp(); returns 2 and so on.

All functions in JS are hence Closures, i.e they can ‘remember’ their outer variables and access them. The only exception are new Function(<string>);.

• globalThis, window and global: Depending on the platform (web : window, vanilla js globalThis, node: global), this Object can access all the global variables and functions. ‘Var’ hoists the variables and then this Object can access it, it doesn’t work for ‘let’.

•setTimeout: Used to set a timeout for a function, i.e it will run after the given duration.

Syntax:

Let timerId=setTimeout(<function reference or function String>, <optional delay in ms>, <optional …args>);

• setInterval: Same as setTimeout but it runs a function every given ms later. This doesn’t include function’s own execution time. Meaning if duration is 100ms but func takes 200ms to complete it will have started another function. Better to nest setTimeouts for those tasks. Syntax is same as timeout.

These timer objects are run after the script has ended, meaning they are run after the execution of all the other functions etc.

For example:

let pos=2;

setTimeout(()=> console.log(`value is ${pos}`),1000);

pos=3;

console.log(`The end`);

will print 3. That’s why 0 delay timer objects are used to run something after everything else.

• clearTimeout: clear an interval or timeout. It is recommended to call this method on the object holding the interval or timeout object because these functions keep a reference of [[Environment]] meaning all the environments in the call stack are saved and not dumped by the garbage collection till one of these objects exist.

• <function name>.call(<object>, <…args>): We can call a function using this method. The object that is provided here becomes the context for the function and hence ‘this’ works in the function.

For example:

Function test(a,b){…}

Test.call({ }, 1,2); // works and test gets an Object to reference to for this. Normally we would use new <function name> but this is an alternative.

•<function name>.apply(<object>,<args array>): Similar to call, but this is faster due to compiler optimizations. However it only accepts an array of arguments, where call could take any number of arguments or objects that implemented iterators.

• Method borrowing: We can ‘borrow’ a method from another Object and apply it to another type. We do this by,

<data type>.<method name>.call(<argument that has implemented the data type>); Now these arguments will be passed to the method of the data type and they would be treated as if <arguments> were of that data type.

For example:

[ ].join.call([1,2,3]); //returns “1,2,3”. It would have worked anyway but for all other cases if Object is passed as argument it must be array-like.

• Function Binding: We can ‘bind’ a context to a function so that it can always access a ‘this’ context without sending objects with call or apply.

Syntax:

Let <variable name>=<function name>.bind(<object>,<args>);

Once done we can now call the function anywhere with <variable name>()and it will have reference to this Object, the args are optional but if provided it passes them to the function each time it is called (we cannot pass already specified arguments).

For example:

Function test(a,b)

{

Return a+b;

}

Let binder=test.bind(null,2); //here null is the object reference, since we are providing an argument binder is a ‘partial function’ as we can call part of test from now.

Binder(3); // will return 5. If we provide more arguments they are ignored.

• Property flags and descriptors: Every property in an Object can have property flags, these flags decide what permissions we have over the property of an Object. By default, there are 4 property flags, they are:

Value: The value of the property.

Writable: <bool value> allows value of the property to be changed,

Enumerable: <bool value> allows value of the property to be listed in loops.

Configurable: <bool value> allows the modification of property flags and deletion of the property. If this is set to false it cannot be changed back to true, only writable flag can be turned to false after this is set to false.

All these are set to true for any property.

We can get property descriptors (the flags for an Object) using

Let <varname>= Object.getOwnPropertyDescriptor(<object>, <property name>);

This returns an Object (called descriptor) which holds a copy of the flags.

We can set new flags using Object.defineProperty(<object>,<property name>, <descriptor object>);

For example:

Let user={};

Object.defineProperty(user,’name’,{ ‘value’: “lmao”}); , sets the ‘value’ flag to “lmao” for the ‘name’ property in user object.   
If the property exists, it simply updates the descriptor for it, however if it doesn’t then it sets the default 3 property flags to false (value is required, it cannot be left empty).

Object.defineProperties(<object>,{<prop1>:<descriptor>,<prop2>:<descriptor> }; sets multiple properties and their descriptors at once.

Object.defineProperties(user,{  
‘hello’:{ value:’woo’,writable:true},

‘bye:{ value:’nii’,configurable:true,},

};

And so on.

There are other Object methods to work on multiple properties at once.
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• Object accessor properties: Objects can have getter and setter functions, these are called accessor properties and unlike data properties they do not have value or writable flag but get, set, enumerable, and configurable.

For example:

Let user={

firstName: null,

lastName:null,

get fullName(){

return `${this.firstName} ${this.lastName}`;

}

set fullName(value){

[this.firstName,this.lastName]=value.split(‘ ‘);

}

}

User.fullName=”a k”;

User.fullName; //returns “a k”.

fullName is an accessor property so it doesn’t use ().

To set a new one,

Object.defineProperty(user,’age’, {

Get(){

Return this.userAge;

}

Set(value)

{

This.userAge=”yabibi”;

}

};

Since userAge didn’t exist and was created with the setter it’s called smart getter/setter.

• [[Prototype]]: Objects have another hidden property called [[Prototype]], this is used to inherit properties from another Object and can only have a value of null or an Object. It’s called Prototypical Inheritance. It doesn’t copy or references them in an Object, it only references the given Object. When we request value of a property on an Object, it is first searched for in the Object, if not found then searched in the Object defined in the [[Prototype]], if it is still not found then the [[Prototype]] of that Object is searched and so on until an Object with its [[Prototype]] is found to be null, throws if it is a circular search, i.e an Object references an already looked up Object. It is recommended to use Object.get/setPrototypeOf(<obj>); to get or set [[Prototype]] of an Object, we can use \_\_proto\_\_ keyword as well(it is a getter/setter on the internal [[Prototype]]) but its support is waning. One Object can only have reference to 1 Object and it is read-only, i.e if we modify a value for a given key then it is written to the current Object and not in its parent. Accessor properties are no exception as the rule with ‘this’ keyword is that it has the reference of the calling Object.

For example:

Let user={

firstName: ”Aan”,

lastName: “Khan”,

get fullName(){

return `${this.firstName} ${this.lastName}`;

}

set fullName(value){

[this.firstName,this.lastName]=value.split(‘ ‘);

}

};

Let anotherUser={

Age:20,

\_\_proto\_\_:user,

};

anotherUser.firstName; //returns “Aan”

anotherUser.firstName=”Bcn”; // creates a property named firstName in anotherUser and sets it to Bcn.

anotherUser.fullName; //returns “Aan Khan”.

anotherUser.fullName=”p p”; // creates firstName and lastName in anotherUser and sets them to p.

[[Protoype]] properties are iterated in for in loops but Object.keys does not. To check if a key exists in the current Object we can use <object>.hasOwnProperty(<key>); , returns true if key in current Object false otherwise.

Object.get/setPrototypeOf(<obj>); and new Object.create(<obj>,<descriptor>); do the same thing except an optional descriptor Object can be passed which will add properties to the prototype Object and not the constructor Object. Meaning that the <obj> remains unchanged.

• class: A class in JS is just a kind of function, it’s typeof also returns the same. However, they are a bit more advanced.

Syntax:

Class <name>{

Constructor(<params>){…}

}

With objects created using, new <name>();

New calls the constructor method here. This constructor is not the same as the ‘constructor’ in the prototype, that constructor is just a placeholder but this constructor is actually called on Class Object creation.

Class may be a type of function but there are a few differences, class properties are non-enumerable by default. Classes have ‘use strict’; by default. And an internal property [[isClassConstructor]] is set to true for class Objects.

Just like functions, classes can have class expressions and named class expressions.

For Example:

Let test=class {…};

Or

Let test= class Test{…};

Getter/setter in class work just like in Objects.

All methods in a class are referenced to prototype.

We can have class fields too (we can’t use let or var as they are let by default), however, they are set on individual Objects and not in the prototype.

So, for,

Class A{

Name=”lol”;

sayHo(){…};

}

A.name; //returns lol.

A.sayHo(); //fails.

A.prototype.sayHo(); //works.

A.prototype.name; //fails

Let test=new A();

Test.sayHo(); //works

Test.name; //works

Test.\_\_proto\_\_.mm(); //works. Note: \_\_proto\_\_ holds the reference to the Object that is in prototype of A{}.

• Extend: JS supports classical inheritance, (only a single class can be inherited), but hierarchical inheritance works. When a class is ‘inherited’ the [[Prototype]] of T.prototype gets the K.prototype Object as reference.

Extend also works on functions that return a class.

Syntax: class <name> extends <name2>{…}

For example:

Class A{

}

Class B extends A{

}

B.prototype.\_\_proto\_\_==A.prototype; //returns true.

Now if an Object of B tries to call a method or a field, it is first searched in B, then in B’s prototype and then in B’s prototypes’ prototype. This means fields, which are not referenced by prototype are invisible to inheriting classes. This also means, if a method is found in B.prototype then it will be called, essentially breaking the search and if a method with same name is in A then that is ’hidden’.

‘This’ can still access the current Object’s methods and fields.

Function f(){

Return Class{

sayHi(){…}

}

}

Class A extends f(){…} //works as functions are a subtype of Object.

• Super: super() calls the constructor of the parent class, super.<method>() calls a method in the parent class. Super can only be called by a child class. As usual, arrow functions don’t have a LE hence they don’t have their own super.

By default, if we don’t define a constructor in a child class then it is automatically inserted.

So B becomes,

Class B{

Constructor(…args){

Super(…args);

}

It is necessary to call super() in the constructor (if we define it for class A and class B). super() must be called before accessing this in the constructor. The reason for this behavior is, when new <T>() is called it checks for an internal flag [[ConstructorKind]], and if this flag is set to “derived” (which is set in a child class) then it doesn’t provide a new Object to the constructor method (it provides a new Object to new function() because it has this flag set to some other value). The child Object’s constructor can’t call this since an Object hasn’t been passed to it, that’s why super() is called, as it creates an Object, passes it to parent class and then sets this to the Object.

• Overriding trick:

For,

Class A{

Name=”a”;

Hi(){

Console.log(“a”);

}

Constructor()

{

Console.log(this.Name);

}

}

Class B extends A{

Name=”b”;

Hi(){

Console.log(“b”);

}

}

New B(); //prints a

New A(); //prints a

But if console.log(this.Name); is replaced by this.Hi();

New B(); //prints b

New A(); //prints a

The ‘trick’ here is due to how super initializes the Objects.

This is how ‘super’ call works:

1. Initialize all child class methods.
2. Initialize all parent class fields.
3. Initialize all child class fields.

Since our constructor in A is called at 2 it can’t see the overriding class fields.

• super vs call forwarding: Normally we can ‘call’ a method and pass our own context for it to use. But sometimes that is not enough.

For example:

Let obj1={

Hi(){

Return this.name;

}

}

Let obj2={

\_\_proto\_\_:obj1,

Hi()

{

This.\_\_proto\_\_.Hi.call(this);

}

}

Let obj3={

\_\_proto\_\_:obj2,

Hi()

{

This.\_\_proto\_\_.Hi.call(this);

}

}

Obj3.Hi(); //fails. As it goes into an infinite call loop, using ‘this’ and call forwarding we pass obj3’s [[Prototype]] (which is obj2 due to us manually defining the \_\_proto\_\_) to obj2, so it calls obj3’s [[Prototype]] again and infinitely. To resolve this, JS has an [[HomeObject]] internal property which is always set to the same Object. It can be accessed using super.

So replacing the 2 this.\_\_proto\_\_.Hi.call(this); with super.Hi(); will return the correct value.

Super will look into [[HomeObject]]’s prototype to determine it’s parent and then go there.

This means, functions and all Objects that are passed around ‘remember’ their original references. Also meaning that if a method in an Object calls its super, then no matter where the method is called from it will always look at that Object’s parent.

That is why, if a <property>:<function> (){…} is created in an Object, a ‘super’ in it will not be able to access [[HomeObject]] of the Object, instead we use <property>(){…} for the same.

• Computed method names: Objects can have strings as method names, these are computed at compile time.

Syntax: [<string>](<params>){…}

For example:

Let obj={

[‘say’+’ho’](){}

}

Obj.sayho(); or obj[‘sayho’](); // works.

• Static methods: These methods are just like class fields and are there for each instance rather than being in the prototype.

Syntax: static <methodName>(){…}

Or

<obj>.<methodName>=function(){…} does the same thing.

Static classfields can also be declared similarly.

However there’s a difference between static fields and normal fields, static fields are inherited, i.e they are referenced in the [[Prototype]] object.

• factory method: There is no factory keyword but using static methods we can do the same.

Static createNewObj(){

Return new this();

}

This will call the constructor and return a new Object.

• Private, public and protected: By default, all methods and fields are public in js. Protected properties of an Object are prefixed with ‘\_’ and private properties are prefixed with ‘#’. However, private properties aren’t implemented in the language yet and protected properties are just for syntax and letting others know.

• Built-in Type inheritance: We can extend built-in classes. All methods that are called on the object of this child class (and belong to the built-in class) return an object of child class by default.

So,

Class A extends Array{

Dance()

{…}

}

Let a=new A(1,2,3,4);

Let b=a.filter(…);

B.dance(); works, since A is returned by filter.

This is because the built-in methods call the T.prototype.constructor(); and since it references A in this case that is returned. We can override this behavior by,

Class A extends Array{

Dance(){…};

Static get [Symbol.species](){

Return Array;

}

}

Let a=new A(1,2,3,4);

Let b=a.filter(…);

B.dance(); will not work anymore.

Built-in classes inherit from Object’s prototype but not from Object. That is why methods like Object.keys() won’t work with Array.keys();

• instanceOf: Returns bool for if an Object is an instance of another Object, works for inherited objects too.

Syntax: <obj> instanceOf <obj>;

Also works for functions

New function() instanceOf function ; //true

Array instanceOf Object; //true

instanceOf calls a static [Symbol.hasInstance] and returns the returned bool.

Let obj1={

Static [Symbol.hasInstance](obj)

{

If obj.stuff=blabla

Return true;

Return false;

}

}

Let a=obj1;

A instanceOf obj1 ; // will call the given static symbol property.

If this method isn’t defined then it compares,

Obj.\_\_proto\_\_ to obj2.\_\_proto\_\_

Obj.\_\_proto\_\_.\_\_proto\_\_ to obj2.\_\_proto\_\_; and so on until either it is found or prototype of an object is found to be null.

<Obj>.isPrototypeOf(<obj>); works the same way.

• toString: This method is meant to return a value from Symbol.toStringTag.

So, for

Let obj2=Object.prototype.toString;

Let arr=[];

Obj2.call(arr); // will print [Object Array]

Let num=Number();

Obj2.call(num); //will print [Object Number]

We can define our own Symbol.toStringTag for an Object.

Let obj3= {

[Symbol.toStringTag]: “obj3”,

}

Obj2.call(obj3); will print [Object obj3].

• try catch finally: Same as in any language.

Try{

//sync code, any errors go to catch. Sync errors mean if there is an error inside a setTimeout or interval then they are not caught.  
}

Catch(err) //we can put without () and that means err obj isn’t needed.

{

///stuff. Err.name, err.message and err.stack are available by normal Errors.

}

Finally{…} //finally is optional, but if we put it, then it is ran regardless of an error. Meaning even if try{} has a return inside it will skip the return.

Throw new <error> to throw.

We can throw any Object, classes are better as their properties can be read by the catch.

We can also extend Error.

Class someError extends Error{

Constructor(message)

{

Super(message);

This.name=”someError”;

}

}

Throw new someError(“yahoo”); will work.

Browsers can read an onerror property,

Syntax: Window.onerror=function(message,url,line,col,error){…}

On an error that kills the process this method is ran.

• callbacks: Functions passed to functions are called callbacks, usually callbacks also include an error parameter, this helps mitigate errors better. However callbacks can create callback-hell, meaning a deep nesting of these functions is a bad practice of coding as the debugging is very time-taking.

• Promise: Promises are a modern way of handling async code. A function is passed to Promise which accepts 2 parameters (called an executor function), resolve and reject (these are both functions). In the function itself we have to call either resolve or reject after we are done with any task. Then the function in either resolve or reject is ran. The executor is ran right where it is defined, i.e Promise starts right where it is declared. The resolve and reject functions are optional but have to be provided (in the .then method of a Promise object) by us if we want to use the value / error generated by an executor function.

Syntax:  
let <varname>=new Promise(function(res,rej){…}).then(function(resValue){…},function(rejValue){…});

In the executor,

Res(<value>); and Rej(<value>); call the first and the 2nd function in the then respectively, they also pass the value provided to these functions.

Promises are also an Object and internally have [[PromiseState]] and [[PromiseResult]] properties, the state holds if the executor is done /resolve is called (has the value “fulfilled” for done and “rejected” if there was an error or reject was called). The result holds the value we pass to resolve or rejected.

For errors, both .catch(function(err){…}) and the function in then for reject can be used.

The .finally(<function with no args>); method is used to do something after the executor and the then blocks have completed. If we have a .finally before a .then then the value ‘passes through’ and the then is ran before the finally.

The .then, .catch and .finally methods wait for a promise to end. So,

Let promise=new Promise(function(res,rej){

Res(12);

});

promise.finally(()=> console.log(“done”));

promise.then((res)=> console.log(res));

works, prints 12 then “done”.

• Promise chaining: We can chain a bunch of promises very easily by using then, these ‘then’ are called ‘thenables’, thenable is an class Object that implements a ‘then’ method as an executor function.

Class Thenable {

Constructor(num)

{

This.num=num;

}

Then(res,rej)

{

…

}

}

New Promise(res => res(23)).then(result=> {return new Thenable(result);}).then(result=>console.log(result));

This is promise chaining, by default returning a Promise from a then is how we do promise chaining, but we can use a thenable too.

The flow here is,

1. Executor in Promise
2. After it completes successfully calls resolve and passes 23
3. The then catches the 23 and returns a ‘thenable’, it could also return another promise.
4. The next then catches the thenable Object’s result (if it called a resolve in this case) and processes it.

Let promise=new Promise(…);

Promise.then();

Promise.then(); // is not promise chaining, then’s are all consumers and in this case after promise completes all the consumers are given the value.

For errors, a single catch is at the end of a promise chain is good enough.

A good practice is to always return a promise Object from an async block even if we don’t consume it.

• Promise API: The Promise in js provides some other methods for handling Promises.

Promise.all([<promises or values>].then(); We can pass an iterable (usually an array) of promises/ other values and after all those promises finish (it waits for every one of them to finish as it processes them parallely) or there’s an error/reject() call in the middle the then() is called. If all of the promises resolve then their values are passed as an array (in the same index as their respective promises in the iterable) to the then, we can pass raw values or normal functions in the iterable and their values are passed as well. If there is an error or reject is called by a promise then it doesn’t wait for the rest of the promises to complete and passes the reject value or error to the then.

For ex.

Let promise=Promise.all([1,2,new Promise(function(res,rej){…}),4]).then(resVal=>…); //here resVal will be [1,2,<something>,4];

Promise.fulfilled([…]).then(function(res)=>{…}); This is the same as promise.all except it gathers all resolve and rejected values, even errors. They are passed as an array to the then and have their status property exposed. So, for res[0].status, it could be “fulfilled” while res[1] could have “rejected” and so on. For objects with “fulfilled” status we get .value and for “rejected” we get .reason.

Promise.race([…]).then(…); Similar to promise.all but waits for any one promise to complete only. Then it passes it’s resolve or reject value to then.

Promise.any([…]).then(…); Similar to promise.race() but this promise handler waits for the first ‘fulfilled’ promise, i.e if the fastest promise returns a reject/error then it waits for the next one and passes the first ‘fulfilled’ promise’s value to then. However if all the promises fail then a special error Object ‘AggregateError’ is created and it passes all the errors/reject values as an iterable to the reject/catch method.

Promise.resolve(function); This is rarely used but implies that the promise will only return a resolved function.

Promise.reject(function); Same as resolve but for returning only reject.

• Microtask queue or PromiseJobs: All async tasks in JS are scheduled after the main script is ran and that’s due to this internal queue where FIFO is followed and all promises are executed sequentially after the script.

Promises are scheduled in the microtask queue however everything else such as setTimeout are scheduled in the macrotask queue. After normal events, microtasks are executed then macrotasks and if there are multiple microtasks, they are scheduled right after macrotasks. The priority is:

1. Synchronous events
2. Microtasks
3. Macrotasks

We can use queueMicrotask(<func>); to add a function to the microtask queue, i.e., have it processed as soon as possible but without delaying the synchronous code.

• Async/Await: JS also provides async and await just like in dart, these ensure that a task is completed before proceeding. Normally the microtask queue runs after the script but with async and await it pauses for tasks to complete (it does other unrelated stuff while it is waiting).

Syntax:

Asnyc <function>{… let something=await <promise>;} async functions return a promise. If a function is processed successfully the return value is wrapped in a resolve, else a reject.

Async ()=>{…} also works.

Awaits work with ‘thenables’.

• Generators: JS supports generators like dart. But unlike dart they don’t keep running, they just return a lazy iterable with all the yield values. For..of to loop over a genny’s values. Internally a genny is just an Object that implements an iterator, that’s how for..of works on it.

Syntax: function\* <func name>(){ yield <val>or return;} We can use return but it’s value is ignored. Empty yields return undefined. The last yield puts the ‘done’ property in iterator object as true.

Function\*(){…} for anonymous functions;

\*()=>{…}; for arrow functions.

Essentially, any generator returns an array of values. But their ‘yields’ aren’t processed until the next() is called on a generator function, this is why they return a ‘lazy iterable’.

let test =

{

    0: "abc",

    1: "ddd",

    2: 45,

    length: 3,

    \*[Symbol.iterator]() {

        for (let elem = 0; elem < this.length; ++elem)

            yield elem;

    }

}

console.log([...test]);

We can implement our iterator easily using a generator.

• Yield\*: Using yield\* we can call a generator function and all its yields are ‘transparently’ forwarded as if all of them were yielded from the caller function. This is also called generator composition.

Yield in JS is like a 2-way street, i.e it can pass values back into the generator (not as args).

For example:

Function\* test(){

Let result=yield “yoo”;

Console.log(result): //prints no.

Yield “hoe”;

}

Let testVar=test();

Console.log(testVar.next().value); //prints yoo

Console.log(testVar.next(“no”).value); //prints hoe

testVar.throw(<err>); //will pass an error object back to the generator where a try catch block can catch it. Yield can also pass an error.

• [Symbol.asyncIterator]: Just like a normal iterator JS also provides an asyncIterator. The difference here is that the next() is instead an async next(){…}, and the for..of is for await(..of..);

For example:

let test =

{

  0: "abc",

  1: "ddd",

  2: 45,

  Length: 3,

  [Symbol.asyncIterator]() {

    return {

      obj: this,

      currentValIndex: 0,

      async next() {

        if (this.currentValIndex < this.obj.Length)

          return {

            done: false,

            value: this.obj[`${this.currentValIndex++}`],

          };

        else

          return {

            done: true,

          };

      }

    };

  }

};

(async()=>{

    for await(let elem of test)

        console.log(elem);

})();

Since next is async now we can have awaits inside it.

• Async Generator:

Syntax: async function\* <name> (){…} // yield stuff like normal, await stuff like normal.

Start the genny and consume it like an asyncIterator (for await of)as it is the same, an iterator on Promises. This means unlike normal gennys, we have to use await genny.next();

Async Generator Iterator: We can use async gennys for asyncIterators.

let test =

{

    0: "abc",

    1: "ddd",

    2: 45,

    length: 3,

    async \*[Symbol.asyncIterator]() {

        for (let elem = 0; elem < this.length; ++elem)

            yield elem;

    },

};

(async()=>{

    for await(let elem of test)

        console.log(elem);

})();

• Modules: Modules are parts of any file that we can either export or import. Only exported methods/variables/classes are seen by any file that imports them and it can edit the script (only for runtime). In browsers, imported module files are executed only once and that is at the first import. Modules always ‘use strict’;. In browsers, modules can only import modules. Meaning we cannot interact with them using normal scripts (because of the microtask queue which puts module and their loading after the entire page and scripts are loaded). So, we can only import inside module tagged script in HTML.

Syntaxes: export <method or variable>

Export { methods/variables/classes }; //this is for marking multiple of the variables/methods as exported.

Export{method as m, variable as v}; //exports the methods as a given name.

Export default <methods/variables/classes> ; This passes a single default entity to the importers. There can only be one export default per file and it’s better to not mix it with normal exports as that beats the purpose of a single export. Export default entities can choose to not have a name.

For example:

//1.js

Export default function(){…}

2.js

import {default as <someName>} from <filelocation.js>;

or

import <any given name> from <filelocation.js>. //even if we give a default export a name it is ignored we can simply assign any name to the default entity using this import.

Other ways to import:

Import { methods/variables/classes } from <filelocation.js>;

Import \* as <obj> from <filelocation.js>; // puts entire imported modules into an Object.

Import {method as m, class as temp} from <filelocation.js>; // imports the module and changes the invoke name to the given name.

So if a file imports another script, then the imported script is first evaluated, then it becomes ready to be used by the importer. If there are multiple imports, then they all get the same reference from the memory.

For example:

//1.js

Export anObj={

Name:”lol”,

}

//2.js

Import ‘./1.js’;

anObj.name=”no”;

//3.js

Import ‘./1.js’;

Console.log(anObj.name); prints no.

Re-export: We can export imported entities to provide a level of abstraction, meaning importing a single file can import multiple files as the file re-exports or forwards the deeper files.

Syntax:

Import { methods/variables/classes } from <filelocation.js>

Export { methods/variables/classes, default as <something> }; // default needs to be re-exported with a name otherwise it is ignored.

Export \* from <filelocation.js> // cleaner syntax for re-exporting, however default exports are ignored.

All import and export statements must be in global scope.

For browsers, we import modules using <script type=”module”> </script>// since this is a script tag we can insert js inside it. However, each script module has its own independent scope, so if multiple of these tags are defined, they have their own scopes. But these module tag scripts don’t have a top level ‘this’, normal script tags bring that.

In browsers, module tag scripts are loaded after the entire page is loaded.

<script async type=”module”> … </script> is a script module that loads parallely with other modules, meaning it doesn’t get processed sequentially and so even if browser puts scripts in a queue, it processes along with other scripts.

<script nomodule>…</script> is for compatibility with browsers that don’t support modules. If browsers don’t support modules then the scripts inside are ran.

• Dynamic import: We can import modules at runtime using special ‘import()’ syntax. This is not a method but something like super(). For dynamic import, exports are done as usual but import returns a promise object with the loaded file. Dynamic imports don’t need type=”module” in script tag.

Syntax:

Let <varname>= await import(‘<filelocation.js’); something is an Object with all the exported methods/variables/classes as properties.

<varname>.default holds the default exported method/variable/class.

It can work with destructuring too,

Let {<var1>,<var2>}= await import(‘<filelocation.js>’);

• Proxy: Proxy in JS is a ‘transparent’ Object that wraps another Object and intercepts any call to the Object.

Syntax:

Let proxy=new Proxy(<obj>,<handler>);

If handler object is empty or null then all calls are transparently forwarded.

Proxy.test=5;

<obj>.test; //returns 5.

A handler is a method that intercepts the calls using ‘traps’, which are properties that are invoked on their corresponding internal calls on the proxy object.

![](data:image/png;base64,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)

For some properties, there are invariants. These are rules the values in properties must follow.

Get method: get(<obj>,<property>,< optional receiver>){…} receiver object is used as ‘this’ inside the get method.

For example:

let nums=[243,51,3];

let proxy=new Proxy(nums,{

    get(target,val)

        {

            console.log(`nums is ${val}`)

            if(val in target)

                return target[val];

            else

                return 0;

        }

})

console.log(proxy[2]);

//prints 3

Here val (as key in properties) is looked for.

It is recommended to hold the reference of an Object only in a proxy or it’s own variable but not both. So, we should hold proxy in ‘nums’ in the above example.

Set method: set(<obj>,<prop>,<value>,<optional receiver>){…} For set, there’s an invariant and it is that setters in proxies should return true or false for if insertion was successful in the Object or not.

For example:

Let nums=[1,2,15];

Nums=new Proxy(nums,{

Set(target, prop,val){

If(typeOf val == “number”)

{Target[prop]=val;

Return true;

}

Else

Return false;

}

});

Nums.push(2); //works

Nums.push(“”); //fails with TypeError

We can use proxies for other operations such as providing wrappers as well.

Function del(obj,delay){

Return new Proxy(obj, {

Apply(target,thisArgs, args){

setTimeout(()=> target.apply(thisArgs,args),delay);

}

});

Function sayHi(name)

{

Console.log(`namaewa ${name}`);

}

Let hello=del(sayHi,2000);

Hello(“lol”); //prints namaewa lol after 2000ms.

We could have used normal Wrapper function here but it wouldn’t forward any properties to the main Object.

Proxies may be transparent but they cannot pass a ‘===’ check.

Proxies cannot reference/access internal methods of an Object or private fields (in proposal).

• Reflect: For every method that a proxy has, reflect has the same method available on any Object. Reflect allows us to call operators (such as new, delete) as functions.

For example:

Let user={};

Reflect.set(user, ‘name’, “something”); //the args are same as methods in proxy as well. In essence, reflect allows us to transparently forward an operation to the main Object.

The main use of reflect is with proxies, since proxies don’t forward the caller context to the internal methods (target has the reference to the Object given to a proxy). For inheritance this causes an issue as ‘this’ in a parent Object receives context of the Object in the proxy no matter which child calls it.

let user = {

    \_name: "ho",

    get name() {

        return this.\_name;

    }

};

user = new Proxy(user, {

    get(target, prop, reciever) {

        return target[prop];

    },

});

let admin = {

    \_name: "no",

    \_\_proto\_\_: user,

};

console.log(admin.name);

//prints ho where “no” is expected. To fix this we simply return Reflect.get(…arguments); from the get proxy and reflect uses the receiver to pass the receiver context automatically.

For maps and some other data structures, simple get and set aren’t used internally to store data. Instead, internal slots like [[MapData]] are used which proxy can’t access directly, nor does it reference. So, we use Reflect and bind to get the data.

Let map=new Map();

Map=new Proxy(map, {

Get(target, prop, reciever)

{

//Return target[prop] or Return Reflect.get(…arguments); will cause an error. Instead,

Let value=Reflect.get(…arguments); // to call internal [[Get]].

Return typeOf value == ‘function’ ? value.bind(target) : value; // This will check if the property passed returned a function, i.e an internal method then it will bind the target’s context to it so any further calls on the Object will not search for the method in the proxy object but in the target object.

}

});

• Revocable Proxy: This type of proxy can revoke access to the Object. Meaning it cannot be accessed anymore after getting revoked.

Syntax:

Let {<proxyVariable>,<revokeMethodVariable>}=Proxy.revocable(<target>, <handler>);

We can access the Object normally using <proxyVariable>.<someProp>. But as soon as we call <revokeMethodVariable>(); any further calls will return Error.

Since <proxyVariable> and <revokeMethodVariable> are 2 separate variables we can store the <revokeMethodVariable> as a property in the <proxyVariable> to easily access it anywhere or use a weakMap.

• eval: eval is a function that evaluates a string and processes it. It is unadvised to use this as any variables used inside it are not minified and if they are in a scope then they are not minified for that entire scope.

Syntax: eval(<any line>);

To use only the global scope call window.eval(). To use eval with variables (and minifiers), use new Function(<args string>,<body as string>);

• Currying: Currying is a transformation of functions from f(a,b,c) to f(a)(b)(c). Basically, we return function from function to convert a function into a partial function.

For example:

Function curry(func)

{

Return function curried(…args)

{

If(args.length>=func.length)

{

Return func.apply(this, args)

}

Else

{

Return function(…args2)

{

Return curried.apply(this,args.concat(args2));

}

}

}

}

Function sum(a,b,c)

{

Return a+b+c;

}

Let currySum=curry(sum);

currySum(1,2,3); //prints 6

currySum(1)(2,3); //prints 6

• Reference type: This is a hidden type used by JS to pass context (‘this’) to any method.

When we call obj.method();, it internally takes context as obj using the ‘.’ notation. This can be resolved at compile time but at runtime this cannot be resolved and causes error.

For example:

Let user={

Name:”lol”,

Hi(){

Return this.name;

}

Bi()

{

Return this.name + “ya”;

}

}

(User.name==”no” ? user.hi : user.bi)(); //error

The ‘.’ returns not a function but a special reference type.

Which is

(<base>,<property name>,<isStrict>); When () is called on this reference type it gets the correct ‘this’ but as in our example the () is appended later it has lost ‘this’.

• XMLHttpRequest: It is a built-in browser object that allows HTTP requests from Javascript. It can operate on any data and not just XML.

Syntax:

Let <varname>=new XMLHttpRequest();

<varname>.open(<method>,<url>,<optional async>,< optional user>, < optional password>);

Method: “GET” or “POST” or some other method,

url: takes URL() object.

Async: <bool>, true default and false for sync call. Sync call pauses the execution of other items and is considered a bad practice.

User,pass

Open doesn’t open anything, it’s just a name.

<varname>.send(<optional body>); sends the request. It should be the last method to be called on the object. In optional body we can give a FormData object as well. We can get instantiate it like FormData(<form element>); or FormData() and append values to the object manually as it is an Object. The optional body can be anything.

Has 4 events and their eventHandlerAttributes. Load, error, timeout and progress. Load is triggered if data gets fully downloaded even on HTTP400 or so, error if that failed and progress triggers periodically. For timeout, we can specify duration in ms as it is a property and its event is triggered after no response in the given duration.

<varname>.upload. This object has its own events and eventHandlerAttributes. For POST requests these are useful. The events are:

loadstart – upload started.

progress – triggers periodically during the upload.

abort – upload aborted.

error – non-HTTP error.

load – upload finished successfully.

timeout – upload timed out (if timeout property is set).

loadend – upload finished with either success or error.

And can be assigned listeners with <varname>.upload.on<event>=function(){}

<varname>.responseType=<value>; to set the response format.

Value can be:

“” : default, empty string.

text: string,

arraybuffer: Arraybuffer() obj,

blob: Blob(),

document: get as XML doc or HTML based on MIME type.

json: as json.

<varname>.setRequestHeader(‘<name>’, ‘<value>’); to set custom headers. Once set, the value never gets removed for the given header of this object. Any further calls don’t overwrite, but append on the value for the given header.

<varname>.getResponseHeader(<name>); to get one.

<varname>.getAllResponseHeaders(); to get all. Returns a single string with /r/n separated pairs.

<varname>.readyState returns the ready state of the object.

0: unsent,

1: opened (or rather, configured),

2: headers received,,

3: Loading, for progress.

4: Done.

onReadyState eventHandlerAttribute is used to check progress periodically.

<varname>.status for httpstatus code. 0 for any non http error.

<varname>.abort() cancels a request and fills 0 in statusCode.

<varname>.withCredentials=<bool>, true to send cookies and HTTP-authorization for CORS.

• Cookie: It is a small string of data stored in the browser, the string has ‘key=value’ pairs with ‘;’ seperators. It’s sent to a browser using Set-Cookie HTTP Header in the response.

Document.cookie is a getter/setter accessor to append key value pairs to the string. Since it is a string and not an Object we have to add values like,

Document.cookie=”key=value”;

The key and value can support all the characters however it is recommended to use encodeURIComponent(<val>); to get a string which can be put in the cookie.

Document.cookie=encodeURIComponent(key)+”=”+encodeURIComponent(value); is hence used. (We don’t run it over ‘=’ since that seperates keys and values but encoding converts it to something else).

A key value pair in a cookie shouldn’t exceed 4KB size and a cookie cannot have 20+ pairs.

Cookies have several options which browsers use before accessing a website.

path=/; Means the cookie will be used and visible to all pages on a domain, /<x> would mean only /<x> and pages inside it will be able to access this cookie.

domain= x.com; sets the visibility of cookie to the domain and all subdomain such as T.x.com. We can’t set domain to a domain other than the current domain.

expires=Tue, 19 Jan 2038 03:14:07 GMT; sets the expiry of a cookie to a desired date, the format must be same. If this or max-age is not set then cookie is deleted on browser close, which makes them session cookies. Also deleted if expires has a date before the current day.

max-age=<seconds>; is an alternative. Deleted if value is 0 or -ve.

secure; Just specifying this value means a cookie can’t be used in between protocols. So <https://x.com’s> cookie won’t be visible to <http://x.com>

samesite=strict/lax; samesite without value is strict. This is used to prevent XSRF. If it is strict then cookie isn’t sent to the domain from any other domain. Even if the domain is open in another window, lax just allows other windows.

httpOnly; if set prevents javascript to open a cookie. Document.cookie hence returns null.

Since keys in cookies are usually encoded, we can’t directly access them. So we use this helper function,

function getCookie(name) {

let matches = document.cookie.match(new RegExp(

"(?:^|; )" + name.replace(/([\.$?\*|{}\(\)\[\]\\\/\+^])/g, '\\$1') + "=([^;]\*)"

));

return matches ? decodeURIComponent(matches[1]) : undefined;

}

Updating:

function setCookie(name, value, options = {}) {

options = {

path: '/',

// add other defaults here if necessary

...options

};

if (options.expires instanceof Date) {

options.expires = options.expires.toUTCString();

}

let updatedCookie = encodeURIComponent(name) + "=" + encodeURIComponent(value);

for (let optionKey in options) {

updatedCookie += "; " + optionKey;

let optionValue = options[optionKey];

if (optionValue !== true) {

updatedCookie += "=" + optionValue;

}

}

document.cookie = updatedCookie;

}

setCookie('user', 'John', {secure: true, 'max-age': 3600});

Deleting:

function deleteCookie(name) {

setCookie(name, "", {

'max-age': -1

})

}

Document.cookie may set values in a cookie but it is binded to that domain, however if the site being visited sends a Set-Cookie header with a cookie that has another domain then that cookie can be accessed by that domain later.

• Storage: Used to store key value pairs for persistence. LocalStorage is used for long term storage (surviving browser/os reboots) whereas sessionStorage is used for a single session (surviving tab refresh but not reboots). Each storage object is only visible on the same origin, i.e., port+domain+protocol. Both objects provide same methods and properties, which are:

setItem(key,value);

getItem(key);

key(index); gets key at index

removeItem(key);

clear(); remove everything

length;

For example

localStorage.setItem(‘a’,1);

We can use these objects like Objects to set their properties but it doesn’t fire a necessary event which is normally triggered.

Key value must be both strings.

For..of doesn’t work on these objects, for..in with hasOwnProperty (to filter out setItem etc.), Object.keys(localStorage) and traditional index iterative loop works.

‘storage’ event is fired whenever storage objects have a change, but the eventHandler for them only catches events on another window.

For example:

window.onstorage=event=>{...};

will get triggered if any of the storage objects get changed in the same origin but different window/tab.

event.storageArea contains which Object (local/session) had the change. Event has details of the changes as well.

It’s called same-origin inter-window communication.

• Popups and window methods:

Open a popup with window.open(‘<url>’, name, params);

name is a defined string that goes into window.name, if a window with the ‘name’ is already open then that window is brought into focus else new one is opened.

params: Configure new window settings, Single string with ‘,’ separated params. The params are:

left/top: Co-ordinates of top left corner of window

width/height: Can’t be < a certain number.

menubar: bool, show or hide the browser menu

toolbar: bool, show/hide the navigation bar (back/forward etc.)

location: bool, show/hide URL field

status: bool, show/hide statusbar

resizable: bool, allow resizing

scrollbar: bool, allow scrolling

All bools are yes/no instead of true/false.

If params is not defined or values are not specified then default params are used, bools are ‘no’, width/height/left/top is same as last window opened

An opened popup is can navigate (change URL) and send messages back to opener window, the opener window can send messages as well. CORS is applied, if they aren’t from same origin then this is limited (all content of either window is not visible to another and only location of popup can be changed but it cannot be read).

Most browsers block popups if they are called outside of event handlers. An exception is when popups are opened through setTimeout and have a timeout of <=2000ms.

let newWin= window.open(…);

Window.open returns a window reference, allowing us to change and read its properties.

newWin.focus(); to focus the window.

newWin.blur(); to unfocus the window

newWin.close(); to close a window, newWin.closed to get status in bool.

Window config methods:

newWin.moveBy(x,y); move on x and y axis relative to the window.

..moveTo(x,y)

..resizeBy(width,height)

..resizeTo(width/height)

..scrollBy(x,y)

..scrollTo(x,y)

<elem>.scrollIntoView(top=true): Scroll the window to present the elem at top/bottom.

These methods only work reliably when the popup is opened by the window and has no additional tabs.

Events:

..onResize event.

..onScroll event.

..onblur event.

..onfocus event.

window.opener returns the window reference for the opener window, null for all windows except popups.

• Cross-window Communication: Rules and methods for effective Cross-Window Communication.

Same Origin Policy:

2 URLs are said to be same-origin if they have same protocol, domain and port. Domain includes the sub-level domain, tld and domain.

This policy is what affects cross window comms the most, it has to be true for all features to work.

Sub-level domain can still be ignored. Same-site can be configured to allow changes in sub-level domain, to do so set,

document.domain=’site.com’;

now any site with any sub-level domain (www/xyz/zzz etc.) can be used as long as the tld and domain are the same.

Iframe: An Iframe tag (<iframe src=’some url’ id=’myIframe’ name=’myName’> </iframe>) in an html document host a separate window embedded into the html page itself. It has it’s own document and window objects. It is like a popup except a new window isn’t opened and the current webpage holds the content.

myIframe.contentWindow; returns window reference for it.

myIframe.contentDocumet (shorthand for myIframe.contentWindow.document); to get doc ref. An iframe already has a doc even before the loading is complete, but it is flushed as soon as the loading completes and new document is inserted into it. To get the right doc, only call this method in an onload event handler.

Iframe follows the same origin policy just like popups.

Events:

..onload

..contentWindow.onload

The diff between the both is that the second one isn’t accessible for another origin sites while the first one is.

Collection: window.frames

window.frames[<int>] returns an iFrame object of the current window. The int index is specified to mention which one if there are multiple, 0 is the first one and the one encountered the first from top to bottom of the html page and so on.

window.frames.myName; returns an iframe with the given ‘name’ attribute.

window.parent: Returns immediate parent window.

window.top: Returns the topmost parent window.

Sandbox: An iframe can specify a ‘sandbox’ attribute, it applies limitations on what the iframe window can do. No value for this attribute applies the strictest limitations, we can specify limitations as well, these are space separated keys in a string that only need be mentioned to be activated:

‘allow-same-origin’

‘allow-top-navigation’ : allow changing parent.location.

‘allow-forms’: allow submitting forms

‘allow-scripts’ : to runs in iframe

‘allow-popups’ : allow window.open in iframe

.. and a few more.

Messaging: Despite Same-Origin, windows can send/receive messages.

<myIframe element>.postMessage(data, targetOrigin); data can be anything, it is cloned using structured serialization algorithm. targetOrigin can be used to specify which domain we want to accept the message from. ‘\*’ to allow all.

Event:

..onmessage: Triggered when a message is received and is from the target origin. The event has data, origin and source properties, source has the window ref for the source. We can use source.postMessage(…) to reply.

X-Frame-Options: A header that is set by the server serving the webpage that can have 3 values, DENY, SAMEORIGIN or ALLOW-FROM <domain>. This header defines if the webpage can be opened in an iframe or not. Hence why, Iframe src=twitter.com will return ‘refused to connect’.

It is recommended to use this header and ‘samesite’ cookie to disallow clickjacking attack on your website.

# Major References

1. <https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference>
2. <https://www.ecma-international.org/publications/standards/Ecma-262.htm>