**学习环境：Python 3.7**

# string常用操作

## 删除字符串中多个指定字符

方法一：循环遍历字符，调用str.replace进行替换

chars = ",;:.! \t"  
while True:  
 s1 = input('Enter a string: ')  
 s1 = s1.strip()  
 if s1.lower() == 'quit':  
 print('QUIT!')  
 break  
 for c in chars:  
 s1 = s1.replace(c, '')  
 s2 = s1[::-1]  
 if s1 == s2:  
 print("Yes, it is a palindrome")  
 else:  
 print("No, it is not a palindrome")

方法二：调用re.sub方法进行正则表达式替换

import re  
  
chars = ",;:.! \t"  
while True:  
 s1 = input('Enter a string: ')  
 s1 = s1.strip()  
 if s1.lower() == 'quit':  
 print('QUIT!')  
 break  
 s2 = re.sub(chars, '', s1)  
 if s1 == s2:  
 print("Yes, it is a palindrome")  
 else:  
 print("No, it is not a palindrome")

方法三：调用str.makestrans设置转标换，str.translate进行字符转换

chars = ",;:.! \t"  
chars\_map = dict()  
for c in chars:  
 chars\_map[c] = None  
print(chars\_map)  
trans\_table = str.maketrans(chars\_map)  
  
while True:  
 s1 = input('Enter a string: ')  
 s1 = s1.strip()  
 if s1.lower() == 'quit':  
 print('QUIT!')  
 break  
 s2 = s1.translate(trans\_table)  
 if s1 == s2:  
 print("Yes, it is a palindrome")  
 else:  
 print("No, it is not a palindrome")

# class常用技巧

## 定制类（特殊类成员函数）

常用的一些特殊成员函数：

* \_\_init\_\_, \_\_del\_\_
* \_\_str\_\_, \_\_len\_\_
* \_\_lt\_\_, \_\_gt\_\_, \_\_eq\_\_
* \_\_getitem\_\_, \_\_setitem\_\_, \_\_delitem\_\_
* \_\_setattr\_\_, \_\_getattr\_\_
* … …

class Person:  
  
 def \_\_init\_\_(self, name, age):  
 self.info = dict()  
 self.info['name'] = name  
 self.info['age'] = age  
  
 # not recommended  
 def \_\_del\_\_(self):  
 pass  
  
 def \_\_len\_\_(self):  
 return len(self.info['name'])  
  
 def \_\_str\_\_(self):  
  
 info = list()  
 for (key, value) in self.info.items():  
 s = "{0}={1}".format(key, value)  
 info.append(s)  
 return ",".join(info)  
  
 def \_\_lt\_\_(self, other):  
 return True if self.info['age'] < other.info['age'] else False  
  
 def \_\_gt\_\_(self, other):  
 return True if self.info['age'] > other.info['age'] else False  
  
 def \_\_eq\_\_(self, other):  
 return True if self.info['age'] == other.info['age'] else False  
  
 def \_\_getitem\_\_(self, item):  
 return self.info[item]  
  
 def \_\_setitem\_\_(self, key, value):  
 self.info[key] = value  
  
 def \_\_delitem\_\_(self, key):  
 del self.info[key]  
  
  
p1 = Person('Alex', 10)  
print(len(p1))  
print(p1['name'])  
p1['sex'] = 'male'; print(p1)  
del p1['sex']; print(p1)  
  
p2 = Person('Daniel', 20)  
print(len(p2))  
print(p2['name'])  
p2['sex'] = 'female'; print(p2)  
del p2['sex']; print(p2)  
  
print(p1 < p2)  
print(p1 > p2)  
print(p1 == p2)

## 类成员的get和set优雅实现

通过@property和@xxx.setter装饰器，优雅实现get和set功能。

class Student:  
  
 def \_\_init\_\_(self, name, age, score):  
 self.name = name  
 self.\_\_age = age  
 self.\_\_score = score  
  
 @property  
 def age(self):  
 return self.\_\_age  
  
 @property  
 def score(self):  
 return self.\_\_score  
  
 @score.setter  
 def score(self, value):  
 if not isinstance(value, int):  
 raise ValueError('score must be an integer!')  
 if value < 0 or value > 100:  
 raise ValueError('score must between 0 ~ 100!')  
 self.\_\_score = value  
  
  
s = Student('Alex', 18, 80)  
print(s.name)  
print(s.age)  
print(s.score)  
s.name = 'Danniel'  
s.age = 20 # AttributeError: can't set attribute  
s.score = 100 # OK, set s.\_\_score = 100

通过@property修改的成员，一般添加下划线或双下划线，否则会陷入递归崩溃中。

class Student:  
  
 def \_\_init\_\_(self, name, age, score):  
 self.name = name  
 self.age = age  
 self.score = score  
  
 @property  
 def score(self):  
 return self.score  
  
 @score.setter  
 def score(self, value):  
 if not isinstance(value, int):  
 raise ValueError('score must be an integer!')  
 if value < 0 or value > 100:  
 raise ValueError('score must between 0 ~ 100!')  
 self.score = value  
  
  
s = Student('Alex', 18, 80)  
s.score = 100

# 执行报错

RecursionError: maximum recursion depth exceeded while calling a Python object

# 专题讨论

## 多进程

多进程相关重点内容：

* 子进程、进程池
* 进程间通信
* 进程间共享数据
* 进程间互斥访问（互斥锁、读写锁、信号量）

### multiprocessing.Process

multiprocessing.**Process**(*group=None*, *target=None*, *name=None*, *args=()*, *kwargs={}*, *\**, *daemon=None*)

--- 主要用于启动一个新进程，将代码内部的一个函数过程作为进程的启动入口。

import os  
import multiprocessing as mp  
  
  
def run\_proc(name, sex, age):  
 *""" Run a child process """* print('Run child process, pid={0}, name={1} sex={2} age={3}'.format(os.getpid(), name, sex, age))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 print('Run parent process, pid={0}.'.format(os.getpid()))  
 p = mp.Process(target=run\_proc, args=('test',), kwargs={'sex': 'male', 'age': 18})  
 print('Child process will start.')  
 p.start()  
 p.join()  
 print('Child process end.')

### 进程池 - multiprocessing.Pool

**multiprocessing.pool.Pool**([processes[, initializer[, initargs[, maxtasksperchild[, context]]]]])

--- 通过multiprocessing.Pool()创建一个multiprocessing.pool对象

**apply\_async**(*func*[, *args*[, *kwds*[, *callback*[, *error\_callback*]]]])

**map**(func, iterable[, chunksize])

--- A parallel equivalent of the [map()](https://docs.python.org/3/library/functions.html#map) built-in function (it supports only one iterable argument though). It blocks until the result is ready.

--- 一直阻塞，直到map返回结果。

**map\_async**(func, iterable[, chunksize[, callback[, error\_callback]]])

**--- 问题：在测试中，callback为达到预期效果，原因不明？**

import os  
import time  
import random  
import multiprocessing as mp  
  
  
def long\_time\_task(name):  
 *""" Run a child process, running a long time """* start = time.time()  
 time.sleep(random.random() \* 5)  
 end = time.time()  
 elapsed = end - start  
 return elapsed  
  
  
def apply\_callback(t):  
 print('Elapsed time = {0}'.format(t))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 print('Run parent process, pid={0}.'.format(os.getpid()))  
 # 默认的进程池个数为CPU个数（os.cpu\_count()）  
 p = mp.Pool()  
 # 如果创建的进程数过多，需要等待  
 for i in range(8):  
 p.apply\_async(long\_time\_task, args=(i,), callback=apply\_callback)  
 print('Waiting for all subprocesses done...')  
 # Prevents any more tasks from being submitted to the pool.  
 p.close()  
 p.join()  
 print('All sub processes done.')

问题： Pool.map\_async的callbaack参数传递，似乎没起到预期效果？

import multiprocessing as mp  
  
  
def map\_func(x):  
 return x \* 2  
  
  
def map\_callback(x):  
 print('x = {0}'.format(x))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 p = mp.Pool()  
 # 问题：map\_callback没起到预期的效果？  
 h = p.map\_async(map\_func, [1, 2, 3], callback=map\_callback)

### 进程间通信 - Queue

import os  
import time  
import random  
import multiprocessing as mp  
import queue  
  
  
  
def write\_queue\_proc(q):  
 print('Child Process: start to write, pid={0}'.format(os.getpid()))  
 for v in ['A', 'B', 'C', ['Python', 'Java']]:  
 print('Put {0} to queue.'.format(v))  
 q.put(v)  
 time.sleep(random.random())  
 print('Child Process: stop to write, pid={0}'.format(os.getpid()))  
  
  
def read\_queue\_proc(q):  
 print('Child Process: start to read, pid={0}'.format(os.getpid()))  
 try:  
 while True:  
 v = q.get(True, 3)  
 print('Get {0} from queue'.format(v))  
 except queue.Empty:  
 print('Empty Queue!')  
 finally:  
 print('Child Process: stop to read, pid={0}'.format(os.getpid()))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 q = mp.Queue()  
 pw = mp.Process(target=write\_queue\_proc, args=(q,))  
 pr = mp.Process(target=read\_queue\_proc, args=(q,))  
 pw.start()  
 pr.start()  
 pw.join()  
 pr.join()

### 进程间通信 - Pipe

import os  
import time  
import random  
import multiprocessing as mp  
  
  
def write\_pipe\_proc(in\_p, out\_p):  
 print('Child Process: start to write, pid={0}'.format(os.getpid()))  
 out\_p.close()  
 for v in ['A', 'B', 'C', ['Python', 'Java']]:  
 print('Put {0} to pipe.'.format(v))  
 in\_p.send(v)  
 time.sleep(random.random())  
 in\_p.close()  
 print('Child Process: stop to write, pid={0}'.format(os.getpid()))  
  
  
def read\_pipe\_proc(in\_p, out\_p):  
 print('Child Process: start to read, pid={0}'.format(os.getpid()))  
 in\_p.close()  
 try:  
 while True:  
 v = out\_p.recv()  
 print('Get {0} from queue'.format(v))  
 except EOFError:  
 print('Empty pipe!')  
 finally:  
 out\_p.close()  
 print('Child Process: stop to read, pid={0}'.format(os.getpid()))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 in\_p, out\_p = mp.Pipe()  
 pw = mp.Process(target=write\_pipe\_proc, args=(in\_p, out\_p))  
 pr = mp.Process(target=read\_pipe\_proc, args=(in\_p, out\_p))  
 pw.start()  
 pr.start()  
 in\_p.close() # 如果in\_p不进行close操作，read\_pipe\_proc进程的output\_p.recv会阻塞读取  
 out\_p.close()  
 pw.join()  
 pr.join()

### 进程间通信 - Event事件
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--- 具体用法参考threading.Event

### 进程间共享数据 - Shared Memory

multiprocessing.**Value**(typecode\_or\_type, \*args, lock=True)

--- Return a [ctypes](https://docs.python.org/3/library/ctypes.html#module-ctypes) object allocated from shared memory.

multiprocessing.**Array**(typecode\_or\_type, size\_or\_initializer, \*, lock=True)

--- Return a ctypes array allocated from shared memory.

import multiprocessing as mp  
  
  
def process\_proc\_a(v, a):  
 v.value = 999  
  
 with v.get\_lock():  
 for i in range(len(a)):  
 a[i] += 1  
  
  
def process\_proc\_b(v, a):  
 with v.get\_lock():  
 for i in range(len(a)):  
 a[i] += 1  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 v = mp.Value('d', 100) # 'd' -> double  
 a = mp.Array('i', range(10)) # 'i' -> signed int  
  
 p1 = mp.Process(target=process\_proc\_a, args=(v, a))  
 p2 = mp.Process(target=process\_proc\_a, args=(v, a))  
 p1.start()  
 p2.start()  
 p1.join()  
 p2.join()  
 print(v.value)  
 print(a[:])

备注：typecode编码含义：
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### 进程间共享数据 - Server process

A manager returned by Manager() will support types list, dict, Namespace, Lock, RLock, Semaphore, BoundedSemaphore, Condition, Event, Barrier, Queue, Value and Array.

--- 与共享内存（Value、Array）相比，Manager支持更多的数据类型。

import multiprocessing as mp  
  
  
def process\_proc\_a(d, l, v, q):  
 d['a'] = 'ABC'  
 l.reverse()  
 v.value = 999  
 q.put('Hello, world')  
  
  
def process\_proc\_b(a, lo):  
 lo.acquire()  
 for i in range(len(a)):  
 a[i] += 1  
 lo.release()  
  
  
def process\_proc\_c(a, lo):  
 lo.acquire()  
 for i in range(len(a)):  
 a[i] += 1  
 lo.release()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 with mp.Manager() as manager:  
 d = manager.dict()  
 l = manager.list(range(10))  
 v = manager.Value('d', 100) # 'd' -> double  
 q = manager.Queue()  
  
 p1 = mp.Process(target=process\_proc\_a, args=(d, l, v, q))  
 p1.start()  
 p1.join()  
 print(d)  
 print(l)  
 print(v.value)  
 print(q.get())  
  
 a = manager.Array('i', range(10)) # 'i' -> signed int  
 lo = manager.Lock()  
 p2 = mp.Process(target=process\_proc\_b, args=(a, lo))  
 p3 = mp.Process(target=process\_proc\_c, args=(a, lo))  
 p2.start()  
 p3.start()  
 p2.join()  
 p3.join()  
 print(a[:])

Server process managers are more flexible than using shared memory objects because they can be made to support arbitrary object types. Also, a single manager can be shared by processes on different computers over a network. They are, however, slower than using shared memory.

--- 与shared memory相比，性能较低。

### subprocess

很多时候，子进程入口不是当前代码的一个内部函，而是一个外部程序。此时通过subprocess指定外部程序创建子进程，并可以控制子进程的输入和输出。

**创建子进程：subprocess.Popen**(…)：

**参数shell详解：**

The *shell* argument (which defaults to False) specifies whether to use the shell as the program to execute. If *shell* is True, it is recommended to pass *args* as a string rather than as a sequence.

--- shell参数表示是否通过shell命令执行程序。如果shell=True，建议args参数以字符串形式传递，而不是序列。

**参数stdin、stdout、stdin详解：**

*stdin*, *stdout* and *stderr* specify the executed program’s standard input, standard output and standard error file handles, respectively. Valid values are [PIPE](https://docs.python.org/3/library/subprocess.html#subprocess.PIPE), [DEVNULL](https://docs.python.org/3/library/subprocess.html#subprocess.DEVNULL), an existing file descriptor (a positive integer), an existing [file object](https://docs.python.org/3/glossary.html#term-file-object), and None.

--- 标准输入、输出、错误输出流。合法参数值为PIPE，DEVNULL，文件描述符，文件对象和None。
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**与子进程进行IO交互：Popen.communicate**(*input=None*, *timeout=None*)

--- 用于与子程序进程输入输出交互，返回(stdout\_data, stderr\_data)

import subprocess  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 p = subprocess.Popen(['ls', '-l', '/dev/null'])  
 print(p.stdout)  
  
 p = subprocess.Popen(['ls', '-l', '/dev/null'], stdout=subprocess.PIPE)  
 for l in p.stdout.readlines():  
 print(l.decode('utf-8'))  
  
 p = subprocess.Popen(['nslookup'], stdin=subprocess.PIPE, stdout=subprocess.PIPE)  
 output, err = p.communicate(b'www.baidu.com\n')  
 print(output.decode('utf-8'))  
  
 fo = open('./output1.txt', 'w')  
 p = subprocess.Popen('ls -l /dev/null', shell=True, stdin=subprocess.PIPE, stdout=fo)  
 print(p.stdout) # here, p.stdout is None  
 fo.close()  
  
 fi = open('./input.txt', 'r')  
 fo = open('./output2.txt', 'w')  
 p = subprocess.Popen('cat', shell=True, stdin=fi, stdout=fo)  
 print(p.stdout) # here, p.stdout is None  
 fi.close()  
 fo.close()

### 多进程同步 - Lock锁
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--- 具体用法参考threading.Lock。

## 多线程

threading module constructs higher-level threading interfaces on top of the lower level \_thread module.

--- threading模块：更高层次的多线程接口

--- \_thread模块：较低层次的线程接口

### 线程的start和run方法区别

参考：<http://www.cnblogs.com/i-honey/p/8043648.html>

* start() 方法是启动一个子线程，线程名就是我们定义的name；  
  调用流程：start() --> run() --> \_target()
* run() 方法并不启动一个新线程，就是在主线程中调用了一个普通函数而已；   
  调用流程：run() --> \_target()  
  通常，当继承threading.Thread类时，会重载run()方法。

其中：\_target()就是我们传入给线程的入口函数。

import time  
import threading  
  
  
class MyThread(threading.Thread):  
  
 def \_\_init\_\_(self, n):  
 threading.Thread.\_\_init\_\_(self, name=n)  
  
 def run(self):  
 t = threading.current\_thread()  
 print('ChildThread: name={0}, id={1}, daemon={2}'.format(t.name, t.ident, t.daemon))  
 time.sleep(2)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 t = MyThread('NewThread')  
 # 调用run()，类似调用一个普通接口，不会创建新的线程  
 t.run()  
 # 调用start()，会创建一个新的线程，并自动调用run()  
 t.start()  
 t.join()

### 线程的daemon属性

在脚本运行过程中有一个主线程，若在主线程中创建了子线程，当主线程结束时根据子线程daemon属性值的不同可能会发生下面的两种情况之一：

* 如果某个子线程的daemon属性为False，主线程结束时会检测该子线程是否结束，如果该子线程还在运行，则主线程会等待它完成后再退出；
* 如果某个子线程的daemon属性为True，主线程运行结束时不对这个子线程进行检查而直接退出，同时所有daemon值为True的子线程将随主线程一起结束，而不论是否运行完成。

import time  
import threading  
  
  
def thread\_proc(n):  
 t = threading.current\_thread()  
 print('ChildThread: name={0}, id={1}, daemon={2}'.format(t.name, t.ident, t.daemon))  
 for i in range(n):  
 time.sleep(1)  
 print('ChildThread: name={0} is running'.format(t.name))  
 print('ChildThread: name={0} exits ...'.format(t.name))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 # t1线程运行较短时间  
 t1 = threading.Thread(target=thread\_proc, name='thread-1', args=(2, ))  
 # t2线程运行较长时间  
 t2 = threading.Thread(target=thread\_proc, name='thread-2', args=(100,))  
 t1.daemon = False  
 t2.daemon = False  
 t1.start()  
 t2.start()  
 # t1.join()  
 # t2.join()

# 运行结果：t1运行结束后，由于t2.daemon=False，主线程会一直等待t2运行结束

ChildThread: name=thread-1, id=3096, daemon=False

ChildThread: name=thread-2, id=15704, daemon=False

ChildThread: name=thread-2 is running

ChildThread: name=thread-1 is running

ChildThread: name=thread-1 is running

ChildThread: name=thread-1 exits ...

ChildThread: name=thread-2 is running

ChildThread: name=thread-2 is running

ChildThread: name=thread-2 is running

ChildThread: name=thread-2 is running

ChildThread: name=thread-2 is running

ChildThread: name=thread-2 is running

… …

在上例中，如果t2.daemon=True，运行效果如下：

# 运行效果：t1运行结束后，由于t2.daemon=True，主线程不会等待t2结束自行结束，此时t2也会随着主线程一起结束

ChildThread: name=thread-1, id=5652, daemon=False

ChildThread: name=thread-2, id=11092, daemon=True

ChildThread: name=thread-1 is running

ChildThread: name=thread-2 is running

ChildThread: name=thread-1 is running

ChildThread: name=thread-1 exits ...

Process finished with exit code 0

### Thread Local数据

Thread Local数据主要解决两个场景的问题：

* 多个线程访问全局数据不太安全，需要精确控制（加锁、分区访问），容易出错；
* 多个线程可以访问局部变量，但需要在函数之间不断传递，比较麻烦；

import threading  
  
# 全局变量，每个thread根据thread-id分区，访问与当前线程关联的数据  
global\_dict = {}  
  
# 一个Thread Local变量虽然是全局变量，但每个线程都只能读写自己线程的独立副本，互不干扰。  
local = threading.local()  
  
  
def func():  
 print('Thread name is {0}'.format(local.name))  
 print('Thread name is {0}'.format(global\_dict[threading.current\_thread().ident]['name']))  
  
  
def thread\_proc():  
 # 方法1：通过全局变量，访问线程相关数据（）  
 global\_dict[threading.current\_thread().ident] = {}  
 global\_dict[threading.current\_thread().ident]['name'] = threading.current\_thread().name  
  
 # 方法2：通过Thread Local变量，访问线程私有数据（无法访问其他线程数据）  
 local.name = threading.current\_thread().name  
  
 func()  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
  
 t1 = threading.Thread(target=thread\_proc, name='thread-1')  
 t2 = threading.Thread(target=thread\_proc, name='thread-2')  
 t1.start()  
 t2.start()  
 t1.join()  
 t2.join()

### 多线程通信 - Event事件

This is one of the simplest mechanisms for communication between threads: one thread signals an event and other threads wait for it.

--- 最简单的通信机制之一：一个线程发出event信号，其他线程等待此event信号。

假设场景：创建两个子线程连接DB，需要等MainThread完成DB初始化后进行事件通知。

如果没有Event功能，子进程可能需要进入一个while-check-sleep的循环。

import time  
import threading  
  
  
def thread\_proc(e):  
 if not e.is\_set():  
 print('Thread {0} waits to connect DB ...'.format(threading.current\_thread().name))  
 e.wait()  
 # do something  
 print('Thread {0} connects to DB successfully'.format(threading.current\_thread().name))  
  
  
e = threading.Event()  
t1 = threading.Thread(target=thread\_proc, name='Thread-1', args=(e,))  
t2 = threading.Thread(target=thread\_proc, name='Thread-2', args=(e,))  
t1.start()  
t2.start()  
time.sleep(2)  
e.set() # DB is ready  
t1.join()  
t2.join()

### 定时器线程Timer

threading.Timer继承threading.Thread，其属性和行为与Thread基本保持一致。

import time  
import threading  
  
  
def timer\_func(msg):  
 print('Timer thread name={0}, msg={1}'.format(threading.current\_thread().name, msg))  
  
  
# class Timer is a subclass of Thread.  
t = threading.Timer(2.0, timer\_func, args=('Hello', ))  
t.start()  
# time.sleep(2)  
# t.cancel()  
t.join()

### 多线程同步 - Lock锁

class threading.Lock接口说明：

* acquire(blocking=True, timeout=-1)  
  --- The return value is True if the lock is acquired successfully, False if not (for example if the timeout expired).
* release()  
  --- Release a lock. This can be called from any thread, not only the thread which has acquired the lock.  
  --- When invoked on an unlocked lock, a [RuntimeError](https://docs.python.org/3/library/exceptions.html#RuntimeError) is raised.

# 返回值说明：  
# True：获取lock成功；否则一直阻塞，不返回  
l.acquire(blocking=True, timeout=-1)  
  
# 返回值说明：  
# True：获取lock成功  
# False：获取lock失败  
l.acquire(blocking=True, timeout=-10)  
  
# 返回值说明：  
# True：获取Lock成功  
# False：获取Lock失败（如果设置blocking=True，会阻塞）  
l.acquire(blocking=False)

## 装饰器decorator

### 不带参数的decorator（二层嵌套def）

关键知识点：

* 通用化的参数传递(\*args, \*\*kwargs)
* 通过 @functools.wraps保存函数的\_\_name\_\_和\_\_doc\_\_属性

# -\*- coding:utf-8 -\*-  
  
import functools  
  
  
# def increment(func):  
# # wrapped\_f(a, b)是固定的参数传递方法，仅接受指定格式的参数形式  
# def wrapped\_f(a, b):  
# """ Increment a function result """  
# return func(a, b) + 1  
# return wrapped\_f  
  
  
def increment(func):  
 @functools.wraps(func)  
 # wrapped\_f(\*args, \*\*kwargs)是更通用的参数传递方法，可以任意的参数形式  
 def wrapped\_f(\*args, \*\*kwargs):  
 *""" Increment a function result """* return int(func(\*args, \*\*kwargs) + 1)  
 return wrapped\_f  
  
  
@increment  
def test\_plus(a, b):  
 *""" Add two things together """* return a + b  
  
  
# 如果设置@functools.wraps(func), 会负责把原始函数的\_\_name\_\_和\_\_doc\_\_等属性复制到wrapped\_f()函数中。  
print(test\_plus.\_\_name\_\_) # this returns 'test\_plus'  
print(test\_plus.\_\_doc\_\_) # this returns 'Add two things together'  
  
  
# 如果缺少@functools.wraps(func)  
# print(test\_plus.\_\_name\_\_) # this is now 'wrapped\_f' instead of 'test\_plus'  
# print(test\_plus.\_\_doc\_\_) # this now returns 'Increment a function result' instead of 'Add two things  
  
  
r = test\_plus(5, 5)  
assert r == 11, "We wrote our decorator wrong!"

### 携带参数的decorator（三层嵌套def）

def log(level):  
 def log\_decorator(func):  
 @functools.wraps(func)  
 def wrapped\_f(\*args, \*\*kwargs):  
 print('{0} logging info ...'.format(level))  
 return func(\*args, \*\*kwargs)  
 return wrapped\_f  
 return log\_decorator  
  
  
# 翻译成高阶函数的调用: test\_multiply = log('ERROR')(test\_multiply)  
@log('ERROR')  
def test\_multiply(a, b):  
 return a \* b  
  
  
s = test\_multiply(5, 5)  
assert s == 25

把装饰过程进行拆解后，过程如下：

log\_tmp = log('ERROR') # step1: 返回一个decorator函数  
  
  
# step2: 用log\_tmp去装饰test\_multiply并返回新函数  
@log\_tmp  
def test\_multiply(a, b):  
 return a \* b  
  
  
s = test\_multiply(5, 5)  
assert s == 25

考虑把三层嵌套的decorator定义拆分定义，此时最内层的wrapped函数引用了未定义的参数level，导致运行异常。

def log\_decorator(func):  
 @functools.wraps(func)  
 def wrapped\_f(\*args, \*\*kwargs):  
 # \*\*\* 此处引用了未定义的level，调用失败 \*\*\*  
 print('{0} logging info ...'.format(level))  
 return func(\*args, \*\*kwargs)  
 return wrapped\_f  
  
  
def log(level):  
 return log\_decorator  
  
  
@log('ERROR')  
def test\_func(a, b):  
 return a + b  
  
  
test = log('ERROR')(test\_func)  
a = test\_func(10, 10)  
assert a == 20

# log\_decorator运行异常，提示level变量未定义

Traceback (most recent call last):

File "D:/python-study/Hello/decorator.py", line 94, in <module>

a = test\_func(10, 10)

File "D:/python-study/Hello/decorator.py", line 79, in wrapped\_f

print('{0} logging info ...'.format(level))

NameError: name 'level' is not defined

## 字符串编码问题

**ASCII编码：**1字节编码，只有127个英文字符。

**Unicode编码：**一个不断发展的标准，通常是2个字节编码（非常偏僻的字符需要4个字节编码）。

--- 问题：如果统一成Unicode编码，乱码问题从此消失了。但是，如果文本内容基本上全部是英文的话，用Unicode编码比ASCII编码需要多一倍的存储空间，在存储和传输上就十分不划算。

**UTF-8编码：**把一个Unicode字符根据不同的数字大小编码成1-6个字节，常用的英文字母被编码成1个字节，汉字通常是3个字节，只有很生僻的字符才会被编码成4-6个字节。

示例：

![C://Users/suntao/AppData/Local/YNote/data/csusuntao@126.com/b1a41f119b9b412b9c6d6ef137aa9848/clipboard.png](data:image/png;base64,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)

注意：

* Python2.X源码文件默认使用ascii编码（sys.getdefaultencoding() == ascii），默认不可以正常解析中文，源文件需要指定UTF-8编码。
* Python3.X 源码文件默认使用utf-8编码（sys.getdefaultencoding() == utf-8），所以可以正常解析中文，源文件无需指定 UTF-8 编码。

# FAQs

## ？？？浅拷贝copy和深拷贝deepcopy

## hashable和immutable的关系？

# 来自stackoverflow的高票数回答：

[**Hashing**](http://en.wikipedia.org/wiki/Hash_function) is the process of **converting some large amount of data into a much smaller amount (typically a single integer) in a repeatable way** so that it can be looked up in a table in constant-time (O(1)), which is important for high-performance algorithms and data structures.

[**Immutability**](http://en.wikipedia.org/wiki/Immutable_object) is the idea that an object **will not change in some important way after it has been created**, especially in any way that might change the hash value of that object.

The two ideas are related because **objects which are used as hash keys must typically be immutable so their hash value doesn't change.** If it was allowed to change then the location of that object in a data structure such as a hashtable would change and then the whole purpose of hashing for efficiency is defeated.