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| **实验概述** |
| 【实验目的及要求】  实验目的：  1.进程和线程的创建  实验要求：  1．在linux下编写一个应用程序，命名为an\_ch2\_1b。这个程序不断地输出如下行：  Those output come from child,[系统时间]  另外写一个应用程序，命名为an\_ch2\_1a。这个程序创建一个子进程，执行an\_ch2\_1b。这个程序不断地输出如下行：  Those output come from parent,[系统时间]  观察程序运行的结果，并对看到的现象进行解释  2．在linux环境下编写一个控制台应用程序，程序中有一个共享的整型变量shared\_var，初始值为0；创建一个线程并使其立即与主线程并发执行。新创建的线程与主线程均不断地循环，并输出shared\_var 的值。主线程在循环中不断地对shared\_var 进行加1操作，即每次循环shared\_var 被加1；而新创建的线程则不断地对shared\_var 进行减1 操作，即每次循环shared\_var 被减1。观察程序运行的结果，并对你看到的现象进行解释。  3．提交源代码以及实验报告。  【实验环境】  操作系统：Linux |
| **实验内容** |
| 【实验过程】  一、进程的创建  1. 步骤和注意事项:   * 进程的创建使用fork函数，返回值为0则是子进程，否则返返回子进程pid * exec系列有很多个，本实验选择使用execv(path, args)：第一个参数是可执行文件的路劲，第二个是传入的参数 * 注意，exec系列的args部分需要以NULL结尾 * 此外，由于本实验要求文件需要按类型分别放入bin和src文件夹，执行时只能在一级目录执行（不能进入bin再执行），否则会因路劲错误而不能执行。 * 使用time.h下的函数得到系统时间，具体方法见代码 * 使用sleep可以让效果更明显一点   2. 实验结果和分析  1）an\_ch2\_1b 结果（部分截图）  2）an\_ch2\_1a结果    由上图可见，第一个程序成功打印系统时间，而第二个程序交替执行父子进程，这是因为进程的执行是交替的(当然也存在两个进程同时打印)。每次的结果也略有不同（可能是父进程先打印，也可能是子进程先打印）。这是因为系统fork之后得到的pid可能是子进程也可能是父进程。  二、线程的创建  1.步骤和注意事项   * pthread\_create函数创建线程 * pthread\_create通过传入function pointer告诉线程执行什么函数 * 注意，pthread\_create也可以给线程执行的函数传入参数，但是必须以(void \*)类型传入，而后在threadfunction中通过类型转换再恢复参数原来的类型 * pthread\_exit函数退出线程 * pthread\_join函数让主线程等待它创建的线程结束 * 为了更好得体现线程的工作，尝试多创建了几个线程   2.实验结果和分析  1）lab结果    图1    图2  2）lab\_1结果    图3    图4  由上图可见，所有线程都是分享同一个变量的（shared\_var的地址不变），这是因为shared\_var作为local var是被所有线程的分享的。除了local var以外，放在heap的变量（比如用malloc创建的变量）也是由所有线程共享。  此外，线程的执行也是交替进行的，和进程一样。图1和图2的结果差别只是因为后者使main和child线程的创建时间几乎一致。于是两个线程基本只能在0,-1,1之间徘徊了。  图3，看上去shared\_var的变动不是连贯的，也就是中途会有从76到-1的跃变。这是因为线程在对shared\_var做加减法并写回内存和从内存获得变量并打印出来有时间差。如果线程几乎都是同时创建同时执行函数，那结果就会有“跃变“。修改了创建线程的时间间隔之后问题就没有了（如图4所示）另外仔细看图4的结果，线程可能同时读取到一个shared\_var值，也就说明可能有幻读、脏读等情况。那是因为没有对共有变量进行加锁使得线程互斥。 |
| **小结** |
| 通过本实验，学会了创建进程和线程。实验的过程也颇有心得。  首先是第一个实验“使程序不断打印时间”。一开始想当然得使用while(1)死循环，并没有大碍，可以ctrl+c终止进程。但第二部需要用父进程执行子进程的时候，发现直接在终端使用ctrl+c并不能终止子进程，然后变成了真正的死循环，只能通过ps -aux或者top找回这个脱缰之马，并用kill杀死进程。这是因为父进程先于子进程退出之后，子进程就成了孤儿进程，会把init进程当做父进程。认贼作父的后果就是不能简单使用ctrl+c结束进程了。所以为了让后续实验省心，就让函数打印100次就结束了。  然后在使用exec函数的时候，一开始也不能让子进程执行。后来使用getcwd函数获得当前工作目录，醒悟到是path没有给正确的问题。后来坚持在一级目录调用bin的可执行文件，就没有问题了。  接着是第二个实验“创建线程”，遇到了pthread\_\*系列函数undefined reference的编译器报错。这是因为需要在编译时加上-pthread参数。醒悟到这点之后，我感觉每次编译的过程其实挺烦人的，就写了一个Makefile，在CFLAGS把-pthread加上，一劳永逸。  最后一点心得：man is your friend。不知道函数怎么用，man一下就知道，比google一下还快：） |
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