Leetcode(python) 图 中等题

133克隆图

题目：

克隆一张无向图，图中的每个节点包含一个 label （标签）和一个 neighbors （邻接点）列表 。

**OJ的无向图序列化：**

节点被唯一标记。

我们用 # 作为每个节点的分隔符，用 , 作为节点标签和邻接点的分隔符。

例如，序列化无向图 {0,1,2#1,2#2,2}。

该图总共有三个节点, 被两个分隔符  # 分为三部分。

1. 第一个节点的标签为 0，存在从节点 0 到节点 1 和节点 2 的两条边。
2. 第二个节点的标签为 1，存在从节点 1 到节点 2 的一条边。
3. 第三个节点的标签为 2，存在从节点 2 到节点 2 (本身) 的一条边，从而形成自环。

我们将图形可视化如下：
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思路：直接深度拷贝

代码：

1. # Definition for a undirected graph node
2. # class UndirectedGraphNode:
3. #     def \_\_init\_\_(self, x):
4. #         self.label = x
5. #         self.neighbors = []
7. **class** Solution:
8. # @param node, a undirected graph node
9. # @return a undirected graph node
10. **def** cloneGraph(self, node):
11. **if** node==None:
12. **return** node
13. d={}
14. **def** dfs(n):
15. **if** n **in** d:
16. **return** d[n]
17. ans=UndirectedGraphNode(n.label)
18. d[n]=ans
19. **for** i **in** n.neighbors:
20. ans.neighbors.append(dfs(i))
21. **return** ans
22. **return** dfs(node)

207课程表

题目：

现在你总共有 *n* 门课需要选，记为 0 到 n-1。

在选修某些课程之前需要一些先修课程。 例如，想要学习课程 0 ，你需要先完成课程 1 ，我们用一个匹配来表示他们: [0,1]

给定课程总量以及它们的先决条件，判断是否可能完成所有课程的学习？

**示例 1:**

**输入:** 2, [[1,0]]

**输出:** true

**解释:** 总共有 2 门课程。学习课程 1 之前，你需要完成课程 0。所以这是可能的。

**示例 2:**

**输入:** 2, [[1,0],[0,1]]

**输出:** false

**解释:** 总共有 2 门课程。学习课程 1 之前，你需要先完成​课程 0；并且学习课程 0 之前，你还应先完成课程 1。这是不可能的。

说明:

1. 输入的先决条件是由边缘列表表示的图形，而不是邻接矩阵。详情请参见[图的表示法](http://blog.csdn.net/woaidapaopao/article/details/51732947" \t "_blank)。
2. 你可以假定输入的先决条件中没有重复的边。

提示:

1. 这个问题相当于查找一个循环是否存在于有向图中。如果存在循环，则不存在拓扑排序，因此不可能选取所有课程进行学习。
2. [通过 DFS 进行拓扑排序](https://www.coursera.org/specializations/algorithms) - 一个关于Coursera的精彩视频教程（21分钟），介绍拓扑排序的基本概念。
3. 拓扑排序也可以通过 [BFS](https://baike.baidu.com/item/%E5%AE%BD%E5%BA%A6%E4%BC%98%E5%85%88%E6%90%9C%E7%B4%A2/5224802?fr=aladdin&fromid=2148012&fromtitle=%E5%B9%BF%E5%BA%A6%E4%BC%98%E5%85%88%E6%90%9C%E7%B4%A2) 完成。

思路一：判断这些课程能否构成有向无环图（DAG）。而任何时候判断DAG的方法要立刻想到拓扑排序。

拓扑排序是对有向无环图（DAG）而言的，对图进行拓扑排序即求其中节点的一个拓扑序列，对于所有的有向边（U, V）（由U指向V），在该序列中节点U都排在节点V之前。

方法是每次选择入度为0的节点，作为序列的下一个节点，然后移除该节点和以从节点出发的所有边。

那这个方法比较简单粗暴了：要循环N次，这个循环次数并不是遍历节点的意思，而是我们如果正常取点的话，N次就能把所有的节点都取完了，如果N次操作结束还没判断出来，那么就不是DAG.在这N次中，每次都找一个入度为0的点，并把它的入度变为-1，作为已经取过的点不再使用，同时把从这个点指向的点的入度都-1.

这个过程中，如果找不到入度为0的点，那么说明存在环。如果N次操作，每次都操作成功的去除了一个入度为0的点，那么说明这个图是DAG.

时间复杂度是O(N ^ 2)，空间复杂度是O(N)。

代码一：

1. **class** Solution(object):
2. **def** canFinish(self, numCourses, prerequisites):
3. """
4. :type numCourses: int
5. :type prerequisites: List[List[int]]
6. :rtype: bool
7. """
8. graph=collections.defaultdict(list)
9. indegrees=collections.defaultdict(int)
10. **for** u,v **in** prerequisites:
11. graph[v].append(u)
12. indegrees[u]+=1
13. **for** i **in** range(numCourses):
14. zeroDegree=False
15. **for** j **in** range(numCourses):
16. **if** indegrees[j]==0:
17. zeroDegree=True
18. **break**
19. **if** **not** zeroDegree:
20. **return** False
21. indegrees[j]=-1
22. **for** node **in** graph[j]:
23. indegrees[node]-=1
24. **return** True

思路二：这个方法是，我们每次找到一个新的点，判断从这个点出发是否有环。

具体做法是使用一个visited数组，当visited[i]值为0，说明还没判断这个点；当visited[i]值为1，说明当前的循环正在判断这个点；当visited[i]值为2，说明已经判断过这个点，含义是从这个点往后的所有路径都没有环，认为这个点是安全的。

那么，我们对每个点出发都做这个判断，检查这个点出发的所有路径上是否有环，如果判断过程中找到了当前的正在判断的路径，说明有环；找到了已经判断正常的点，说明往后都不可能存在环，所以认为当前的节点也是安全的。如果当前点是未知状态，那么先把当前点标记成正在访问状态，然后找后续的节点，直到找到安全的节点为止。最后如果到达了无路可走的状态，说明当前节点是安全的。

findOrder函数中的for循环是怎么回事呢？这个和BFS循环次数不是同一个概念，这里的循环就是看从第i个节点开始能否到达合理结果。这个节点可能没有出度了，那就把它直接放到path里；也可能有出度，那么就把它后面的节点都进行一次遍历，如果满足条件的节点都放到path里，同时把这次遍历的所有节点都标记成了已经遍历；如果一个节点已经被安全的访问过，那么就放过它，继续遍历下个节点。

时间复杂度是O(N)，空间复杂度是O(N)。

代码二：

1. **class** Solution(object):
2. **def** canFinish(self, numCourses, prerequisites):
3. """
4. :type numCourses: int
5. :type prerequisites: List[List[int]]
6. :rtype: bool
7. """
8. graph = collections.defaultdict(list)
9. **for** u, v **in** prerequisites:
10. graph[u].append(v)
11. # 0 = Unknown, 1 = visiting, 2 = visited
12. visited = [0] \* N
13. **for** i **in** range(N):
14. **if** **not** self.dfs(graph, visited, i):
15. **return** False
16. **return** True
17. **def** dfs(self, graph, visited, i):
18. **if** visited[i] == 1: **return** False
19. **if** visited[i] == 2: **return** True
20. visited[i] = 1
21. **for** j **in** graph[i]:
22. **if** **not** self.dfs(graph, visited, j):
23. **return** False
24. visited[i] = 2
25. **return** True

210课程表II

题目：

现在你总共有 *n* 门课需要选，记为 0 到 n-1。

在选修某些课程之前需要一些先修课程。 例如，想要学习课程 0 ，你需要先完成课程 1 ，我们用一个匹配来表示他们: [0,1]

给定课程总量以及它们的先决条件，返回你为了学完所有课程所安排的学习顺序。

可能会有多个正确的顺序，你只要返回一种就可以了。如果不可能完成所有课程，返回一个空数组。

**示例 1:**

**输入:** 2, [[1,0]]

**输出:** [0,1]

**解释:** 总共有 2 门课程。要学习课程 1，你需要先完成课程 0。因此，正确的课程顺序为 [0,1] 。

**示例 2:**

**输入:** 4, [[1,0],[2,0],[3,1],[3,2]]

**输出:** [0,1,2,3] or [0,2,1,3]

**解释:** 总共有 4 门课程。要学习课程 3，你应该先完成课程 1 和课程 2。并且课程 1 和课程 2 都应该排在课程 0 之后。

  因此，一个正确的课程顺序是 [0,1,2,3] 。另一个正确的排序是 [0,2,1,3] 。

思路一：第一种做法是使用BFS，也是拓扑排序最朴素的思想：每次找到入度为0的节点，把他放到结果里，然后再找第二个入度为0的点等等。

那这个方法比较简单粗暴了：要循环N次，这个循环次数并不是遍历节点的意思，而是我们如果正常取点的话，N次就能把所有的节点都取完了，如果N次操作结束还没判断出来，那么就不是DAG.在这N次中，每次都找一个入度为0的点，并把它的入度变为-1，作为已经取过的点不再使用，同时把从这个点指向的点的入度都-1.

这个过程中，如果找不到入度为0的点，那么说明存在环。如果N次操作，每次都操作成功的去除了一个入度为0的点，那么说明这个图是DAG.

这个做法确实很简洁，只要使用列表Path保存每次入度为0的点，就保存了每次访问的路径

代码：

1. **class** Solution(object):
2. **def** findOrder(self, numCourses, prerequisites):
3. """
4. :type numCourses: int
5. :type prerequisites: List[List[int]]
6. :rtype: List[int]
7. """
8. graph = collections.defaultdict(list)
9. indegrees = collections.defaultdict(int)
10. **for** u, v **in** prerequisites:
11. graph[v].append(u)
12. indegrees[u] += 1
13. path = []
14. **for** i **in** range(numCourses):
15. zeroDegree = False
16. **for** j **in** range(numCourses):
17. **if** indegrees[j] == 0:
18. zeroDegree = True
19. **break**
20. **if** **not** zeroDegree:
21. **return** []
22. indegrees[j] -= 1
23. path.append(j)
24. **for** node **in** graph[j]:
25. indegrees[node] -= 1
26. **return** path

思路二：

具体做法是使用一个visited数组，当visited[i]值为0，说明还没判断这个点；当visited[i]值为1，说明当前的循环正在判断这个点；当visited[i]值为2，说明已经判断过这个点，含义是从这个点往后的所有路径都没有环，认为这个点是安全的。

那么，我们对每个点出发都做这个判断，检查这个点出发的所有路径上是否有环，如果判断过程中找到了当前的正在判断的路径，说明有环；找到了已经判断正常的点，说明往后都不可能存在环，所以认为当前的节点也是安全的。如果当前点是未知状态，那么先把当前点标记成正在访问状态，然后找后续的节点，直到找到安全的节点为止。最后如果到达了无路可走的状态，说明当前节点是安全的。

findOrder函数中的for循环是怎么回事呢？这个和BFS循环次数不是同一个概念，这里的循环就是看从第i个节点开始能否到达合理结果。这个节点可能没有出度了，那就把它直接放到path里；也可能有出度，那么就把它后面的节点都进行一次遍历，如果满足条件的节点都放到path里，同时把这次遍历的所有节点都标记成了已经遍历；如果一个节点已经被安全的访问过，那么就放过它，继续遍历下个节点。

代码：

1. **class** Solution(object):
2. **def** findOrder(self, numCourses, prerequisites):
3. """
4. :type numCourses: int
5. :type prerequisites: List[List[int]]
6. :rtype: List[int]
7. """
8. graph = collections.defaultdict(list)
9. **for** u, v **in** prerequisites:
10. graph[u].append(v)
11. # 0 = Unknown, 1 = visiting, 2 = visited
12. visited = [0] \* numCourses
13. path = []
14. **for** i **in** range(numCourses):
15. **if** **not** self.dfs(graph, visited, i, path):
16. **return** []
17. **return** path
19. **def** dfs(self, graph, visited, i, path):
20. **if** visited[i] == 1: **return** False
21. **if** visited[i] == 2: **return** True
22. visited[i] = 1
23. **for** j **in** graph[i]:
24. **if** **not** self.dfs(graph, visited, j, path):
25. **return** False
26. visited[i] = 2
27. path.append(i)
28. **return** True

310最小高度树

题目：对于一个具有树特征的无向图，我们可选择任何一个节点作为根。图因此可以成为树，在所有可能的树中，具有最小高度的树被称为最小高度树。给出这样的一个图，写出一个函数找到所有的最小高度树并返回他们的根节点。

**格式**

该图包含 n 个节点，标记为 0 到 n - 1。给定数字 n 和一个无向边 edges 列表（每一个边都是一对标签）。

你可以假设没有重复的边会出现在 edges 中。由于所有的边都是无向边， [0, 1]和 [1, 0] 是相同的，因此不会同时出现在 edges 里。

**示例 1:**

**输入:** n = 4, edges = [[1, 0], [1, 2], [1, 3]]
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**输出:** [1]

**示例 2:**

**输入:** n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]
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**输出:** [3, 4]

思路：这个题给定的是个图，但是让我们构建成树，也就是说构建出来的并不是二叉树。题目其实想考我们的是，整个图最靠近中间的节点是什么。我们使用类似与拓扑排序的BFS进行解决。

拓扑排序我们都知道，每次选择入度为0的节点进行删除。在这个题中，因为我们要找到无向图最靠近中间的节点，所以，我们先使用一个字典保存每个节点的所有相邻节点set。每次把所有只有一个邻接的节点（叶子节点，类似于入度为0，但是这是个无向图，入度等于出度）都放入队列，然后遍历队列中的节点u，把和每个节点u相邻的节点v的set删去u，所以这一步操作得到的是去除了叶子节点的新一轮的图。所以我们需要再次进行选择只有一个邻接节点的叶子节点，然后放入队列中，再次操作。最后结束的标准是，整个图只留下了1个或者两个元素。为什么不能是3个呢？因为题目第一句话说了给出的图是具有树的特性的，所以一定没有环存在。

这个题整体的思路就是把所有的叶子节点放入队列中，然后同时向中间遍历，这样最后剩下来的就是整棵树中间的元素

代码：

1. **class** Solution(object):
2. **def** findMinHeightTrees(self, n, edges):
3. """
4. :type n: int
5. :type edges: List[List[int]]
6. :rtype: List[int]
7. """
8. **if** n==1:
9. **return** [0]
10. leaves=collections.defaultdict(set)
11. **for** u,v **in** edges:
12. leaves[u].add(v)
13. leaves[v].add(u)
14. que=collections.deque()
15. **for** u,vs **in** leaves.items():
16. **if** len(vs)==1:
17. que.append(u)
18. **while** n>2:
19. \_len=len(que)
20. n-=\_len
21. **for** \_ **in** range(\_len):
22. u=que.popleft()
23. **for** v **in** leaves[u]:
24. leaves[v].remove(u)
25. **if** len(leaves[v])==1:
26. que.append(v)
27. **return** list(que)

332重新安排行程

题目：给定一个机票的字符串二维数组 [from, to]，子数组中的两个成员分别表示飞机出发和降落的机场地点，对该行程进行重新规划排序。所有这些机票都属于一个从JFK（肯尼迪国际机场）出发的先生，所以该行程必须从 JFK 出发。

**说明:**

1. 如果存在多种有效的行程，你可以按字符自然排序返回最小的行程组合。例如，行程 ["JFK", "LGA"] 与 ["JFK", "LGB"] 相比就更小，排序更靠前
2. 所有的机场都用三个大写字母表示（机场代码）。
3. 假定所有机票至少存在一种合理的行程。

**示例 1:**

**输入:** [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]

**输出:** ["JFK", "MUC", "LHR", "SFO", "SJC"]

**示例 2:**

**输入:** [["JFK","SFO"],["JFK","ATL"],["SFO","ATL"],["ATL","JFK"],["ATL","SFO"]]

**输出:** ["JFK","ATL","JFK","SFO","ATL","SFO"]

**解释:** 另一种有效的行程是 ["JFK","SFO","ATL","JFK","ATL","SFO"]。但是它自然排序更大更靠后。

思路：这道题的本质是计算一个最"小"的欧拉路径(Eulerian path)。对于一个节点（当然先从JFK开始)，贪心地访问最小的邻居，访问过的边全部删除。当碰到死路的时候就回溯到最近一个还有出路的节点，然后把回溯的路径放到最后去访问，这个过程和后序遍历的一样。1. 如果子节点没有死路（每个节点都只左子树），前序遍历便是欧拉路径。2. 如果子节点1是死路，子节点2完成了遍历，那么子节点2先要被访问。1，2都和后序遍历的顺序正好相反。

其中，如果碰到死路，而没有把所有的边都走过一遍的话，就说明这种走法不满足itinerary，需要沿着树根向上找到最近的一个有其他路可以走的节点N，把新的路走一遍。因为题目保证一定存在一条满足要求的itinerary路径，那么一条这样的死路，一定会相对的在这个节点N上存在另一条路，这条路存在一个回到该节点N的环。先把这个环走过之后再去走这条死路，就可以保证把以N为树根的这个路径上的所有点都走到。

首先肯定是要把路径保存成链表法表示的图的。然后对每个顶点的所有邻接顶点进行排序，这样我们每次都优先选择字典序最小的那个顶点作为下次遍历的节点。我们做了后序遍历即可。最后还要把后序遍历的结果再翻转，才是从根节点出发到每个位置的路径。

代码：

1. **class** Solution(object):
2. **def** findItinerary(self, tickets):
3. """
4. :type tickets: List[List[str]]
5. :rtype: List[str]
6. """
7. graph=collections.defaultdict(list)
8. **for** frm,to **in** tickets:
9. graph[frm].append(to)
10. **for** frm,tos **in** graph.items():
11. tos.sort(reverse=True)
12. res=[]
13. self.dfs(graph,"JFK",res)
14. **return** res[::-1]
15. **def** dfs(self,graph,source,res):
16. **while** graph[source]:
17. v=graph[source].pop()
18. self.dfs(graph,v,res)
19. res.append(source)

399除法求值

题目：

给出方程式 A / B = k, 其中 A 和 B 均为代表字符串的变量， k 是一个浮点型数字。根据已知方程式求解问题，并返回计算结果。如果结果不存在，则返回 -1.0。

**示例 :**  
给定 a / b = 2.0, b / c = 3.0  
问题: a / c = ?, b / a = ?, a / e = ?, a / a = ?, x / x = ?   
返回 [6.0, 0.5, -1.0, 1.0, -1.0 ]

输入为: vector<pair<string, string>> equations, vector<double>& values, vector<pair<string, string>> queries(方程式，方程式结果，问题方程式)， 其中 equations.size() == values.size()，即方程式的长度与方程式结果长度相等（程式与结果一一对应），并且结果值均为正数。以上为方程式的描述。 返回vector<double>类型。

基于上述例子，输入如下：

equations(方程式) = [ ["a", "b"], ["b", "c"] ],

values(方程式结果) = [2.0, 3.0],

queries(问题方程式) = [ ["a", "c"], ["b", "a"], ["a", "e"], ["a", "a"], ["x", "x"] ].

输入总是有效的。你可以假设除法运算中不会出现除数为0的情况，且不存在任何矛盾的结果。

思路：题目中给了顶点和顶点之间的关系，其实就是制定了这个图的样子。然后要求的新的比值其实就是从一个顶点到达另外一个顶点的路径，并且把这条路径上所有的权重相乘。

注意，如果a/b=3，那么从a到b是3，那么从b到a是1/3.

既然是从一个顶点出发到达另外一个顶点，所以应该是dfs解决的问题。

代码：

1. **class** Solution(object):
2. **def** calcEquation(self, equations, values, queries):
3. """
4. :type equations: List[List[str]]
5. :type values: List[float]
6. :type queries: List[List[str]]
7. :rtype: List[float]
8. """
9. table = collections.defaultdict(dict)
10. **for** (x, y), value **in** zip(equations, values):
11. table[x][y] = value
12. table[y][x] = 1.0 / value
13. ans = [self.dfs(x, y, table, set()) **if** x **in** table **and** y **in** table **else** -1.0 **for** (x, y) **in** queries]
14. **return** ans
16. **def** dfs(self, x, y, table, visited):
17. **if** x == y:
18. **return** 1.0
19. visited.add(x)
20. **for** n **in** table[x]:
21. **if** n **in** visited: **continue**
22. visited.add(n)
23. d = self.dfs(n, y, table, visited)
24. **if** d > 0:
25. **return** d \* table[x][n]
26. **return** -1.0

684冗余连接（做过）

785判断二分图

题目：

给定一个无向图graph，当这个图为二分图时返回true。

如果我们能将一个图的节点集合分割成两个独立的子集A和B，并使图中的每一条边的两个节点一个来自A集合，一个来自B集合，我们就将这个图称为二分图。

graph将会以邻接表方式给出，graph[i]表示图中与节点i相连的所有节点。每个节点都是一个在0到graph.length-1之间的整数。这图中没有自环和平行边： graph[i] 中不存在i，并且graph[i]中没有重复的值。

**示例 1:**

输入**:** [[1,3], [0,2], [1,3], [0,2]]

**输出:** true

**解释:**

无向图如下:

0----1

| |

| |

3----2

我们可以将节点分成两组: {0, 2} 和 {1, 3}。

**示例 2:**

**输入:** [[1,2,3], [0,2], [0,1,3], [0,2]]

**输出:** false

**解释:**

无向图如下:

0----1

| \ |

| \ |

3----2

我们不能将节点分割成两个独立的子集。

**注意:**

* graph 的长度范围为 [1, 100]。
* graph[i] 中的元素的范围为 [0, graph.length - 1]。
* graph[i] 不会包含 i 或者有重复的值。
* 图是无向的: 如果j 在 graph[i]里边, 那么 i 也会在 graph[j]里

思路：使用染色法。可以通过BFS或者DFS来解决。我使用的是BFS.

使用一个visited数组来保存每个节点被染的颜色。0代表没染色，1代表染成蓝色，2代表染成红色。对图的每个顶点进行一个遍历，把和这个顶点相邻的顶点全部染成相反的颜色。如果相邻顶点已经染色，而且染色和当前顶点染色相同，则返回False。全部成功染色后返回True。

这个题没有说明是连通图，这个就很坑爹了，不能通过一次的BFS就把所有的顶点染色成功。所以需要的是一个外层的对顶点进行遍历，一个内层的对每个顶点相邻的顶点遍历，这样两重遍历才能保证每个顶点、这个顶点相邻的顶点都被强行的染色。

时间复杂度是O(E+V)，空间复杂度是O(E).

代码：

1. **class** Solution(object):
2. **def** isBipartite(self, graph):
3. """
4. :type graph: List[List[int]]
5. :rtype: bool
6. """
7. visited=[0]\*len(graph)
8. **for** i **in** range(len(graph)):
9. **if** graph[i] **and** visited[i]==0:
10. visited[i]=1
11. q=collections.deque()
12. q.append(i)
13. **while** q:
14. v=q.popleft()
15. **for** e **in** graph[v]:
16. **if** visited[e]!=0:
17. **if** visited[e]==visited[v]:
18. **return** False
19. **else**:
20. visited[e]=3-visited[v]
21. q.append(e)
22. **return** True

802找到最终的安全状态

题目：在有向图中, 我们从某个节点和每个转向处开始, 沿着图的有向边走。 如果我们到达的节点是终点 (即它没有连出的有向边), 我们停止。

现在, 如果我们最后能走到终点，那么我们的起始节点是*最终安全*的。 更具体地说, 存在一个自然数 K,  无论选择从哪里开始行走, 我们走了不到 K 步后必能停止在一个终点。

哪些节点最终是安全的？ 结果返回一个有序的数组。

该有向图有 N 个节点，标签为 0, 1, ..., N-1, 其中 N 是 graph 的节点数.  图以以下的形式给出: graph[i] 是节点 j 的一个列表，满足 (i, j) 是图的一条有向边。

**示例：**

**输入：**graph = [[1,2],[2,3],[5],[0],[5],[],[]]

**输出：**[2,4,5,6]

这里是上图的示意图。
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**提示：**

* graph 节点数不超过 10000.
* 图的边数不会超过 32000.
* 每个 graph[i] 被排序为不同的整数列表， 在区间 [0, graph.length - 1] 中选取。

思路：题目很容易抽象成一个查找一个节点是否在环中，或者经过一段路径之后在一个环中。所以使用的方法是DFS。

用0代表没有访问过，用1代表安全，用2代表不安全。其实就是把visited数组给拓展成了染色数组。

dfs函数的含义就是返回start节点是否是安全，如果是，返回True。

值得注意的是，默认是不安全还是安全。我刚开始考虑的是默认不安全，如果找到一个安全的路径就是安全的。这个是不对的，因为虽然这个节点通过一段路径之后能到达一个终点，但是经过另一个路径它就会进入环中。题目问的就是无论如何走都必须到达终点，即无论如何走都不会到达环中，这样的才是安全的。所以默认应该是不安全的

代码：

1. **class** Solution(object):
2. **def** eventualSafeNodes(self, graph):
3. """
4. :type graph: List[List[int]]
5. :rtype: List[int]
6. """
8. color = [0] \* len(graph)
9. res = []
10. **for** start **in** range(len(graph)):
11. **if** self.dfs(graph, start, color):
12. res.append(start)
13. res.sort()
14. **return** res
16. **def** dfs(self, graph, start, color):
17. # 返回start节点是否是安全，如果是，返回True
18. **if** color[start] != 0:
19. **return** color[start] == 1
20. color[start] = 2
21. **for** e **in** graph[start]:
22. **if** **not** self.dfs(graph, e, color):
23. **return** False
24. color[start] = 1
25. **return** True

841钥匙和房间

题目：有 N 个房间，开始时你位于 0 号房间。每个房间有不同的号码：0，1，2，...，N-1，并且房间里可能有一些钥匙能使你进入下一个房间。

在形式上，对于每个房间 i 都有一个钥匙列表 rooms[i]，每个钥匙 rooms[i][j] 由 [0,1，...，N-1] 中的一个整数表示，其中 N = rooms.length。 钥匙 rooms[i][j] = v 可以打开编号为 v 的房间。

最初，除 0 号房间外的其余所有房间都被锁住。

你可以自由地在房间之间来回走动。

如果能进入每个房间返回 true，否则返回 false。

**示例 1：**

**输入:** [[1],[2],[3],[]]

**输出:** true

**解释:**

我们从 0 号房间开始，拿到钥匙 1。

之后我们去 1 号房间，拿到钥匙 2。

然后我们去 2 号房间，拿到钥匙 3。

最后我们去了 3 号房间。

由于我们能够进入每个房间，我们返回 true。

**示例 2：**

**输入：**[[1,3],[3,0,1],[2],[0]]

**输出：**false

**解释：**我们不能进入 2 号房间。

思路：我们发现最后要求出是否存在一个解。这个解是通过一段深度遍历求得。

所以很快的写出来一段dfs，dfs里把当前的门打开，并看这个房间的钥匙，找到还没去过的房间，把门打开，依次类推。

这样，我们就遍历了所有的能去到的房间，最后看一下是否所有的房间都经历过即可。

代码：

1. **class** Solution(object):
2. **def** canVisitAllRooms(self, rooms):
3. """
4. :type rooms: List[List[int]]
5. :rtype: bool
6. """
7. visited=[0]\*len(rooms)
8. self.dfs(rooms,0,visited)
9. **return** sum(visited)==len(rooms)
10. **def** dfs(self,rooms,index,visited):
11. visited[index]=1
12. **for** key **in** rooms[index]:
13. **if** **not** visited[key]:
14. self.dfs(rooms,key,visited)

959由斜杆划分区域

题目：在由 1 x 1 方格组成的 N x N 网格 grid 中，每个 1 x 1 方块由 /、\ 或空格构成。这些字符会将方块划分为一些共边的区域。

（请注意，反斜杠字符是转义的，因此 \ 用 "\\" 表示。）。

返回区域的数目。

**示例 1：**

**输入：**

[

  " /",

  "/ "

]

**输出：**2

**解释：**2x2 网格如下：

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAABSCAIAAABIThTMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAAAOZSURBVHhe5Zf5R2xhHIfv35EkkiSSJEZ7RvsY7RntGa2SaspIq6RVRqvRntGe0Z7RniFJIkki6Q+Zzm0+V7d7W2Y5y/u+5/nlvM/3t+c43uP7S4bYbDY85MDLy4uHh4e8sp+fnz09PbmDjLKfnp68vLzsZ7lkPz4+ent7Q2SS/fDw4OPjA3mD/ez7+3tfX1/IHxjPvru78/Pzg/wFy9m3t7f+/v6QjzCbfXNzExAQAPkPNrOvr68DAwMhn8Fg9tXVVVBQEOQLWMu+vLwMDg6GfA1T2RcXFyEhIZBvYSfbarWGhoZCfoKR7PPzc4VCAXEAFrJPT0/DwsIgjkF99vHxcUREBMRh6M4+PDyMioqCOAPF2RaLJSYmBuIktGbv7+8rlUqI81CZvbu7GxcXB3EJ+rK3t7cTEhIgrkJZ9ubmZlJSEsQNaMo2m80pKSkQ96Ame319Xa1WQ9yGjuzV1dXU1FQIH1CQvby8nJ6eDuEJ0rMXFxczMzMh/EF0tslkys7OhvAKudnz8/MajQbCN4Rmz87O5ubmQgSAxOzp6en8/HyIMBCXPTk5WVhYCBEMsrKNRmNxcTFESAjKHh8f12q1EIEhJXt0dLS0tBQiPERkDw8Pl5eXQ0RB+myDwVBZWQkRC4mzBwcHq6urISIiZfbAwEBNTQ1EXCTL7uvrq62thYiONNk9PT319fUQKZAgu6urq6GhASIRYmd3dnbq9XqIdIia3dHR0dTUBJEU8bLb2tqam5shUiNSdktLS2trK4QAxMjmPuz29nYIGQiezV1g3DUGIQZhsxsbG7nfFYQkBMzW6XTd3d0QwhAqu66urre3F0IegmRzC0Z/fz+ESPjP5hZJbp2EkArP2VVVVQaDAUIwfGZXVFQMDQ1ByIa37LKyspGREQjx8JOt1WrHxsYgNMBDdklJidFohFCCu9lFRUUTExMQenAru6CgYGpqCkIVrmfn5eXNzMxAaMPFbI1GMzc3B6EQV7JzcnJMJhOETpzOzsrKWlhYgFCLc9kZGRlLS0sQmnEiOy0tbWVlBUI5jmar1eq1tTUI/TiUrVKpzGYzhAl+zk5OTt7Y2ICwwg/ZiYmJW1tbEIb4Ljs+Pn5nZwfCFl9mK5XKvb09CHN8nh0bG2uxWCAs8kl2dHT0wcEBhFH+zY6MjDw6OrKfGeZDdnh4+MnJyduccd6zFQrF2dmZfco879lWq9U+kgPv2XLjd/bbK5AZNtsrXubZdxRiC0sAAAAASUVORK5CYII=)

**示例 2：**

**输入：**

[

  " /",

  " "

]

**输出：**1

**解释：**2x2 网格如下：

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAABSCAIAAACnjH/yAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAAAEySURBVHhe7dzNboMwEEVh0jfnyelByaJq04SAf2bm3iPZktl9Brz0sm3bohfq2z5u+/x4Vj2wzHi/7muRfr5jIfmvT1tF/vePlpA/Pcjqy5+yqbj8PzZVlr9gU1n5azbVlL9lU0H5ETZVkx9kUyn5cTbVkX/EpiLyT9lUQX6CTenl59iUW36aTYnlV9iUVX6RTSnl19mUT96ETcnkrdiUSd6QTWnkbdmUQ96cTQnkPdgUXd6JTaHl/dgUV96VTUHlvdkUUT6ATeHkY9gUSz6MTYHkI9kURT6YTSHk49k0Xz6FTZPls9g0U76u6yw27Vs+ceOndPdGOdvHZ7lelutluV6W62W5XpbrZblelutluV6W62W5XpbrZblelutluV6W62W5XpbrpSvXvh/usZJqWb4BPFWYCQ+iXSQAAAAASUVORK5CYII=)

**示例 3：**

**输入：**

[

  "\\/",

  "/\\"

]

**输出：**4

**解释：**（回想一下，因为 \ 字符是转义的，所以 "\\/" 表示 \/，而 "/\\" 表示 /\。）

2x2 网格如下：

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAABSCAIAAACnjH/yAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAAAVXSURBVHhe5dt7SFN/GMfxpq6cOmnIkBESIhESIREhEiISkiL9kyEiERFaec1rqV20vCuZeclLiESIRP0ZEREiIqEiohIhESIW5V1EQiSkHp89v/28bHbOzvf73XZ6g57zmf7hawc8TOa+f7Pfv39r4HD9+vWQkBD4bH5Uxbm5uYEZTuCzGxxaWlrGxsZaW1vxq6rNw8Pj169fNOBZMB9Uj9+/f//a2pq7uzttixxSMd7T03N1dVWr1dLG/pdDqsR7eXktLy8fOHCA9n9tk0Mqw/v4+MzPz+t0Otpb2imHVIP39fX98eOHt7c37e1ZkUMqwB88ePDr1696vZ621eDmZjW4w8NTQMOlMhgMS0tLNLZnIdPBVq6I9/PzW1hYoLErhEuQQ66FNxqNc3NzNKyFcGlyyFXw/v7+MzMzNGyEcMlyyPnxJpPp+/fvNGyHcDlyyJnxhw4d+vbtG409Q7hMOeSc+ICAgOnpaRp/C+Hy5ZCz4Q8fPjw1NUVDQgi3Sw45Dz4wMHBycpKGtBBurxxyBnxQUNCXL19oSA7hCuSQY/FHjhz5/PkzDTkhXJkcchT+6NGjExMTNGSGcMVySDw+ODj406dPNOSHcBZySCT+2LFjHz9+pGFXCGckh8Tgjx8/Pj4+TsPeEM5ODvHGh4SEjI6O0lAQwpnKIX74EydOjIyM0FAWwlnLIR74kydPDg8P01AcwjnIIbb4U6dODQ0N0WARwvnIIVb40NDQgYEBGoxCODc5pBwfFhb24cMHGuxCOE85pAR/+vTp/v5+GkxDOGc5ZB8+PDy8r6+PBusQzl8OycVHRET09vbS4BDChcgh6fjIyMienh4afEK4KDkkBX/mzJn379/T4BbCBcqhvfFRUVHv3r2jwTOEi5VDtvBnz559+/YtDc4hXLgc2o2PiYl58+YNDf4h3BFyaCs+Njb29evX5nMxIXyTvPneKMsWVkpKCrzqhEudnJx87tw5elRIGg2RHSOHAgMDo6Oj4eLTFpVFbv2dA7w7f/58XV0dnDj4zQnwBIgsLi7u1atX5nMp93m2Wch0ENaFCxdevnxJAxOMR7hweXx8/IsXL2hsSSQe4WLlCQkJ3d3dNHYlDI9wgfLExMSuri4aNhKDR7go+cWLF58/f05jzwTgES5EfunSpWfPntGQEG88wvnLL1++3NnZSUNyXPEI5yy/cuVKR0cHDZnxwyOcpzwpKenp06c07IoTHuHc5FevXm1ra6OhIB54hPORs/1xmeMRzkGempra3NxMg1Fs8QhnLU9PT29sbKTBNIZ4hDOVZ2ZmPn78mAaHWOERzk6elZX16NEjGtxigkf4JpnBXyZyc3MDAgIAT5tbwGb4nxZK5fn5+SaTKScnhzbnGOIVyW/dumU0GvPy8mgLiRXefnlhYaHBYLh58yZtgTHB2ym/ffu2Xq8vKCigLTzleHvkd+/e1el0RUVFtB2UQrxseXFxsVarvXPnDm2HpgQvT37//n2NRnPv3j3aTpDdeBny0tLSjY2NkpIS2k6TfXip8vLy8vX19QcPHtB2suzAS5JXVlb+/PmzrKyMtlMmF/93eXV19crKSkVFBW0nThb+L/La2trFxcWqqiraTp90/F7yhw8fzs7O1tTU0HaRZFx588u3HdXV1WVnZ9NwwWy9pLWQ6bCj+vr6Gzdu0HDZrOIRbkPe0NCQkZFBw8XbjUe4NXlTU1NaWhoNVbQDj/Bd8idPnqSkpNBQUVvxCN8uh1+G165dM5+rLwse4Vvk7e3tycnJm9+i3sx4hG+SN+/ng4ODvr6+gDc/qtaADfd5Gv9scM018EHrn2rfvj9nFkd+QEVUewAAAABJRU5ErkJggg==)

**示例 4：**

**输入：**

[

  "/\\",

  "\\/"

]

**输出：**5

**解释：**（回想一下，因为 \ 字符是转义的，所以 "/\\" 表示 /\，而 "\\/" 表示 \/。）

2x2 网格如下：

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFEAAABRCAIAAAAl7d1hAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAAAJ8SURBVHhe5dY9csIwEIZhmFyAjpqekkPBZWg5B3eigIaOOvngcwgxsqyf3bUk3hnP2Ns9KrSefWjftp3P5+VyiZftdns4HDg0awLzE8zs2dbmHpgZs03NTjCzZNuZPWBmxjYyj4KZDdvCHAhmBmx1cxSYabN1zQlgpspWNCeDmR5by5wJZkpsFbMImGmw5c2CYCbOFjaLg5ksW9KsBGaCbDGzKphJsWXMBmAmwhYwm4FZPjvXbAxmmews8yRglsNON08IZsnsRPPkYJbGTjEXAmYJ7GhzUWAWy44zFwhmUewIc7FgFs4ONRcOZoHsIHMVYBbCHjdXBGaj7BFzdWDmZ/vMlYKZhz1orhrMhthucwNg5mQ7zM2A2Tu7b24MzHrsf+YmweyV/WduGMye7M7cPJiR3Zk/AczA7szH47Gbtd71eoX3C89isTidTpvN5nECzXa5XNbr9e12u3/gAHoXens976wH/3dXNcx+vaT/mVGT7N5W6ptRY+z3Newwo2bYzv8Otxk1wHaC0aAZVc0eAiOfGVXK9oDRiBlVx/aD0bgZVcQeBaMgM6qCHQJGoWZUODsQjCLMqFh2OBjFmVGB7CgwijajotixYJRiRoWwE8Ao0YwmZ6eBUboZTchOBqMsM5qEnQNGuWZkzM4EIwEzMmPng5GMGRmwRcBIzIxU2VJgJGlGSmxBMBI2I3G2LBjJm5EgWxyMVMxIhK0BRlpmlMlWAiNFM0pm64GRrhklsFXBSN2MotjaYGRhRoFsAzAyMqNRtg0Y2ZmRh20GRqZm5GRbgpG1GfXYxmA0gRk92fZgBO+c5ofdrt1ut1qt9vs92N3Iqvn8Tv6wZrMfXA1ShTU7gZMAAAAASUVORK5CYII=)

**示例 5：**

**输入：**

[

  "//",

  "/ "

]

**输出：**3

**解释：**2x2 网格如下：

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/12/15/5.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAABSCAIAAABIThTMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAAAG9SURBVHhe5dpRsoMgDEDR+jbhMtz/jnQV9jo4r9OOrYIhJOH+IPzg4TuPDlvX9S8tms3zPI7jvlEs3ZvkW/uxSm3NfCSvKru5mbTZFsykyjZiJj22HTMpsU2ZSYNtzUzV2QbNVJdt00wV2WbNVItt2UxV2MbNJM+2byZhtgszSbK9mEmM7chMMmxfZhJguzPTXbZHM91iOzVTOduvmQrZrs1UwvZupmx2ADPlsWOYKYMdxkxX2ZHMdIkdzEzn7HhmOmGHNNMvdlQzfWUHNtMxO7aZDtjhzfTJ7sFMb+xOzPRi92OmxB5YuJs/2B5AsWVZpmnSv3cYhp2d3kCzVmZK7G0uTbmG5v+02RbMpMo2YiY9th0zKbFNmUmDbc1M1dkGzVSXbdNMFdlmzVSLbdlMVdjGzSTPtm8mYbYLM0myvZhJjO3ITDJsX2YSYLsz0122RzPdYjs1Uznbr5kK2a7NVML2bqZsdgAz5bFjmCmDHcZMV9mRzHSJHcxM5+x4ZjphhzTTL3ZUM31lBzbTMTu2mQ7Y4c30ye7BTG/sTsz0Yvdjpp3dlZk2dm9majaX1qo0oLVvumobx+uR/ng8Acvco5XadGWVAAAAAElFTkSuQmCC)

**提示：**

1. 1 <= grid.length == grid[0].length <= 30
2. grid[i][j] 是 '/'、'\'、或 ' '。

思路：

这个题给的例子虽然都是22的，但是事实上是NN的，需要注意下。这个题其实没那么难，它主要是给定了切割的方式，问我们切割之后还有多少个联通的区域。

既然是问联通的方案，那么我们就根据划定的范围来知道哪些是联通的。具体做法当然就是并查集。

--------

| \ 0 / |

| 3\ / |

| /\ 1 |

|/ 2 \ |

|-------|

像上面这样划分把每一个格子进行4块划分，从上面开始顺时针编号为0,1,2,3. 并查集的使用方式是，如果两个格子相邻，那么就把他们格子的相邻编号合并到一起。然后根据格子自身的画线方式，再把自身的不同区域合并到一起。

显而易见，每行的左边各自的1和右边的那个3是相邻的，每列的上边的2和下边的2是相邻的。自身的格子划分方式是：如果是'/'，那么0和3,1和2分别相邻；如果格子划分方式是'\\'，那么0和1,3和2分别相邻。

最后统计不同的区域有多少，想一下，如果都不相邻，那么有N\*N个区域，但是每次合并都会造成少了一个区域。所以直接在合并的时候减去区域即可。

---------------------
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代码：

1. **class** Solution(object):
2. **def** regionsBySlashes(self, grid):
3. """
4. :type grid: List[str]
5. :rtype: int
6. """
7. self.N = len(grid)
8. m\_ = range(self.N \* self.N \* 4)
9. self.count = self.N \* self.N \* 4
10. **for** r **in** range(self.N):
11. line = grid[r]
12. **for** c **in** range(self.N):
13. w = line[c]
14. **if** r > 0:
15. self.u(m\_, self.g(r - 1, c, 2), self.g(r, c, 0))
16. **if** c > 0:
17. self.u(m\_, self.g(r, c - 1, 1), self.g(r, c, 3))
18. **if** w != '/':
19. self.u(m\_, self.g(r, c, 0), self.g(r, c, 1))
20. self.u(m\_, self.g(r, c, 3), self.g(r, c, 2))
21. **if** w != '\\':
22. self.u(m\_, self.g(r, c, 0), self.g(r, c, 3))
23. self.u(m\_, self.g(r, c, 1), self.g(r, c, 2))
24. **return** self.count
26. **def** f(self, m\_, a):
27. **if** m\_[a] == a:
28. **return** a
29. **return** self.f(m\_, m\_[a])
31. **def** u(self, m\_, a, b):
32. pa = self.f(m\_, a)
33. pb = self.f(m\_, b)
34. **if** (pa == pb):
35. **return**
36. m\_[pa] = pb
37. self.count -= 1
39. **def** g(self, r, c, i):
40. **return** (r \* self.N + c) \* 4 + i