Leetcode（python版） 栈（困难）

42接雨水

题目：

给定 *n* 个非负整数表示每个宽度为 1 的柱子的高度图，计算按此排列的柱子，下雨之后能接多少雨水。
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上面是由数组 [0,1,0,2,1,0,1,3,2,1,2,1] 表示的高度图，在这种情况下，可以接 6 个单位的雨水（蓝色部分表示雨水）。 **感谢 Marcos** 贡献此图。

**示例:**

**输入:** [0,1,0,2,1,0,1,3,2,1,2,1]

**输出:** 6

思路一：我们观察其中的一个位置，单独考虑这个位置的容量是多少？毫无疑问，我们只要知道，这个位置左边最高的那个边，和右边最高的那个边，两者取小的，然后再减去本身的大小，那么结果就是这个位置的容量。所以，（1）从左向右进行扫描，获取每个位置的左边最高的边。（2）从右向左进行扫描，获取每个位置的右边最高的边。（3）再遍历一边，计算出每个位置的容量，累加，即结果

代码：

1. **class** Solution(object):
2. **def** trap(self, height):
3. """
4. :type height: List[int]
5. :rtype: int
6. """
7. **if** **not** height:
8. **return** 0
9. n, res = len(height), 0
10. left\_max, right\_max = [0] \* n, [0] \* n
11. left\_max[0] = height[0]
12. **for** i **in** range(1, n):
13. left\_max[i] = max(height[i], left\_max[i - 1])
14. right\_max[n - 1] = height[n - 1]
15. **for** i **in** range(n-2, -1, -1):
16. right\_max[i] = max(height[i], right\_max[i + 1])
17. **for** i **in** range(1, n-1):
18. res += min(left\_max[i], right\_max[i]) - height[i]
19. **return** res

思路二：双指针

用双指针法，在左右两端分别设置指针left, right，并且用 left\_max， right\_max 记录走过之后的最长最高的边。例如，left\_max 就是指针left 左边最长的线，right\_max 同理。（1）如果 height[left] < height[right]，就是左指针指向的数字 < 右指针指向的数字（现在操作左指针）, 说明此时，左边已经走过的位置都小于 height[right]，通俗的讲，现在left指针位置的左右两边桶的短板，一定存在于左边，又因为 left\_max记录了当前left位置的左边最高的那个边，所以当前left位置的容量就是只需考虑left\_max ， height[left] 这个两个值的大小即可得出。

问题：为什么说左边已经走过的位置都小于 height[right]？因为两个指针的移动条件是，那个指针小就移动那一个。（2）如果height[left] >= height[right]，同理（1）。直到两个指针相遇。

代码（速度很快）：

1. **class** Solution(object):
2. **def** trap(self, height):
3. """
4. :type height: List[int]
5. :rtype: int
6. """
7. **if** **not** height:
8. **return** 0
9. left\_max = right\_max = res = 0
10. left, right = 0, len(height) - 1
11. **while** left < right:
12. **if** height[left] < height[right]:
13. **if** height[left] < left\_max:
14. res += left\_max - height[left]
15. **else**:
16. left\_max = height[left]
17. left += 1
18. **else**:
19. **if** height[right] < right\_max:
20. res += right\_max - height[right]
21. **else**:
22. right\_max = height[right]
23. right -= 1
24. **return** res

84柱状图中最大的矩形

题目：给定 *n* 个非负整数，用来表示柱状图中各个柱子的高度。每个柱子彼此相邻，且宽度为 1 。

求在该柱状图中，能够勾勒出来的矩形的最大面积。

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/10/12/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

以上是柱状图的示例，其中每个柱子的宽度为 1，给定的高度为 [2,1,5,6,2,3]。

![https://assets.leetcode-cn.com/aliyun-lc-upload/uploads/2018/10/12/histogram_area.png](data:image/png;base64,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)

图中阴影部分为所能勾勒出的最大矩形面积，其面积为 10 个单位。

**示例:**

**输入:** [2,1,5,6,2,3]

**输出:** 10

思路：如果已知height数组是升序的，应该怎么做？

比如1,2,5,7,8

那么就是(1\*5) vs. (2\*4) vs. (5\*3) vs. (7\*2) vs. (8\*1)

也就是max(height[i]\*(size-i))

2、使用栈的目的就是构造这样的升序序列，按照以上方法求解。

但是height本身不一定是升序的，应该怎样构建栈？

比如2,1,5,6,2,3

（1）2进栈。s={2}, result = 0

（2）1比2小，不满足升序条件，因此将2弹出，并记录当前结果为2\*1=2。

将2替换为1重新进栈。s={1,1}, result = 2

（3）5比1大，满足升序条件，进栈。s={1,1,5},result = 2

（4）6比5大，满足升序条件，进栈。s={1,1,5,6},result = 2

（5）2比6小，不满足升序条件，因此将6弹出，并记录当前结果为6\*1=6。s={1,1,5},result = 6

2比5小，不满足升序条件，因此将5弹出，并记录当前结果为5\*2=10（因为已经弹出的5,6是升序的）。s={1,1},result = 10

2比1大，将弹出的5,6替换为2重新进栈。s={1,1,2,2,2},result = 10

（6）3比2大，满足升序条件，进栈。s={1,1,2,2,2,3},result = 10

栈构建完成，满足升序条件，因此按照升序处理办法得到上述的max(height[i]\*(size-i))=max{3\*1, 2\*2, 2\*3, 2\*4, 1\*5, 1\*6}=8<10

代码：

1. **class** Solution(object):
2. **def** largestRectangleArea(self, heights):
3. """
4. :type heights: List[int]
5. :rtype: int
6. """
7. maxArea = 0
8. stack = []
9. i = 0
10. **while** i < len(heights):
11. **if** len(stack) == 0 **or** stack[-1] <= heights[i]:
12. stack.append(heights[i])
13. **else**:
14. count = 0
15. **while** len(stack) > 0 **and** stack[-1] > heights[i]:
16. count += 1
17. maxArea = max(maxArea,stack[-1]\*count)
18. stack.pop()#栈顶元素出栈
19. **while** count > 0:#将当前height入栈
20. count -= 1
21. stack.append(heights[i])
22. stack.append(heights[i])
23. i += 1
24. count = 1
25. **while** len(stack) != 0:
26. maxArea = max(maxArea, stack[-1]\*count)
27. stack.pop()
28. count += 1
29. **return** maxArea

85最大矩形

题目：给定一个仅包含 0 和 1 的二维二进制矩阵，找出只包含 1 的最大矩形，并返回其面积。

**示例:**

**输入:**

[

["1","0","1","0","0"],

["1","0","**1**","**1**","**1**"],

["1","1","**1**","**1**","**1**"],

["1","0","0","1","0"]

]

**输出:** 6

思路：如图所示，如果把每一行的1和它上面的1连在一起，那么就可以看成一个个站里的矩形方块。那么我们的最终目的就是找出最大面积的矩形方块，所以就是第84题的做法了，使用单调栈。需要注意的是，我们使用一个height数组，保存到某一层的第i个位置为止，能向上构成的矩形的高度。而且需要对每层都做一个寻找面积的操作，最终选择所有层中能够成矩形面积最大值。

时间复杂度是O(M(N+M))，空间复杂度是O(N)。

代码：

1. **class** Solution(object):
2. **def** maximalRectangle(self, matrix):
3. """
4. :type matrix: List[List[str]]
5. :rtype: int
6. """
7. **if** **not** matrix **or** **not** matrix[0]: **return** 0
8. M, N = len(matrix), len(matrix[0])
9. height = [0] \* N
10. res = 0
11. **for** row **in** matrix:
12. **for** i **in** range(N):
13. **if** row[i] == '0':
14. height[i] = 0
15. **else**:
16. height[i] += 1
17. res = max(res, self.maxRectangleArea(height))
18. **return** res
20. **def** maxRectangleArea(self, height):
21. **if** **not** height: **return** 0
22. res = 0
23. stack = list()
24. height.append(0)
25. **for** i **in** range(len(height)):
26. cur = height[i]
27. **while** stack **and** cur < height[stack[-1]]:
28. w = height[stack.pop()]
29. h = i **if** **not** stack **else** i - stack[-1] - 1
30. res = max(res, w \* h)
31. stack.append(i)
32. **return** res

145二叉树的后序遍历

题目：给定一个二叉树，返回它的 *后序*遍历。

**示例:**

**输入:** [1,null,2,3]

1

\

2

/

3

**输出:** [3,2,1]

**进阶:** 递归算法很简单，你可以通过迭代算法完成吗？

思路：

代码：

1. # Definition for a binary tree node.
2. # class TreeNode(object):
3. #     def \_\_init\_\_(self, x):
4. #         self.val = x
5. #         self.left = None
6. #         self.right = None
8. **class** Solution(object):
9. **def** postorderTraversal(self, root):
10. """
11. :type root: TreeNode
12. :rtype: List[int]
13. """
14. res, stack = [], [(1, root)]
15. **while** stack:
16. p = stack.pop()
17. **if** **not** p[1]:
18. **continue**
19. **if** p[0] == 0:
20. res.append(p[1].val)
21. **else**:
22. stack.extend([(0, p[1]), (1, p[1].right), (1, p[1].left)])
23. **return** res

224基本计算器

题目：实现一个基本的计算器来计算一个简单的字符串表达式的值。

字符串表达式可以包含左括号 ( ，右括号 )，加号 + ，减号 -，**非负**整数和空格  。

**示例 1:**

**输入:** "1 + 1"

**输出:** 2

**示例 2:**

**输入:** " 2-1 + 2 "

**输出:** 3

**示例 3:**

**输入:** "(1+(4+5+2)-3)+(6+8)"

**输出:** 23

思路：

代码：

1. **class** Solution(object):
2. **def** calculate(self, s):
3. """
4. :type s: str
5. :rtype: int
6. """
7. s = "(" + s + ")"
8. stack = []
9. \_stack = []
10. i = 0
11. **while** i < len(s):
12. **if** s[i] == " ":
13. i += 1
14. **elif** s[i] == "(":
15. \_stack.append(len(stack))
16. i += 1
17. **elif** s[i] == ")":
18. start = \_stack.pop()
19. j = start
20. a = stack[j]
21. **while** j + 2 < len(stack):
22. ops = stack[j + 1]
23. **if** ops == "+":
24. a = a + stack[j + 2]
25. **elif** ops == "-":
26. a = a - stack[j + 2]
27. **else**:
28. **return** "invalid"
29. j += 2
30. k = len(stack) - start
31. **while** k > 0:
32. stack.pop()
33. k -= 1
34. stack.append(a)
35. i += 1
36. **elif** s[i] **in** "+-":
37. stack.append(s[i])
38. i += 1
39. **else**:
40. start = i
41. **while** i < len(s) **and** s[i] **not** **in** "-+() ":
42. i += 1
43. num = int(s[start:i])
44. stack.append(num)
45. **return** stack[0]

316去除重复字母

题目：给定一个仅包含小写字母的字符串，去除字符串中重复的字母，使得每个字母只出现一次。需保证返回结果的字典序最小（要求不能打乱其他字符的相对位置）。

**示例 1:**

**输入:** "bcabc"

**输出:** "abc"

**示例 2:**

**输入:** "cbacdcbc"

**输出:** "acdb"

思路：先用字典计算每个字母出现多少次，然后依次压入栈中，如果后来的字母比现在栈顶字母小，且栈顶字母后面还会出现，则弹出栈顶

代码：

1. **class** Solution(object):
2. **def** removeDuplicateLetters(self, s):
3. """
4. :type s: str
5. :rtype: str
6. """
7. remaining={}
8. **for** c **in** s:
9. remaining[c]=remaining.get(c, 0) + 1
11. in\_stack,stk=set(),[]
12. **for** c **in** s:
13. **if** c **not** **in** in\_stack:
14. **while** stk **and** stk[-1]>c **and** remaining[stk[-1]]:
15. in\_stack.remove(stk.pop())
16. stk+=c
17. in\_stack.add(c)
18. remaining[c]-=1
19. **return** "".join(stk)

591标签验证器

题目：给定一个表示代码片段的字符串，你需要实现一个验证器来解析这段代码，并返回它是否合法。合法的代码片段需要遵守以下的所有规则：

1. 代码必须被**合法的闭合标签**包围。否则，代码是无效的。
2. **闭合标签**（不一定合法）要严格符合格式：<TAG\_NAME>TAG\_CONTENT</TAG\_NAME>。其中，<TAG\_NAME>是起始标签，</TAG\_NAME>是结束标签。起始和结束标签中的 TAG\_NAME 应当相同。当且仅当 TAG\_NAME 和 TAG\_CONTENT 都是合法的，闭合标签才是**合法的**。
3. **合法的** TAG\_NAME 仅含有**大写字母**，长度在范围 [1,9] 之间。否则，该 TAG\_NAME 是**不合法的**。
4. **合法的** TAG\_CONTENT 可以包含其他**合法的闭合标签**，**cdata** （请参考规则7）和任意字符（注意参考规则1）**除了**不匹配的<、不匹配的起始和结束标签、不匹配的或带有不合法 TAG\_NAME 的闭合标签。否则，TAG\_CONTENT 是**不合法的**。
5. 一个起始标签，如果没有具有相同 TAG\_NAME 的结束标签与之匹配，是不合法的。反之亦然。不过，你也需要考虑标签嵌套的问题。
6. 一个<，如果你找不到一个后续的>与之匹配，是不合法的。并且当你找到一个<或</时，所有直到下一个>的前的字符，都应当被解析为 TAG\_NAME（不一定合法）。
7. cdata 有如下格式：<![CDATA[CDATA\_CONTENT]]>。CDATA\_CONTENT 的范围被定义成 <![CDATA[ 和**后续的第一个** ]]>之间的字符。
8. CDATA\_CONTENT 可以包含**任意字符**。cdata 的功能是阻止验证器解析CDATA\_CONTENT，所以即使其中有一些字符可以被解析为标签（无论合法还是不合法），也应该将它们视为**常规字符**。

**合法代码的例子:**

**输入:** "<DIV>This is the first line <![CDATA[<div>]]></DIV>"

**输出:** True

**解释:**

代码被包含在了闭合的标签内： <DIV> 和 </DIV> 。

TAG\_NAME 是合法的，TAG\_CONTENT 包含了一些字符和 cdata 。

即使 CDATA\_CONTENT 含有不匹配的起始标签和不合法的 TAG\_NAME，它应该被视为普通的文本，而不是标签。

所以 TAG\_CONTENT 是合法的，因此代码是合法的。最终返回True。

**输入:** "<DIV>>> ![cdata[]] <![CDATA[<div>]>]]>]]>>]</DIV>"

**输出:** True

**解释:**

我们首先将代码分割为： start\_tag|tag\_content|end\_tag 。

start\_tag -> **"<DIV>"**

end\_tag -> **"</DIV>"**

tag\_content 也可被分割为： text1|cdata|text2 。

text1 -> **">> ![cdata[]] "**

cdata -> **"<![CDATA[<div>]>]]>"** ，其中 CDATA\_CONTENT 为 **"<div>]>"**

text2 -> **"]]>>]"**

start\_tag **不**是 **"<DIV>>>"** 的原因参照规则 6 。

cdata **不**是 **"<![CDATA[<div>]>]]>]]>"** 的原因参照规则 7 。

**不合法代码的例子:**

**输入:** "<A> <B> </A> </B>"

**输出:** False

**解释:** 不合法。如果 "<A>" 是闭合的，那么 "<B>" 一定是不匹配的，反之亦然。

**输入:** "<DIV> div tag is not closed <DIV>"

**输出:** False

**输入:** "<DIV> unmatched < </DIV>"

**输出:** False

**输入:** "<DIV> closed tags with invalid tag name <b>123</b> </DIV>"

**输出:** False

**输入:** "<DIV> unmatched tags with invalid tag name </1234567890> and <CDATA[[]]> </DIV>"

**输出:** False

**输入:** "<DIV> unmatched start tag <B> and unmatched end tag </C> </DIV>"

**输出:** False

**注意:**

1. 为简明起见，你可以假设输入的代码（包括提到的**任意字符**）只包含数字, 字母, '<','>','/','!','[',']'和' '。

思路：

代码：

1. **class** Solution(object):
2. **def** isValid(self, code):
3. """
4. :type code: str
5. :rtype: bool
6. """
7. stack = []
8. i = 0
9. n = len(code)
10. **while**(i<n):
11. **if** stack == [] **and** i!=0:
12. **print** 'stack empty'
13. **return** False
14. **if** code[i:i+9] == "<![CDATA[":
15. i = code.find("]]>",i+9)
16. **if** i == -1:
17. **print** 'cdata'
18. **return** False
19. i+=2
20. i+=1
21. **continue**
22. **if** code[i:i+2] == "</":
23. j = code.find(">",i+2)
24. **if** j == -1:
25. **print** 'not find'
26. **return** False
27. **if** stack != [] **and** stack[-1] == code[i+2:j]:
28. stack.pop()
29. i = j
30. **else**:
31. **print** 'pop'
32. **return** False
33. #print i,n
34. i+=1
35. **continue**
36. **if** code[i] == "<":
37. j = code.find(">",i+1)
38. **if** j == -1 **or** j==i+1 **or** j-i>10:
39. **print** "length"
40. **return** False
41. **for** t **in** code[i+1:j]:
42. **if** ord(t) < ord('A') **or** ord(t) > ord('Z'):
43. **print** "upper"
44. **return** False
45. stack.append(code[i+1:j])
46. i = j
47. i += 1
48. #print stack
49. **if** stack != []:
50. **print** 'empty'
51. **return** False
52. **return** True

726原子的数量

题目：给定一个化学式formula（作为字符串），返回每种原子的数量。

原子总是以一个大写字母开始，接着跟随0个或任意个小写字母，表示原子的名字。

如果数量大于 1，原子后会跟着数字表示原子的数量。如果数量等于 1 则不会跟数字。例如，H2O 和 H2O2 是可行的，但 H1O2 这个表达是不可行的。

两个化学式连在一起是新的化学式。例如 H2O2He3Mg4 也是化学式。

一个括号中的化学式和数字（可选择性添加）也是化学式。例如 (H2O2) 和 (H2O2)3 是化学式。

给定一个化学式，输出所有原子的数量。格式为：第一个（按字典序）原子的名子，跟着它的数量（如果数量大于 1），然后是第二个原子的名字（按字典序），跟着它的数量（如果数量大于 1），以此类推。

**示例 1:**

**输入:**

formula = "H2O"

**输出:** "H2O"

**解释:**

原子的数量是 {'H': 2, 'O': 1}。

**示例 2:**

**输入:**

formula = "Mg(OH)2"

**输出:** "H2MgO2"

**解释:**

原子的数量是 {'H': 2, 'Mg': 1, 'O': 2}。

**示例 3:**

**输入:**

formula = "K4(ON(SO3)2)2"

**输出:** "K4N2O14S4"

**解释:**

原子的数量是 {'K': 4, 'N': 2, 'O': 14, 'S': 4}。

**注意:**

* 所有原子的第一个字母为大写，剩余字母都是小写。
* formula的长度在[1, 1000]之间。
* formula只包含字母、数字和圆括号，并且题目中给定的是合法的化学式。

思路：看到括号匹配，也会让人立马想到栈，其实DFS本身就是栈实现的，所以也完全可以用栈来解决。

方法是，左括号进栈，然后把字母依次进栈，当遇到右括号的时候，需要对栈进行退栈操作，这个时候要统计每个元素的次数，当退栈的时候遇到左括号，说明内部的分子团已经结束，那么把遇到的第一个左括号退栈，把内部的分子团的各个元素和其个数进栈。然后遍历就好了！这个方法的好处是，当最后遍历结束的时候，栈里面保存的只剩下了已经统计好了的各个元素和其个数的对应，每个元素只会出现一次，相当于已经做了元素的求和操作，最后只需要排序即可。

为了方便，我把分子式用括号包了起来，方便栈操作的判断。

这个题做了很久，主要是查一个bug，查了一个小时，感觉很诡异。其实仔细对比一下和上面DFS的解法，大同小异。区别是我用字母n保存了分子式的长度，然后下面退栈的for循环中又使用了n这个变量名称！！由于python不用声明变量，所以直接把外边的n覆盖掉了！！做法很简单，把内部for循环里的变量名改一下就好了！生气！！

最坏的时间复杂度是O(N！)，最优时间复杂度是O(N)，空间复杂度是O(Ｎ)。其中N是分子的长度

代码：

1. **class** Solution(object):
2. **def** countOfAtoms(self, formula):
3. """
4. :type formula: str
5. :rtype: str
6. """
7. stack = list()
8. formula = "(" +  formula + ")1"
9. i = 0
10. n = len(formula)
12. **while** i < n:
13. **if** i >= n: **continue**
14. **if** formula[i] == "(":
15. stack.append("(")
16. i += 1
17. **elif** formula[i] == ")":
18. parentNum = 0
19. i += 1
20. **while** i < n **and** formula[i].isdigit():
21. parentNum = 10 \* parentNum + int(formula[i])
22. i += 1
23. count = collections.Counter()
24. **while** stack[-1] != "(":
25. atom, atomNum = stack.pop()
26. count[atom] += atomNum \* parentNum
27. **if** stack[-1] == "(":
28. stack.pop()
29. **for** c, t **in** count.items(): # 刚开始把变量t写成了n!!错了很多次
30. stack.append((c, t))
31. **elif** formula[i].isalpha():
32. atom = formula[i]
33. atomNum = 0
34. i += 1
35. **while** i < n **and** formula[i].isalpha() **and** formula[i].islower():
36. atom += formula[i]
37. i += 1
38. **while** i < n **and** formula[i].isdigit():
39. atomNum = 10 \* atomNum + int(formula[i])
40. i += 1
41. atomNum = 1 **if** atomNum == 0 **else** atomNum
42. stack.append((atom, atomNum))

45. res = ""
46. **for** atoms **in** sorted(stack):
47. **if** atoms == "(":
48. **continue**
49. c, n = atoms
50. **if** n == 1:
51. res += c
52. **else**:
53. res += c + str(n)
54. **return** res

770基本计算器IV

题目：

思路：

代码：

895最大频率栈

题目：实现 FreqStack，模拟类似栈的数据结构的操作的一个类。

FreqStack 有两个函数：

* push(int x)，将整数 x 推入栈中。
* pop()，它**移除**并返回栈中出现最频繁的元素。
  + 如果最频繁的元素不只一个，则移除并返回最接近栈顶的元素。

**示例：**

**输入：**

["FreqStack","push","push","push","push","push","push","pop","pop","pop","pop"],

[[],[5],[7],[5],[7],[4],[5],[],[],[],[]]

**输出：**[null,null,null,null,null,null,null,5,7,5,4]

**解释：**

执行六次 .push 操作后，栈自底向上为 [5,7,5,7,4,5]。然后：

pop() -> 返回 5，因为 5 是出现频率最高的。

栈变成 [5,7,5,7,4]。

pop() -> 返回 7，因为 5 和 7 都是频率最高的，但 7 最接近栈顶。

栈变成 [5,7,5,4]。

pop() -> 返回 5 。

栈变成 [5,7,4]。

pop() -> 返回 4 。

栈变成 [5,7]。

**提示：**

* 对 FreqStack.push(int x) 的调用中 0 <= x <= 10^9。
* 如果栈的元素数目为零，则保证不会调用  FreqStack.pop()。
* 单个测试样例中，对 FreqStack.push 的总调用次数不会超过 10000。
* 单个测试样例中，对 FreqStack.pop 的总调用次数不会超过 10000。
* 所有测试样例中，对 FreqStack.push 和 FreqStack.pop 的总调用次数不会超过 150000。

思路：同时优化两个目标：出现的频率和出现的索引。所以天然想到用优先级队列。python的优先级队列是个最小堆，而我们要优化的目标是求最大，因此，使用负号即可。

使用m保存出现的次数，使用index保存索引，使用q表示堆。

把出现的次数和出现的索引取反进堆，这样每次弹出堆的时候都是把这两个目标优化了的。pop的时候要更新频率。当每次Pop的时候会把各个字符出现的频率恢复到它入堆前的样子（题目给出了如果同样的频率时，弹出最后push进去的数字）。当这个数字是最大频率数字，并且多次出现的时候，尽可能弹出靠最后的进入数字保证了提前进入堆的那些数字的频率是正确的。堆的平均时间复杂度是O(1)，空间复杂度是O(N)。

代码：

1. **class** FreqStack(object):
3. **def** \_\_init\_\_(self):
4. self.m = collections.defaultdict(int)
5. self.q=[]
6. self.index=0
8. **def** push(self, x):
9. """
10. :type x: int
11. :rtype: void
12. """
13. self.m[x]+=1
14. heapq.heappush(self.q,(-self.m[x],-self.index,x))
15. self.index +=1
17. **def** pop(self):
18. """
19. :rtype: int
20. """
21. val=heapq.heappop(self.q)[2]
22. self.m[val]-=1
23. **return** val

26. # Your FreqStack object will be instantiated and called as such:
27. # obj = FreqStack()
28. # obj.push(x)
29. # param\_2 = obj.pop()