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# Exercise 1: The *Thread* class

The goal of this very first exercise is to get used to the usage of the *Thread* class in Java (*java.lang*).

1/ Write a program where two threads print concurrently on the standard output (*System.out*) a different message 10000 times each.

2/ After launching the threads, the main will also print 10000 times a message.

**Summary for the Thread Class implementation:**

1. Main Class is extending Thread Class from the java.lang package.
2. Thread Class implements Runnable Interface and extends Object Class
3. Here two New Threads are created and then started to print different messages for 10000 times
4. Also the main method has a provided logic to print the text 10000 times

**Code:**

**package** masterInt.CandP.exo1;

**public** **class** Exo1 **extends** Thread {

String message;

/\*\*

\* Constructor

\*

\* **@param** \_message

\* The message to print

\*/

**public** Exo1(String inpmessage) {

message = inpmessage;

}

@Override

**public** **void** run() {

// Print the message 10000 times

**for** (**int** i = 0; i < 10000; i++) {

System.***out***.println(message + "no:" + (i + 1));

}

}

/\*\*

\* Main method to print concurrent messages through two different threads

\* **@param** args

\*/

**public** **static** **void** main(String[] args) {

Exo1 exo1 = **new** Exo1("Thread1Printing");

exo1.start();

Exo1 exo2 = **new** Exo1("Thread2Printing");

exo2.start();

**for** (**int** i = 0; i < 10000; i++) {

System.***out***.println("main" + "no:" + (i + 1));

}

}

}

**Sample Output: Since all the 30000 printout are not captured due to space constraint**

Thread2Printingno:9976

Thread2Printingno:9977

Thread2Printingno:9978

Thread1Printingno:9979

Thread1Printingno:9980

Thread2Printingno:9981

# Exercise 2: The *Runnable* interface

Write a program that prints a frame (*javax.swing.JFrame*) containing two text fields (*javax.swing.JTextField*) and two buttons (*javax.swing.JButton*). Each button is a runnable entity that is started when one clicks on it (*java.awt.event.ActionListener* and addActionListener()).

When started, it prints the content of the associated text field on the standard output every 500 ms (*Thread.sleep()*). If the text in the field changes, the printed message changes accordingly. Of course, both buttons can be activated simultaneously.

When clicking one more time on the button, it stops printing, then resumes, and so on. When the frame is closed, the two runnable entities are killed!

**Summary for the Runnable Interface implementation:**

1. Here Runnable Button Class extends JButton Class as well as implements Runnable Interface to get the properties of swing as well as Concurrent Execution of Threads
2. Run method is overridden to print the value in the Jtext field value passed through constructor
3. Exo2 has the button, Text field in the current window frame and awaits the action listener
4. When the button is clicked the button threads are then started .
5. Conditional checks are implemented in the action listener to handle the stop as well as resume the thread printing operation
6. Finally in window closing method the two threads are then killed.

**Code:**

**package** masterInt.CandP.exo2;

**import** javax.swing.JButton;

**import** javax.swing.JTextField;

**public** **class** RunnableButton **extends** JButton **implements** Runnable {

// Please ignore that

**private** **static** **final** **long** ***serialVersionUID*** = 7453535863156182464L;

JTextField textfield;

**public** RunnableButton(String text, JTextField \_tf) {

**super**(text);

**this**.textfield = \_tf;

}

@Override

**public** **void** run() {

// Print the content of the text field on the output stream

**while** (**true**) {

System.***out***.println(textfield.getText());

**try** {

Thread.*sleep*(500);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

}

package masterInt.CandP.exo2;

import java.awt.FlowLayout;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.WindowEvent;

import java.awt.event.WindowListener;

import javax.swing.JFrame;

import javax.swing.JTextField;

public class Exo2 extends JFrame implements ActionListener, WindowListener {

private static final long serialVersionUID = -2818867002346363736L;

private RunnableButton button1, button2;

private Thread thread1, thread2;

private String textButton1, textButton2;

public Exo2(String title) {

// Set up the frame

super(title);

this.setDefaultCloseOperation(DO\_NOTHING\_ON\_CLOSE);

this.addWindowListener(this);

textButton1 = "button1";

textButton2 = "button2";

this.setSize(300, 120);

this.setLayout(new FlowLayout());

JTextField tf1 = new JTextField("Text1", 10);

JTextField tf2 = new JTextField("Text2", 10);

// Set up button1

button1 = new RunnableButton("Text1", tf1);

button1.addActionListener(this);

// Set up button 2

button2 = new RunnableButton("Text2", tf2);

button2.addActionListener(this);

// Add button 1 and 2 to the frame

this.add(tf1);

this.add(button1);

this.add(tf2);

this.add(button2);

}

// This method is called when any of the button is clicked

@SuppressWarnings("deprecation")

// At the first click, the corresponding thread is started

// At the subsequent, the state of the thread is changed

// from active to inactive or vice versa

@Override

public void actionPerformed(ActionEvent e) {

if (e.getSource() instanceof RunnableButton) {

RunnableButton button = (RunnableButton) e.getSource();

// Identify the button

if (thread1 == null && button.getText() == "Text1") {

thread1 = new Thread(button1);

thread1.start();

try {

Thread.sleep(500);

} catch (InterruptedException e1) {

// TODO Auto-generated catch block

e1.printStackTrace();

}

} else if (thread2 == null && button.getText() == "Text2") {

thread2 = new Thread(button2);

thread2.start();

try {

thread2.sleep(500);

} catch (InterruptedException e1) {

// TODO Auto-generated catch block

e1.printStackTrace();

}

} else if (thread1 != null && thread1.getState().toString().equalsIgnoreCase("TIMED\_WAITING")

&& thread1.getName().equalsIgnoreCase("suspend") && button.getText().equalsIgnoreCase("Text1")) {

thread1.resume();

thread1.setName("");

} else if (thread2 != null && thread2.getState().toString().equalsIgnoreCase("TIMED\_WAITING")

&& thread2.getName().equalsIgnoreCase("suspend") && button.getText().equalsIgnoreCase("Text2")) {

thread2.resume();

thread2.setName("");

} else if (thread1 != null && thread1.getState().toString().equalsIgnoreCase("TIMED\_WAITING")

&& button.getText().equalsIgnoreCase("Text1")) {

thread1.suspend();

thread1.setName("suspend");

} else if (thread2 != null && thread2.getState().toString().equalsIgnoreCase("TIMED\_WAITING")

&& button.getText().equalsIgnoreCase("Text2")) {

thread2.suspend();

thread2.setName("suspend");

}

}

}

public static void main(String[] arg) {

Exo2 main = new Exo2("Exo1b");

main.setVisible(true);

}

// Kill the thread before closing the windows

@Override

public void windowClosing(WindowEvent e) {

if (thread1 != null) {

thread1.stop();

}

if (thread2 != null) {

thread2.stop();

}

this.setVisible(false);

System.exit(0);

}

@Override

public void windowActivated(WindowEvent e) {

}

@Override

public void windowClosed(WindowEvent e) {

}

@Override

public void windowDeactivated(WindowEvent e) {

}

@Override

public void windowDeiconified(WindowEvent e) {

}

@Override

public void windowIconified(WindowEvent e) {

}

@Override

public void windowOpened(WindowEvent e) {

}

}

**Output**:
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# Exercise 3: PipedStream

Write a program where a reader thread catches the stream of characters typed on the keyboard (*System.in*). When a full line has been typed (the key *<*enter*>* has been pressed) (*java.util.Scanner*), the line is put into a pipe (*java.io.PipedOutputStream*).

At the other end of the pipe, another thread reads the content of the pipe (*PipedInputStream*) and prints it in the text area (*javax.swing.JTextArea*) of a frame, line by line.

Could you kill the reader when the frame is closed?

**Summary for the PipedStream implementation:**

1. Reader Class handles the input of the text from the console which gets the input from the console through Scanner Class
2. In Reader PipedOutPutStream is used to send the message through the Pipe which is passed thorugh the constructor instantiation from the main Exo3 Class
3. In Writer PipedInputStream is used to receive the message from the pipe in bytes form (int) then converted to char which is then appended to string.
4. Exo3 Class contains the instantiation of PipedInputStream , PipedOutPutStream, as well as the instance variable are passed to the object constructors of Writer and Reader Class.
5. PipedInputStream is connected to the PipedOutPutStream through the connect method.
6. Then ExecutorService is used to create a threadpool with the threads of Reader and Writer objects
7. Threads are started through Executor Service.
8. Window Closing Event is handled in the where the current thread running is closed.

**Code:**

package masterInt.CandP.exo3;

import java.awt.FlowLayout;

import java.awt.event.WindowEvent;

import java.awt.event.WindowListener;

import java.io.BufferedReader;

import java.io.ByteArrayInputStream;

import java.io.DataInputStream;

import java.io.IOException;

import java.io.InputStream;

import java.io.InputStreamReader;

import java.io.PipedInputStream;

import javax.swing.JFrame;

import javax.swing.JTextArea;

public class Printer extends JFrame implements WindowListener, Runnable {

private static final long serialVersionUID = 4835711038057686272L;

PipedInputStream pipedInputStream = null;

private JTextArea textarea;

public Printer(PipedInputStream \_pipe) {

this.pipedInputStream = \_pipe;

// Set up the window

this.setSize(250, 200);

this.setDefaultCloseOperation(DO\_NOTHING\_ON\_CLOSE);

this.setLayout(new FlowLayout());

this.addWindowListener(this);

// Set up the text area

textarea = new JTextArea(9, 20);

textarea.setEditable(false);

this.add(textarea);

this.setVisible(true);

}

// Read when available

// And print in the Text area

@Override

public void run() {

while (true) {

StringBuilder fina = new StringBuilder();

char text;

int c;

try {

int count = pipedInputStream.available();

for (int i = 0; i < count; i++) {

text = (char) pipedInputStream.read();

fina.append(text);

}

if (!fina.toString().isEmpty()) {

textarea.append(fina.toString() + "\n");

}

} catch (IOException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

try {

Thread.sleep(5000);

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

public String convertto(InputStream is) {

StringBuilder sb = null;

String a;

BufferedReader br = new BufferedReader(new InputStreamReader(is));

try {

while ((a = br.readLine()) != null) {

sb.append(a);

}

} catch (IOException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

return sb.toString();

}

// Kill the thread before killing the program

@Override

public void windowClosing(WindowEvent arg0) {

Thread.currentThread().interrupt();

this.setVisible(false);

System.exit(0);

}

@Override

public void windowActivated(WindowEvent arg0) {

}

@Override

public void windowClosed(WindowEvent arg0) {

}

@Override

public void windowDeactivated(WindowEvent arg0) {

}

@Override

public void windowDeiconified(WindowEvent arg0) {

}

@Override

public void windowIconified(WindowEvent arg0) {

}

@Override

public void windowOpened(WindowEvent arg0) {

}

}

**package** masterInt.CandP.exo3;

**import** java.io.IOException;

**import** java.io.PipedOutputStream;

**import** java.util.Scanner;

**public** **class** Reader **implements** Runnable {

String lines = **null**;

PipedOutputStream pipedOutputStream = **null**;

**public** Reader(PipedOutputStream pipedOutputStream) {

**this**.pipedOutputStream = pipedOutputStream;

}

// Read input stream when available

// send it in the pipe

**public** **void** run() {

**while** (**true**) {

System.***out***.println("Enter the stream");

Scanner scanner = **new** Scanner(System.***in***);

String total = "";

String input = scanner.next();

total += input;

**if** (**true**) {

**try** {

pipedOutputStream.write(total.getBytes());

**try** {

Thread.*sleep*(500);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

} **catch** (IOException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

}

}

package masterInt.CandP.exo3;

import java.io.IOException;

import java.io.PipedOutputStream;

import java.util.Scanner;

import java.util.concurrent.ExecutorService;

import java.util.concurrent.Executors;

import java.io.PipedInputStream;

public class Exo3 {

public static void main(String[] args) {

PipedOutputStream pipedOutputStream = new PipedOutputStream();

PipedInputStream pipedInputStream = new PipedInputStream();

try {

pipedOutputStream.connect(pipedInputStream);

} catch (IOException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

// Create the printer and the reader

Reader reader = new Reader(pipedOutputStream);

Printer printer = new Printer(pipedInputStream);

// Start them

Thread threadReader = new Thread(reader);

Thread threadWriter = new Thread(printer);

ExecutorService service = Executors.newFixedThreadPool(2);

service.execute(threadReader);

service.execute(threadWriter);

}

}

**Output:**

![](data:image/png;base64,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)

# Exercise 4: Parallel bubble sort

Write a program which takes as input a huge array of numbers. This array is split into *n* sub-arrays and *n* threads apply a bubble sort on each of the *n* sub-arrays. Lastly, another thread merges the *n* sorted sub-arrays into one with the same size as the original array. Of course, the resulting array should be sorted.

Compare the execution of a sequential bubble sort on an array of 40000 elements with the execution of the parallel version (as described above).

**Summary for the Parallel Bubble Sort implementation:**

1. Bubble Sorter Class Implements the Runnable Interface and overrides the run() method where the bubble\_srt() method is called.
2. In Exo4 the Divide and Conquer method is applied to divide the 40000 elements to each of 10000 elements 4 times(n times)
3. Here 4 threads are run in concurrent mode and all of them are made to join (wait for the other threads to finish execution)
4. Then each of the individual rows are then merged using fusion of the input array.
5. Here fusion thread is made to execute and then made to join so that when the execution is complete the result array is then
6. Parallel Execution of threads employs dividing the computation task upto n threads and then they are finally merged using a single thread.
7. On comparing the parallel execution of the bubble sort , with the sequential bubble sort

**Sequential bubble sort time: 4087 ms**

**Parallel Sorting Time: 236 ms**

Parallel Sorting Time is much faster compared to the sequential sorting since the time to compute a much bigger elements of 10000 elements of 4 times is much easier compared to 40000 since he time to merge or fuse a sorted sub array of elements is much faster.

**Code:**

**package** masterInt.CandP.exo4;

//This class implements the bubble sorting algorithm in a thread

**public** **class** BubbleSorter **implements** Runnable {

**private** **int**[] tab;

**public** BubbleSorter(**int**[] \_tab) {

**super**();

**this**.tab = \_tab;

// ...

}

// Run the bubble sort algorithm on tab.

@Override

**public** **void** run() {

**long** start\_time = System.*currentTimeMillis*();

bubble\_srt();

System.***out***.println("Bubble Sorting time=" + (System.*currentTimeMillis*()-start\_time) + " ms");

}

// Here is the bubble sort algorithm on tab

**public** **void** bubble\_srt() {

**int** t, n = tab.length;

**for** (**int** i = 0; i < n; i++)

**for** (**int** j = 1; j < (n - i); j++)

**if** (tab[j - 1] > tab[j]) {

t = tab[j - 1];

tab[j - 1] = tab[j];

tab[j] = t;

}

}

// This main aims at trying the bubble sorting algorithm and compare the

// sequential sorting with the parallel sorting

**public** **static** **void** main(String[] args) {

// Set up the table with random values

**int** size = 40000;

**int**[] tab = **new** **int**[size];

**for** (**int** i = 0; i < size; i++) {

tab[i] = (**int**) (Math.*random*() \* size);

}

// Do the bubble sort ...

**long** start\_time = System.*currentTimeMillis*();

**int** t, n = tab.length;

**for** (**int** i = 0; i < n; i++) {

**for** (**int** j = 1; j < (n - i); j++) {

**if** (tab[j - 1] > tab[j]) {

t = tab[j - 1];

tab[j - 1] = tab[j];

tab[j] = t;

}

}

}

System.***out***.println("Bubble Sorting time=" + (System.*currentTimeMillis*() - start\_time) + " ms");

}

}

**package** masterInt.CandP.exo4;

//This class implements the fusion operation in a thread

**public** **class** Fusion **implements** Runnable {

**private** **int**[][] tab;

**private** **int**[] result;

**public** Fusion(**int**[][] \_tab) {

**this**.tab = \_tab;

}

// Run the fusion algorithm on tab

**public** **void** run() {

**long** start\_time = System.*currentTimeMillis*();

fusion();

System.***out***.println("Fusion time=" + (System.*currentTimeMillis*() - start\_time) + " ms");

}

// Implement the fusion algorithm

**private** **int**[] fusion() {

**int** size = 0;

**int** tabIndex;

// Set up the size of the resulting merged table

**for** (**int** i = 0; i < tab.length; i++)

size += tab[i].length;

**int**[] result = **new** **int**[size];

// Set up the indices table

**int**[] indices = **new** **int**[tab.length];

**for** (**int** i = 0; i < tab.length; i++)

indices[i] = 0;

// Fill up the resulting merged table

**for** (**int** i = 0; i < result.length; i++) {

// Find the first table where there is still values to merge

tabIndex = -1;

**for** (**int** j = 0; j < tab.length; j++)

**if** (indices[j] < tab[j].length) {

tabIndex = j;

**break**;

}

// Compare the value in the current table with the value in the next table

**for** (**int** j = tabIndex + 1; j < tab.length; j++) {

**if** ((indices[j] < tab[j].length) && (tab[tabIndex][indices[tabIndex]] > tab[j][indices[j]]))

tabIndex = j;

}

// Add the correct value to the resulting merged table

result[i] = tab[tabIndex][indices[tabIndex]];

// Increase the index for the correct table

indices[tabIndex]++;

}

**this**.result = result;

**return** result;

}

// Get the resulting merged table

**public** **int**[] getResult() {

**return** result;

}

}

**package** masterInt.CandP.exo4;

**public** **class** Exo4 {

/\*\*

\* **@param** args

\*/

**public** **static** **void** main(String[] args) {

// Set up the table with random values

**int** nb = 4; // number of tables

**int** size = 10000;// Size of each table

**int**[][] tab = **new** **int**[nb][size];

**for** (**int** i = 0; i < nb; i++) {

**for** (**int** j = 0; j < size; j++) {

tab[i][j] = (**int**) (Math.*random*() \* size);

}

}

/\*

\* //Print the original tabs for(int i=0;i<nb;i++) { for(int j=0;j<size;j++)

\* System.out.print(""+tab[i][j]); System.out.println("\n"); }

\*/

// Create the bubble sorters

BubbleSorter bubbleSorterfirst = **new** BubbleSorter(tab[0]);

Thread firstthread = **new** Thread(bubbleSorterfirst);

BubbleSorter bubbleSortersecond = **new** BubbleSorter(tab[1]);

Thread secondthread = **new** Thread(bubbleSortersecond);

BubbleSorter bubbleSorterThird = **new** BubbleSorter(tab[2]);

Thread thirdthread = **new** Thread(bubbleSorterThird);

BubbleSorter bubbleSorterfourth = **new** BubbleSorter(tab[3]);

Thread fourththread = **new** Thread(bubbleSorterfourth);

// Get the current time

**long** start\_time = System.*currentTimeMillis*();

// Do bubble sorting

firstthread.start();

secondthread.start();

thirdthread.start();

fourththread.start();

// Waiting for the Bubble sorters

**try** {

firstthread.join();

secondthread.join();

thirdthread.join();

fourththread.join();

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

// Do the fusion

// Wait for the fusion to complete

Fusion fusion = **new** Fusion(tab);

Thread threadfusion = **new** Thread(fusion);

threadfusion.start();

**try** {

threadfusion.join();

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

**int**[] mergedTab = fusion.getResult();

// Print the total execution time

System.***out***.println("Total time=" + (System.*currentTimeMillis*() - start\_time) + "ms");

// Print result

**for** (**int** ij = 0; ij < mergedTab.length; ij++) {

System.***out***.println("" + mergedTab[ij]);

}

}

}

**Output:**

**Parallel Sorting:**

Bubble Sorting time=227 ms

Bubble Sorting time=227 ms

Bubble Sorting time=228 ms

Bubble Sorting time=230 ms

Fusion time=5 ms

Total time=236ms

**Sequential Sorting:**

Bubble Sorting time=4087 ms

1