**Practical – 1**

**Aim :- Write down a program to implement Caesar Cipher Encryption.**

#include <stdio.h>

int main()

{

    char message[100], ch;

    int i, key;

    printf("\nEnter a message to encrypt: ");

    gets(message);

    printf("Enter key: ");

    scanf("%d", &key);

    for (i = 0; message[i] != '\0'; ++i)

    {

        ch = message[i];

        if (ch >= 'a' && ch <= 'z')

        {

            ch = ch + key;

            if (ch > 'z')

            {

                ch = ch - 'z' + 'a' - 1;

            }

            message[i] = ch;

        }

        else if (ch >= 'A' && ch <= 'Z')

        {

            ch = ch + key;

            if (ch > 'Z')

            {

                ch = ch - 'Z' + 'A' - 1;

            }

            message[i] = ch;

        }

    }

    printf("\nEncrypted message: %s\n", message);

    for (i = 0; message[i] != '\0'; ++i)

    {

        ch = message[i];

        if (ch >= 'a' && ch <= 'z')

        {

            ch = ch - key;

            if (ch < 'a')

            {

                ch = ch + 'z' - 'a' + 1;

            }

            message[i] = ch;

        }

        else if (ch >= 'A' && ch <= 'Z')

        {

            ch = ch - key;

            if (ch < 'A')

            {

                ch = ch + 'Z' - 'A' + 1;

            }

            message[i] = ch;

        }

    }

    printf("\nDecrypted message: %s\n\n", message);

    return 0;

}

**Output:**

![](data:image/png;base64,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)

**Practical – 2**

**Aim :- W.A.P. to implement Affine Cipher with equation c=3x+12.**

#include <iostream>

#include <string.h>

#include <stdlib.h>

using namespace std;

string encryptionMessage(string Msg)

{

    string CTxt = "";

    int a = 3;

    int b = 12;

    for (int i = 0; i < Msg.length(); i++)

    {

        CTxt = CTxt + (char)((((a \* Msg[i]) + b) % 26) + 65);

    }

    return CTxt;

}

string decryptionMessage(string CTxt)

{

    string Msg = "";

    int a = 3;

    int b = 12;

    int a\_inv = 0;

    int flag = 0;

    for (int i = 0; i < 26; i++)

    {

        flag = (a \* i) % 26;

        if (flag == 1)

        {

            a\_inv = i;

        }

    }

    for (int i = 0; i < CTxt.length(); i++)

    {

        Msg = Msg + (char)(((a\_inv \* ((CTxt[i] - b)) % 26)) + 65);

    }

    return Msg;

}

int main(int argc, char \*\*argv)

{

    cout << "\nEnter the message: ";

    string message;

    cin >> message;

    cout << "Message is :" << message;

    cout << "\n\nEncrypted Message is : " << encryptionMessage(message);

    cout << "\n\nDecrypted Message is: " << decryptionMessage(encryptionMessage(message)) << endl << endl;

}

**Ouput:**
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**Practical – 3**

**Aim : W.A.P. to implement Playfair Cipher with key ldrp**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define SIZE 30

void toLowerCase(char plain[], int ps)

{

    int i;

    for (i = 0; i < ps; i++)

    {

        if (plain[i] > 64 && plain[i] < 91)

            plain[i] += 32;

    }

}

int removeSpaces(char \*plain, int ps)

{

    int i, count = 0;

    for (i = 0; i < ps; i++)

        if (plain[i] != ' ')

            plain[count++] = plain[i];

    plain[count] = '\0';

    return count;

}

void generateKeyTable(char key[], int ks, char keyT[5][5])

{

    int i, j, k, flag = 0, \*dicty;

    dicty = (int \*)calloc(26, sizeof(int));

    for (i = 0; i < ks; i++)

    {

        if (key[i] != 'j')

            dicty[key[i] - 97] = 2;

    }

    dicty['j' - 97] = 1;

    i = 0;

    j = 0;

    for (k = 0; k < ks; k++)

    {

        if (dicty[key[k] - 97] == 2)

        {

            dicty[key[k] - 97] -= 1;

            keyT[i][j] = key[k];

            j++;

            if (j == 5)

            {

                i++;

                j = 0;

            }

        }

    }

    for (k = 0; k < 26; k++)

    {

        if (dicty[k] == 0)

        {

            keyT[i][j] = (char)(k + 97);

            j++;

            if (j == 5)

            {

                i++;

                j = 0;

            }

        }

    }

}

void search(char keyT[5][5], char a, char b, int arr[])

{

    int i, j;

    if (a == 'j')

        a = 'i';

    else if (b == 'j')

        b = 'i';

    for (i = 0; i < 5; i++)

    {

        for (j = 0; j < 5; j++)

        {

            if (keyT[i][j] == a)

            {

                arr[0] = i;

                arr[1] = j;

            }

            else if (keyT[i][j] == b)

            {

                arr[2] = i;

                arr[3] = j;

            }

        }

    }

}

int mod5(int a) { return (a % 5); }

int prepare(char str[], int ptrs)

{

    if (ptrs % 2 != 0)

    {

        str[ptrs++] = 'z';

        str[ptrs] = '\0';

    }

    return ptrs;

}

void encrypt(char str[], char keyT[5][5], int ps)

{

    int i, a[4];

    for (i = 0; i < ps; i += 2)

    {

        search(keyT, str[i], str[i + 1], a);

        if (a[0] == a[2])

        {

            str[i] = keyT[a[0]][mod5(a[1] + 1)];

            str[i + 1] = keyT[a[0]][mod5(a[3] + 1)];

        }

        else if (a[1] == a[3])

        {

            str[i] = keyT[mod5(a[0] + 1)][a[1]];

            str[i + 1] = keyT[mod5(a[2] + 1)][a[1]];

        }

        else

        {

            str[i] = keyT[a[0]][a[3]];

            str[i + 1] = keyT[a[2]][a[1]];

        }

    }

}

void encryptByPlayfairCipher(char str[], char key[])

{

    char ps, ks, keyT[5][5];

    ks = strlen(key);

    ks = removeSpaces(key, ks);

    toLowerCase(key, ks);

    ps = strlen(str);

    toLowerCase(str, ps);

    ps = removeSpaces(str, ps);

    ps = prepare(str, ps);

    generateKeyTable(key, ks, keyT);

    encrypt(str, keyT, ps);

}

int main()

{

    char str[SIZE], key[SIZE];

    strcpy(key, "ldrp");

    printf("\n\nKey text: %s\n", key);

    strcpy(str, "Ksv is a university");

    printf("Plain text: %s\n\n", str);

    encryptByPlayfairCipher(str, key);

    printf("Cipher text: %s\n\n", str);

    return 0;

}

**Output :**

![](data:image/png;base64,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)

**Practical – 4**

**Aim : W.A.P. to implement polyalphabetic Cipher.**

#include <stdio.h>

#include <conio.h>

#include <string.h>

void main()

{

    char msg[30], key[30], k[20], ct[20], pt[20];

    int lenm, lenk, i, j;

    printf("\nEnter Message : ");

    gets(msg);

    printf("Enter Key : ");

    gets(key);

    lenm = strlen(msg);

    lenk = strlen(key);

    for (i = 0; i < lenm; i++, j++)

    {

        if (j == lenk)

            j = 0;

        k[i] = key[j];

    }

    for (i = 0; i < lenm; i++)

    {

        ct[i] = ((msg[i] + k[i]) % 26) + 'A';

    }

    ct[i] = '\0';

    for (i = 0; i < lenm; i++)

    {

        pt[i] = (((ct[i] - k[i]) + 26) % 26) + 'A';

    }

    pt[i] = '\0';

    printf("\n\nEncrypted Message : %s", ct);

    printf("\n\nDecrypted Message : %s\n", pt);

}

**Output:**

**![](data:image/png;base64,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)**

**Practical – 5**

**Aim : W.A.P. to implement AutoKey.**

public class p5 {

    private static final String alphabet = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

    public static void main(String[] args) {

        String msg = "DYASH";

        String key = "HII";

        if (key.matches("[-+]?\\d\*\\.?\\d+"))

            key = "" + alphabet.charAt(Integer.parseInt(key));

        String enc = autoEncryption(msg, key);

        System.out.println("\nPlaintext : " + msg);

        System.out.println("\nEncrypted : " + enc);

        System.out.println("\nDecrypted : " + autoDecryption(enc, key) + "\n");

    }

    public static String autoEncryption(String msg, String key) {

        int len = msg.length();

        String newKey = key.concat(msg);

        newKey = newKey.substring(0, newKey.length() - key.length());

        String encryptMsg = "";

        for (int x = 0; x < len; x++) {

            int first = alphabet.indexOf(msg.charAt(x));

            int second = alphabet.indexOf(newKey.charAt(x));

            int total = (first + second) % 26;

            encryptMsg += alphabet.charAt(total);

        }

        return encryptMsg;

    }

    public static String autoDecryption(String msg, String key) {

        String currentKey = key;

        String decryptMsg = "";

        // applying decryption algorithm

        for (int x = 0; x < msg.length(); x++) {

            int get1 = alphabet.indexOf(msg.charAt(x));

            int get2 = alphabet.indexOf(currentKey.charAt(x));

            int total = (get1 - get2) % 26;

            total = (total < 0) ? total + 26 : total;

            decryptMsg += alphabet.charAt(total);

            currentKey += alphabet.charAt(total);

        }

        return decryptMsg;

    }

}

**Output:**

![](data:image/png;base64,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)