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**Changes to the lexical analyzer**

**‘-‘ 기호의 처리**

기존에는 ‘-‘ 기호의 위치를 연산자와 음수 둘 중 하나로 결정하는 데에 세 가지 기준점을 두었습니다.

1. 기호 앞에 ‘=’ (w.s) 가 오는 경우
2. 기호 앞에 <ARITHMETIC OPERATER> (w.s) 가 오는 경우
3. 기호 앞에 ‘,’ (w.s) 가 오는 경우

여기에 ‘(‘(left paren)과 ‘{‘(left brace)가 오는 경우를 네번째 기준으로 추가 하였습니다.

1. 기호 앞에 ‘(’ (w.s) 혹은 ‘{‘ (w.s) 가 오는 경우

|  |
| --- |
| **if** (  output[idx][0] == "ASSIGNMENT OPERATOR"  **or** output[idx][0] == "ARITHMETIC OPERATOR"  **or** output[idx][0] == "COMMA"  **or** output[idx][0] == "LPAREN"  **or** output[idx][0] == "LBRACE"  ):  output.pop()  value = "-" + value |

**토큰의 간략화**

저희는 토큰을 표기할 때, 꺽쇠를 사용해 표기하고 있었습니다. Syntax analyzer의 자료처리 편의성을 위해 꺽쇠를 제거 하였습니다.

|  |  |
| --- | --- |
| **Before** | **After** |
| <SIGNED INTEGER> 30 | SIGNED INTEGER 30 |

**Non-ambiguous CFG G and SLR parsing table**

**Ambiguity 제거 및 테이블 구현**

과제 공지대로, 2개의 ambiguity를 제거하기 위해, 먼저 ambiguity가 발생하는 CFG rule을 찾아보았습니다.

그 결과, 다음 2개의 ambiguity를 발견했습니다.

1. 덧셈과 곱셈 우선순위 반영되어 있지 않음
2. 조건식의 우선순위 반영되어 있지 않음

이를 고치기 위해, 다음의 과정을 거쳤습니다.

먼저, 덧셈과 곱셈에 대한 우선순위 문제는 강의록을 참고하여 그대로 수정하였습니다. 그리고, 해당 해결법이 꼬리를 무는 식의 CFG rule을 만들어서 해결한다는 점에 착안하여 조건식도 다음과 같이 수정하였습니다.

|  |  |
| --- | --- |
|  |  |
|  |

그렇게 하여, 저희 팀의 CFG는 다음과 같이 작성할 수 있었습니다. S는 dummy start입니다.

|  |
| --- |
| **Non-ambiguous CFG G**  S -> CODE  CODE -> CDECL CODE  CODE -> FDECL CODE  CODE -> VDECL CODE  CODE -> '' VDECL -> vtype id semi  VDECL -> vtype ASSIGN semi ASSIGN -> id assign RHS RHS -> EXPR  RHS -> literal  RHS -> character  RHS -> boolstr EXPR -> T addsub EXPR EXPR -> T T -> F multdiv T T -> F F -> lparen EXPR rparen  F -> id  F -> num FDECL -> vtype id lparen ARG rparen lbrace BLOCK RETURN rbrace ARG -> vtype id MOREARGS ARG -> '' MOREARGS -> comma vtype id MOREARGS  MOREARGS -> '' BLOCK -> STMT BLOCK BLOCK -> '' STMT -> VDECL  STMT -> ASSIGN semi STMT -> if lparen COND rparen lbrace BLOCK rbrace ELSE STMT -> while lparen COND rparen lbrace BLOCK rbrace COND -> C comp COND COND -> C C -> boolstr ELSE -> else lbrace BLOCK rbrace  ELSE -> '' RETURN -> return RHS semi CDECL -> class id lbrace ODECL rbrace ODECL -> VDECL ODECL ODECL -> FDECL ODECL  ODECL -> '' |

위의 CFG를 [*SLR Parser Generator*](http://jsmachines.sourceforge.net/machines/slr.html)*[[1]](#footnote-1)*에 돌려서 SLR Table을 얻을 수 있었습니다.

해당 SLR Table의 HTML을 [*HTML to JSON converter*](https://toolslick.com/conversion/data/html-to-json)*[[2]](#footnote-2)*를 활용하여 변환하여, JSON 파일을 얻었습니다. 그 후 이 파일을 파서에서 사용하기 쉽게, 약간의 변형을 거쳐서 다음의 형태로 가공 하였습니다.

|  |
| --- |
| syntax\_analyzer = {  0: {  "vtype": ["s", 6],  "class": ["s", 5],  "$": ["r", 4],  "CODE": 1,  "VDECL": 4,  "FDECL": 3,  "CDECL": 2,  },  1: {  "$": "acc",  },  2: {  "vtype": ["s", 6],  "class": ["s", 5],  "$": ["r", 4],  "CODE": 7,  "VDECL": 4,  "FDECL": 3,  "CDECL": 2,  },  3: {  "vtype": ["s", 6],  "class": ["s", 5],  "$": ["r", 4],  "CODE": 8,  "VDECL": 4,  "FDECL": 3,  "CDECL": 2,  }, |

SLR table의 state는 첫 Key가 되게 했고, state에 따른 value에서는 다음 input값 혹은 GOTO에 따라서 처리해야할 동작을 정의하였습니다. Shift 해야 할 경우엔 s, Reduce 해야 할 경우엔 r로 구분하였습니다. 파서는 동작을 수행하면서, 이 파이썬 Dictionary 형태의 테이블을 계속 참조하며 진행하게 됩니다.

JSON 파일은 slr.json, SLR table은 Syntax\_Analyzer/table.py에서 확인하실 수 있습니다.

Reduce 규칙은 다음과 같습니다. CFG G를 역순으로 배치해 놓았습니다.

|  |
| --- |
| reduce = {  0: {"CODE": "S"},  1: {"CDECL CODE": "CODE"},  2: {"FDECL CODE": "CODE"},  3: {"VDECL CODE": "CODE"},  4: {"": "CODE"},  5: {"vtype id semi": "VDECL"},  6: {"vtype ASSIGN semi": "VDECL"},  7: {"id assign RHS": "ASSIGN"},  8: {"EXPR": "RHS"},  9: {"literal": "RHS"},  10: {"character": "RHS"},  11: {"boolstr": "RHS"},  12: {"T addsub EXPR": "EXPR"},  13: {"T": "EXPR"},  14: {"F multdiv T": "T"},  15: {"F": "T"},  16: {"lparen EXPR rparen": "F"},  17: {"id": "F"},  18: {"num": "F"},  19: {"vtype id lparen ARG rparen lbrace BLOCK RETURN rbrace": "FDECL"},  20: {"vtype id MOREARGS": "ARG"},  21: {"": "ARG"},  22: {"comma vtype id MOREARGS": "MOREARGS"},  23: {"": "MOREARGS"},  24: {"STMT BLOCK": "BLOCK"},  25: {"": "BLOCK"},  26: {"VDECL": "STMT"},  27: {"ASSIGN semi": "STMT"},  28: {"if lparen COND rparen lbrace BLOCK rbrace ELSE": "STMT"},  29: {"while lparen COND rparen lbrace BLOCK rbrace": "STMT"},  30: {"C comp COND": "COND"},  31: {"C": "COND"},  32: {"boolstr": "C"},  33: {"else lbrace BLOCK rbrace": "ELSE"},  34: {"": "ELSE"},  35: {"return RHS semi": "RETURN"},  36: {"class id lbrace ODECL rbrace": "CDECL"},  37: {"VDECL ODECL": "ODECL"},  38: {"FDECL ODECL": "ODECL"},  39: {"": "ODECL"},  } |

**All about how syntax analyzer works**

**Syntax analyzer 동작 방식**

파서는 크게 다음과 같이 동작합니다.

1. Lexical analyzer에서의 결과 파일을 받아옵니다.
2. 토큰 이름을 CFG G에 맞게 번역합니다.
3. 번역된 토큰을 input\_token 덱에 순서대로 넣습니다.
4. 스택에 시작 위치인 0 을 삽입합니다.
5. 스택에서 현재 위치를 불러오고 SLR table을 참조해 이번 action을 받아옵니다.
   1. 만약 action이 shift 혹은 reduce라면
      1. Shift: input\_token에서 stack으로 토큰을 하나 shift한 후, 현재 action(next state)을 push합니다.
      2. Reduce: 이번 action의 reduce rule을 확인한 뒤, stack에서 알맞은 만큼의 토큰을 pop한 후 reduce된 non-terminal을 push합니다.
   2. 만약 action이 goto라면 현 action(next state)를 stack에 push합니다.
   3. 그렇지 않다면(action을 찾을 수 없다면) reject합니다.
6. Action이 accept가 나올때까지 5. 을 반복합니다.

먼저 각종 테이블들을 받아 왔습니다.

|  |
| --- |
| *# Load reduce, slr and convert tables*  reduce = table.reduce  syntax\_analyzer = table.syntax\_analyzer  convert\_token = table.convert\_token  input\_token = deque() |

변환을 위한 convert table은 다음과 같이 구성 했습니다. 전에 정의한 토큰 이름을 딕셔너리로 치환할 수 있게 하고, 산술 연산자와 키워드도 따로 처리할 수 있게 하였습니다.

|  |
| --- |
| *# Replace tokens in the lexical analyzer with terms that match the terminal*  convert\_token = {  "SINGLE CHARACTER": "character",  "VARIABLE TYPE": "vtype",  "SIGNED INTEGER": "num",  "BOOLEAN STRING": "boolstr",  "ARITHMETIC OPERATOR": ["addsub", "multdiv"],  "ASSIGNMENT OPERATOR": "assign",  "COMPARISON OPERATOR": "comp",  "TERMINATING SYMBOL": "semi",  "LPAREN": "lparen",  "RPAREN": "rparen",  "LBRACE": "lbrace",  "RBRACE": "rbrace",  "COMMA": "comma",  "LITERAL STRING": "literal",  "IDENTIFIER": "id",  "KEYWORD": ["if", "else", "while", "class", "return"],  } |

다음은 convert\_table을 이용해서 input\_token덱에 토큰 이름들을 치환해 넣는 과정입니다.

|  |
| --- |
| F = open(filePath.split(“.”)[0] + “\_lexer\_output.txt”, “r”)  **for** tokens **in** f:  token = tokens.split(" ")  *# print(token)*  line = token.pop(0)  value = token.pop().strip()  *# Separation of token and value*  **while** len(token) > 2:  value = token.pop().strip()  token = " ".join(token)  *# Handle arithmetic operators and keywords*  **if** token == "ARITHMETIC OPERATOR":  **if** value == "+" **or** value == "-":  input\_token.append((int(line), convert\_token[token][0]))  **else**:  input\_token.append((int(line), convert\_token[token][1]))  **elif** token == "KEYWORD":  input\_token.append((int(line), value))  **else**:  input\_token.append((int(line), convert\_token[token]))  f.close() |

마지막에 종료기호를 넣어준 뒤, stack에도 시작 위치인 0을 삽입해 줍니다.

|  |
| --- |
| *# Insert terminating character*  input\_token.append((input\_token[len(input\_token) - 1][0] + 1, "$"))  *# Insert starting state into the "stack"*  stack = deque()  stack.append(0)  action = "" |

스택에 계속 현재 위치를 삽입해 줄 것인데, 이를 통한 이점은 두 가지가 있습니다.

1. 왼쪽 문자열이 viable prefix인지 매번 검사할 필요가 없습니다.
2. 다음 action을 받아올 때 스택에서 현 위치를 확인해 바로 받아올 수 있습니다.

위치를 계속 넣어 준다면 SLR table에서 현 위치를 바로 얻어올 수 있고, 다음 input에 대한 action이 존재하지 않다면 viable prefix가 아니게 됩니다. 이는 다르게 말하면 action이 있다면 viable prefix임을 증명해 주는 것입니다.

다음은 action을 받아오는 코드입니다. stack에서 현 위치를 파악해 SLR table에서 다음 action을 가져옵니다. 만약 action이 없다면 reject합니다.

|  |
| --- |
| **if** str(stack[-1]).isdigit():  **if** input\_token[0][1] **in** syntax\_analyzer[stack[-1]]:  action = syntax\_analyzer[stack[-1]][input\_token[0][1]]  **else**:  print(  "reject at line",  input\_token[0][0],  "and input token is",  input\_token[0][1],  )  exit(1)  **else**:  **if** stack[-1] **in** syntax\_analyzer[stack[-2]]:  action = syntax\_analyzer[stack[-2]][stack[-1]]  **else**:  print(  "reject at line",  input\_token[0][0],  "and input token is",  input\_token[0][1],  )  exit(1) |

그 후 받은 action을 바탕으로 알맞은 문자열을 stack에 넣습니다.

|  |
| --- |
| **if** isinstance(action, list):  *# we don't have to qualify left substring every time because we put in state in stack*  *# it imply left substring is viable prefix if it has rule in str table*  *# do shift*  **if** action[0] == "s":  stack.append(input\_token.popleft()[1])  stack.append(action[1])  *# do reduce*  **else**:  **if** "" **in** reduce[action[1]]:  stack.append(reduce[action[1]][""])  **else**:  tmp = deque()  **while** " ".join(tmp) **not** **in** reduce[action[1]]:  t = str(stack.pop())  **if** t.isalpha():  tmp.appendleft(t)  stack.append(reduce[action[1]][" ".join(tmp)])  *# do "goto" action*  **else**:  stack.append(action) |

이와 같은 과정을 action이 accept가 될 때까지 반복합니다. 만약 성공적으로 수행했다면 마지막에 accept!를 출력하게 됩니다.

**에러 발생 시 원본 파일 라인 표시**

Syntax analysis 과정에서 에러가 발생할 경우, 원본 파일의 라인을 표시하기 위해 Lexical analyzier의 코드를 일부 변경하였습니다.

|  |
| --- |
| lineNumber = 1  **for** token, v **in** output:  *# skip white space*  **if** token == "WHITE SPACE":  **if** "**\n**" **in** v:  lineNumber += v.count("**\n**")  **continue**  f.write(str(lineNumber) + " " + token + " " + v + "**\n**")  print(token, v)  f.close() |

출력부에서, lineNumber라는 변수를 선언하였습니다. 그리고 WHITE SPACE를 만날 경우 기존에는 skip 하고 넘어갔었는데, 이제는 new line 문자의 수 만큼 lineNumber를 더하게 처리했고, 출력 시에도 lineNumber를 함께 출력하게 해서 Syntax analysis 중에 에러가 발생할 경우, 바로 원본 파일의 어느 라인인지 파악할 수 있게 했습니다.

**모듈화**

Lexical analyzer와 Syntax analyzer 모두 각각 동작할 수 있지만 동시에 수행할 수도 있도록 하였습니다. 다음은 실행 방법입니다.

|  |
| --- |
| lex\_and\_parse.py test2.java |

Cmd :
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**Test 파일**

다음과 같이 여러가지 문법들을 사용해 테스트 하였습니다. test2.java 파일입니다.

|  |
| --- |
| **class** **test** {  char ch='c';  int cl=a+b;  int main(int num1, String str) {  int \_aa\_a = -1;  char b\_b123 = 'c';  boolean \_\_cc = **true**;  String d\_\_d\_0 = "Hello World";  char \_123if = ' ';  int \_123if0 =-1-0;  **if**(**true**) {  \_aa\_a = 3923 + 41 - -1- -1-1-1;  }**else**{  **while**(**true**){  \_aa\_a=\_aa\_a+1;  }  b\_b123 = '3';  }  **return** 0;  }  int function(int num){  int a=3;  int b=4;  num=a+b;  **return** num;  }  }  **class** **test2** {  int temp(int num1, String str) {  int t = -1;  char b\_b123 = 'c';  boolean \_\_cc = **true**;  String d\_\_d\_0 = "Hello World";  char \_123if = ' ';  int \_123if0 =-1-0;  **if**(**true**) {  t = 3923 + 41 - -1- -1-1-1;  **if**(**true**){  }**else**{  int d=5;  }  }**else**{} **if**(**true**){  b\_b123 = '3';  }**else**{  \_\_cc=**false**;  }  **return** 0;  }  int function1(int num){  int a=3;  int b=4;  num=((a+b)\*(a-b))+b;  b=b\*(a+b);  **while**(**true**!=**false**){  a=a+1;  **while**(**true**){  int c=2;  }  }  String str1="STR";  **return** num+a\*b;  }  String function2(String str, String str1, String str2, int num1, int num2, int num3){  **return** str;  }  int function3(){  **return** 0+1\*-1;  }  }  **class** **test3**{  int function4(){  **return** 0;  }  int num=-1231;  } |

에러를 잡는지 확인하기 위해 31번째 줄의 ‘}’를 제거했을 때의 결과입니다.

|  |
| --- |
| '''  int function(int num){  int a=3;  int b=4;  num=a+b;  **return** num;  }  **class** **test2** {  int temp(int num1, String str) {  int t = -1;  char b\_b123 = 'c';  ''' |

Cmd :

![](data:image/png;base64,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)

1. SLR Parser Generator <http://jsmachines.sourceforge.net/machines/slr.html> [↑](#footnote-ref-1)
2. HTML to JSON converter <https://toolslick.com/conversion/data/html-to-json> [↑](#footnote-ref-2)