Vimal Raj Viswaraj

M1135

Answers

Summer Camp JAVA Subjective Written Test

|  |  |  |  |
| --- | --- | --- | --- |
| **#** | **Questions** | **Topics Covered** | **Marks** |
| 1 | Write a program to demonstrate Last In First Out concept demonstration | Collection | 10 |
| 2 | Write a program to read all the lines from the text file. While printing, print only the alternate lines and amend “#” to every line that is printed | Files I/O Streams | 10 |
| 3 | Write a program to demonstrate constructor, encapsulation and Inheritance . | Constructor, Encapsulation & Inheritance | 10 |
| 4 | Write a program that will remove a given characters from the string (String = “REST ASSURED” , remove characters “ST” )  Write a program to compare two strings using JAVA Program | String function | 5 |
| 5 | Write a program to remove duplicate values from the has set that has the key value pair as below  Key 1: TestVal1  Key 2: TestVal2  Key 3: TestVal1  Key 4: TestVal2  Key 5: TestVal2  Key 6: TestVal3 | Collection | 5 |
| 6 | Write a program to illustrate method overloading and Interface | Method Overloading | 10 |

Answers:

1)

**import** java.util.LinkedList;

/\*

\* @Title: LastInFirstOut.java

\* @Description: Demonstrates Last In First Out concept using LinkedList

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** LastInFirstOut {

**public** **static** **void** main(String[] args) {

// LinkedList object is created

LinkedList<String> list = **new** LinkedList<String>();

// Data's are posted inside the list using add()

list.add("I'm");

list.add("writing");

list.add("exam");

list.add("on");

list.add("exam");

System.***out***.println("\*\*\*\*\*\*\*\*\*\*\*\*Last In First Out\*\*\*\*\*\*\*\*\*\*\*\*");

// Displays the complete list

System.***out***.println("List : " + list);

// Displays the last element

System.***out***.println("Last IN string is (Tail) : " + list.getLast());

// Removes the last element

list.removeLast();

// Displays the updated list

System.***out***.println("After removing last string (LIFO) : " + list);

}

}

Output:

![](data:image/png;base64,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)

2)

import java.io.BufferedReader;

import java.io.FileInputStream;

import java.io.IOException;

import java.io.InputStreamReader;

/\*

\* @Title: PrintingAlternateLinesInFiles.java

\* @Description: program to read all the lines from the text file.

\* While printing, print only the alternate lines and amend “#” to every line that is printed

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

public class PrintingAlternateLinesInFiles {

public static void main(String[] args) throws IOException {

// FileInputStream object is created

FileInputStream fstream = new FileInputStream("./SupportDocuments/Sales.txt");

// BufferedReader object is created and input file path is assigned

BufferedReader br = new BufferedReader(new InputStreamReader(fstream));

// Local variables assigned

String strLine;

int n = 1;

// Try block starts

try {

// Reads line by line

while ((strLine = br.readLine()) != null) {

// Prints only even lines

if (n % 2 == 0) {

// StringBuilder object is created a

StringBuilder obj = new StringBuilder(strLine);

// appends # to the end of each line

obj.append("#");

System.out.println(obj);

}

n++;

}

}

//Catch block

catch (IOException e) {

e.printStackTrace();

}

//Finally block

finally {

//closing the file stream

fstream.close();

}

}

}

Output

![](data:image/png;base64,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)

3)

/\*

\* @Title: EncapsulatedClass.java

\* @Description: Demonstrates Encapsulation

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** EncapsulatedClass {

// Private variables declared

**private** String userName;

**private** **int** empId;

// Getter methods

**public** String getUserName() {

**return** userName;

}

// Setter methods

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

// Getter methods

**public** **int** getEmpId() {

**return** empId;

}

// Setter methods

**public** **void** setEmpId(**int** empId) {

**this**.empId = empId;

}

}

**import** java.util.Random;

/\*

\* @Title: InheritedClass.java

\* @Description: Demonstrates Inheritance and Constructor

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** InheritedClass **extends** EncapsulatedClass {

// Constructor method

**public** InheritedClass() {

Random rand = **new** Random();

// Returns random number

System.***out***.println("Employee Record created : " + rand.nextInt());

}

}

**import** java.util.Scanner;

/\*

\* @Title: EncapsulationAndInheritance.java

\* @Description: Program to demonstrate constructor, encapsulation and Inheritance .

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** EncapsulationAndInheritance {

**public** **static** **void** main(String[] args) {

// InheritedClass object is created

InheritedClass obj = **new** InheritedClass();

// Scanner class defined

Scanner input = **new** Scanner(System.***in***);

System.***out***.println("Enter Name : ");

// Gets input from user

String name = input.next();

obj.setUserName(name);

System.***out***.println("Enter Employee Id : ");

**int** emp = input.nextInt();

obj.setEmpId(emp);

// Displays the details stored

System.***out***.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Details\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

System.***out***.println("Name: " + obj.getUserName());

System.***out***.println("Id: " + obj.getEmpId());

}

}

Output

![](data:image/png;base64,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)

4)

/\*

\* @Title: StringFunction.java

\* @Description: Demonstrates replaceFirst and Compare methods

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** StringFunction {

**public** **static** **void** main(String[] args) {

/\* Write a program that will remove a given characters from the

string (String = “REST ASSURED” , remove characters “ST” )\*/

//Test string is defined

String testStr = "REST ASSURED";

//Replace the value from the string

System.***out***.println(testStr.replaceFirst("ST", ""));

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/\*Write a program to compare two strings using JAVA Program \*/

String sampleStr = "Vimal";

String sampleStr1 = "Raj";

// One way of comparing two string is using equals function

**if** (sampleStr.equals(sampleStr1)) {

System.***out***.println("Both string is same!");

}

**else** {

System.***out***.println("Both string is't same!");

}

}

}

Output

![](data:image/png;base64,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)

5)

**import** java.util.Collection;

**import** java.util.Collections;

**import** java.util.HashMap;

**import** java.util.Iterator;

/\*

\* @Title: KeyValue.java

\* @Description: Write a program to remove duplicate values from the has set that has the key value pair as below

Key 1: TestVal1

Key 2: TestVal2

Key 3: TestVal1

Key 4: TestVal2

Key 5: TestVal2

Key 6: TestVal3

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** KeyValue {

**public** **static** **void** main(String[] args) {

//HashMap object is created

HashMap<String, String> mapValues = **new** HashMap<String, String>();

//Values are put inside the HashMap

mapValues.put("Key 1", "TestVal1");

mapValues.put("Key 2", "TestVal2");

mapValues.put("Key 3", "TestVal1");

mapValues.put("Key 4", "TestVal2");

mapValues.put("Key 5", "TestVal2");

mapValues.put("Key 6", "TestVal3");

//Collection object is defined

Collection<String> list = mapValues.values();

//For loop using Iterator

**for** (Iterator<String> itr = list.iterator(); itr.hasNext();) {

//Checks the condition

**if** (Collections.*frequency*(list, itr.next()) > 1) {

//Removes the duplicate values

itr.remove();

}

}

//Displays the final list

System.***out***.println(mapValues);

}

}

Output

![](data:image/png;base64,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)

6)

/\*

\* @Title: InterfaceSample.java

\* @Description: Demonstrates Interface

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **interface** InterfaceSample {

//Declaring all methods as abstract

**abstract** **int** sum(**int** a, **int** b);

**abstract** **float** sum(**float** a, **float** b);

**abstract** **float** sum(**int** a, **float** b);

}

/\*

\* @Title: MethodOverloading.java

\* @Description: Demonstrates Method Overloading and Interface

\* @Author: Vimal Raj Viswaraj

\* @EmployeeId: M1135

\*/

**public** **class** MethodOverloading **implements** InterfaceSample {

@Override

**public** **int** sum(**int** a, **int** b) {

// **TODO** Auto-generated method stub

**return** a + b;

}

@Override

**public** **float** sum(**float** a, **float** b) {

// **TODO** Auto-generated method stub

**return** a + b;

}

@Override

**public** **float** sum(**int** a, **float** b) {

// **TODO** Auto-generated method stub

**return** a + b;

}

**public** **static** **void** main(String[] args) {

//Object for class is created

MethodOverloading obj = **new** MethodOverloading();

//Calling method

**int** sumInt = obj.sum(10, 20);

**float** sumFloat = obj.sum(5.5f, 8.9f);

**float** sumIntFloat = obj.sum(15, 98.78f);

//Displays the values

System.***out***.println("Sum of two integer is: " + sumInt);

System.***out***.println("Sum of two float is: " + sumFloat);

System.***out***.println("Sum of one integer and one float is: " + sumIntFloat);

}

}

Output

![](data:image/png;base64,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)