## Dana Miller

### Random Forest Assignment

drug = read\_csv("drug\_data-1.csv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_character(),  
## Column1 = col\_double(),  
## Column2 = col\_double(),  
## Column3 = col\_double(),  
## Column4 = col\_double(),  
## Column5 = col\_double(),  
## Column6 = col\_double(),  
## Column7 = col\_double(),  
## Column8 = col\_double(),  
## Column9 = col\_double(),  
## Column10 = col\_double(),  
## Column11 = col\_double(),  
## Column12 = col\_double(),  
## Column13 = col\_double()  
## )  
## i Use `spec()` for the full column specifications.

names(drug) =c("ID", "Age", "Gender", "Education", "Country", "Ethnicity","Nscore", "Escore", "Oscore", "Ascore", "Cscore", "Impulsive","SS", "Alcohol", "Amphet", "Amyl", "Benzos", "Caff",  
 "Cannabis","Choc", "Coke", "Crack", "Ecstasy", "Heroin", "Ketamine", "Legalh","LSD", "Meth", "Mushrooms", "Nicotine", "Semer", "VSA")  
# str(drug)

drug[drug=="CL0"] = "No"  
drug[drug=="CL1"] = "No"  
drug[drug=="CL2"] = "Yes"  
drug[drug=="CL3"] = "Yes"  
drug[drug=="CL4"] = "Yes"  
drug[drug=="CL5"] = "Yes"  
drug[drug=="CL6"] = "Yes"

drug\_clean = drug%>% mutate\_at(vars(Age:Ethnicity),funs(as\_factor))%>%  
 mutate(Age =factor(Age, labels =c("18\_24", "25\_34", "35\_44",  
 "45\_54", "55\_64", "65\_")))%>%  
 mutate(Gender =factor(Gender, labels =c("Male", "Female")))%>%  
 mutate(Education =factor(Education, labels =  
 c("Under16", "At16", "At17", "At18", "SomeCollege",  
 "ProfessionalCert", "Bachelors", "Masters", "Doctorate")))%>%  
 mutate(Country =factor(Country,  
 labels =c("USA", "NewZealand", "Other", "Australia",  
 "Ireland","Canada","UK")))%>%  
 mutate(Ethnicity =factor(Ethnicity,  
 labels =c("Black", "Asian", "White", "White/Black", "Other",  
 "White/Asian", "Black/Asian")))%>%  
 mutate\_at(vars(Alcohol:VSA),funs(as\_factor))%>%  
 select(-ID)

## Warning: `funs()` is deprecated as of dplyr 0.8.0.  
## Please use a list of either functions or lambdas:   
##   
## # Simple named list:   
## list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`:   
## tibble::lst(mean, median)  
##   
## # Using lambdas  
## list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_warnings()` to see where this warning was generated.

# str(drug\_clean)

drug\_clean = drug\_clean%>% select(!(Alcohol:Mushrooms))%>% select(!(Semer:VSA))  
names(drug\_clean)

## [1] "Age" "Gender" "Education" "Country" "Ethnicity" "Nscore"   
## [7] "Escore" "Oscore" "Ascore" "Cscore" "Impulsive" "SS"   
## [13] "Nicotine"

**Task 1**

skim(drug\_clean)

Data summary

|  |  |
| --- | --- |
| Name | drug\_clean |
| Number of rows | 1885 |
| Number of columns | 13 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| factor | 6 |
| numeric | 7 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: factor**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| skim\_variable | n\_missing | complete\_rate | ordered | n\_unique | top\_counts |
| Age | 0 | 1 | FALSE | 6 | 18\_: 643, 25\_: 481, 35\_: 356, 45\_: 294 |
| Gender | 0 | 1 | FALSE | 2 | Mal: 943, Fem: 942 |
| Education | 0 | 1 | FALSE | 9 | Som: 506, Bac: 480, Mas: 283, Pro: 270 |
| Country | 0 | 1 | FALSE | 7 | UK: 1044, USA: 557, Oth: 118, Can: 87 |
| Ethnicity | 0 | 1 | FALSE | 7 | Whi: 1720, Oth: 63, Bla: 33, Asi: 26 |
| Nicotine | 0 | 1 | FALSE | 2 | Yes: 1264, No: 621 |

**Variable type: numeric**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| Nscore | 0 | 1 | 0.00 | 1.00 | -3.46 | -0.68 | 0.04 | 0.63 | 3.27 | ▁▃▇▅▁ |
| Escore | 0 | 1 | 0.00 | 1.00 | -3.27 | -0.70 | 0.00 | 0.64 | 3.27 | ▁▃▇▃▁ |
| Oscore | 0 | 1 | 0.00 | 1.00 | -3.27 | -0.72 | -0.02 | 0.72 | 2.90 | ▁▃▇▆▁ |
| Ascore | 0 | 1 | 0.00 | 1.00 | -3.46 | -0.61 | -0.02 | 0.76 | 3.46 | ▁▃▇▃▁ |
| Cscore | 0 | 1 | 0.00 | 1.00 | -3.46 | -0.65 | -0.01 | 0.58 | 3.46 | ▁▃▇▃▁ |
| Impulsive | 0 | 1 | 0.01 | 0.95 | -2.56 | -0.71 | -0.22 | 0.53 | 2.90 | ▁▆▇▃▁ |
| SS | 0 | 1 | 0.00 | 0.96 | -2.08 | -0.53 | 0.08 | 0.77 | 1.92 | ▂▇▇▇▅ |

**There are no missing data in the drug\_clean dataframe.**

**Task 2**

set.seed(1234)  
drug\_split = initial\_split(drug\_clean, prop = 0.7, strata = Nicotine)  
train = training(drug\_split)  
test = testing(drug\_split)

**Task 3**

p1 = ggplot(train, aes(x= Age, fill= Nicotine)) + geom\_bar(position = "fill")  
p2 = ggplot(train, aes(x= Gender, fill= Nicotine)) + geom\_bar(position = "fill")  
p3 = ggplot(train, aes(x= Education, fill= Nicotine)) + geom\_bar(position = "fill")  
p4 = ggplot(train, aes(x= Country, fill= Nicotine)) + geom\_bar(position = "fill")  
grid.arrange(p1,p2,p3,p4)
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p1 = ggplot(train, aes(x= Ethnicity, fill= Nicotine)) + geom\_bar(position = "fill")  
p2 = ggplot(train, aes(x= Nicotine, y= Nscore)) + geom\_boxplot()  
p3 = ggplot(train, aes(x= Nicotine, y= Escore)) + geom\_boxplot()  
p4 = ggplot(train, aes(x= Nicotine, y= Oscore)) + geom\_boxplot()  
grid.arrange(p1,p2,p3,p4)
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p1 = ggplot(train, aes(x= Nicotine, y= Ascore)) + geom\_boxplot()  
p2 = ggplot(train, aes(x= Nicotine, y= Cscore)) + geom\_boxplot()  
p3 = ggplot(train, aes(x= Nicotine, y= Impulsive)) + geom\_boxplot()  
p4 = ggplot(train, aes(x= Nicotine, y= SS)) + geom\_boxplot()  
grid.arrange(p1,p2,p3,p4)
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**All of the factor variables (Age, Gender, Education, Country and Ethnicity) seem to be predictos of Nicotine. Where Nscore, Escore, Oscore, Ascore and Cscore have a very similar variation and do not seem to be as stong of predictors. Impulsive and SS also seem to be predictors.**

**Task 4**

set.seed(123)  
rf\_folds = vfold\_cv(train, v=5)

drug\_recipe = recipe(Nicotine ~ ., train)%>%  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
rf\_model = rand\_forest(mtry = tune(), min\_n = tune(), trees = 100)%>%  
 set\_engine("ranger", importance = "permutation") %>%  
 set\_mode("classification")  
  
drug\_wflow =   
 workflow() %>%  
 add\_model(rf\_model)%>%  
 add\_recipe(drug\_recipe)  
  
rf\_grid = grid\_regular(  
 mtry(range = c(2,8)),  
 min\_n(range = c(2,20)),  
 levels = 10  
)  
  
set.seed(123)  
rf\_res\_tuned = tune\_grid(  
 drug\_wflow,  
 resamples = rf\_folds,  
 grid = rf\_grid  
)

##   
## Attaching package: 'rlang'

## The following objects are masked from 'package:purrr':  
##   
## %@%, as\_function, flatten, flatten\_chr, flatten\_dbl, flatten\_int,  
## flatten\_lgl, flatten\_raw, invoke, list\_along, modify, prepend,  
## splice

##   
## Attaching package: 'vctrs'

## The following object is masked from 'package:dplyr':  
##   
## data\_frame

## The following object is masked from 'package:tibble':  
##   
## data\_frame

rf\_res\_tuned %>%  
 collect\_metrics() %>%  
 filter(.metric == "accuracy") %>%  
 select(mean, min\_n, mtry) %>%  
 pivot\_longer(min\_n:mtry,  
 values\_to = "value",  
 names\_to = "parameter"  
 ) %>%  
 ggplot(aes(value, mean, color = parameter))+  
 geom\_point(show.legend = FALSE) +  
 facet\_wrap(~parameter, scales = "free\_x") +  
 labs(x=NULL, y= "Accuracy")
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**Task 5**

best\_rf = select\_best(rf\_res\_tuned, "accuracy")  
  
final\_rf = finalize\_workflow(  
 drug\_wflow,  
 best\_rf  
)  
  
final\_rf

## == Workflow ====================================================================  
## Preprocessor: Recipe  
## Model: rand\_forest()  
##   
## -- Preprocessor ----------------------------------------------------------------  
## 1 Recipe Step  
##   
## \* step\_dummy()  
##   
## -- Model -----------------------------------------------------------------------  
## Random Forest Model Specification (classification)  
##   
## Main Arguments:  
## mtry = 3  
## trees = 100  
## min\_n = 20  
##   
## Engine-Specific Arguments:  
## importance = permutation  
##   
## Computational engine: ranger

final\_rf\_fit = fit(final\_rf, train)

final\_rf\_fit %>% pull\_workflow\_fit() %>% vip(geom = "point")

![](data:image/png;base64,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)

**The most important variables are SS (sensation seeking), the UK as described in the Country variable and Oscore (openness to experience). This shoes that someone who has a high sensation seeking score, lives in the UK and has a high openness to experience score will have a higherchance of using nicotine.**

**Task 6**

trainpredrf = predict(final\_rf\_fit, train)  
#head(trainpredrf)

confusionMatrix(trainpredrf$.pred\_class, train$Nicotine,positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 850 171  
## No 35 264  
##   
## Accuracy : 0.8439   
## 95% CI : (0.8232, 0.8631)  
## No Information Rate : 0.6705   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.6163   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9605   
## Specificity : 0.6069   
## Pos Pred Value : 0.8325   
## Neg Pred Value : 0.8829   
## Prevalence : 0.6705   
## Detection Rate : 0.6439   
## Detection Prevalence : 0.7735   
## Balanced Accuracy : 0.7837   
##   
## 'Positive' Class : Yes   
##

testpredrf = predict(final\_rf\_fit, test)  
#head(testpredrf)

confusionMatrix(testpredrf$.pred\_class, test$Nicotine, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 337 121  
## No 42 65  
##   
## Accuracy : 0.7115   
## 95% CI : (0.6722, 0.7486)  
## No Information Rate : 0.6708   
## P-Value [Acc > NIR] : 0.02111   
##   
## Kappa : 0.2676   
##   
## Mcnemar's Test P-Value : 9.999e-10   
##   
## Sensitivity : 0.8892   
## Specificity : 0.3495   
## Pos Pred Value : 0.7358   
## Neg Pred Value : 0.6075   
## Prevalence : 0.6708   
## Detection Rate : 0.5965   
## Detection Prevalence : 0.8106   
## Balanced Accuracy : 0.6193   
##   
## 'Positive' Class : Yes   
##

**The accuracy on the training set is about 84%, while the testing set has an accuracy of about 71%. Since there is big difference in between the two, the model might not be the best to use on data it hasn’t seen before.**

**Task 7**

**With this data and model, you could use it as a marketing tool for tobaco/vape companies. The model can help narrow down age, gender and what country of people to market to. The model could be used for marketing because ads can still be generalized, but geared towards individuals. If it was used for something more specific I might not use the model based off of the low accuracy on testing set. It might not be the best model to use since there was a significant difference between the training and testing.**