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**Цель работы:** приобретение практических навыков создания приложений на языке Python

**Задание**: Для выполнения лабораторной работы требуется установить интерпретатор Python версии 3.5+. Выполнить написание программы-сценария в соответствии с вариантом задания. Оформить отчет.

**Вариант 14**

Дано вещественное число k. Вставить между некоторыми цифрами, записанными в файле знак (+), (-), (\*), (/), причем если возможно операция делания и умножения обязательна, так, чтобы значением получившегося выражения было число k (вычисление выполняется последовательно без учета приоритета операций). Напpимеp, в файле хранится: 1,2,3,4,2,2,1 если k=45, то подойдет следующая расстановка: 12+34\*2/2-1.

Код программы:

**class** **DigitExpressionBuilder**:

**def** **\_\_init\_\_**(self, digits, target):

self.digits = digits

self.target = target

self.operators = ['+', '-', '\*', '/']

self.solutions = []

**def** **find\_expressions**(self):

self.\_backtrack(**0**, "", **0**)

**return** self.solutions[**0**] **if** self.solutions **else** "решений не найдено"

**def** **\_backtrack**(self, index, current\_expr, current\_value):

**if** index == len(self.digits):

**if** current\_value == self.target **and** (current\_expr.count('\*') > **0** **or** current\_expr.count('/') > **0**):

self.solutions.append(current\_expr)

**return**

**for** i **in** range(index, len(self.digits)):

num\_str = self.digits[index:i+**1**]

num = int(num\_str)

**if** index == **0**:

self.\_backtrack(i+**1**, num\_str, num)

**else**:

**for** op **in** self.operators:

new\_value = current\_value

**if** op == '+':

new\_value += num

**elif** op == '-':

new\_value -= num

**elif** op == '\*':

new\_value \*= num

**elif** op == '/':

new\_value /= num

self.\_backtrack(i+**1**, f"{current\_expr}{op}{num\_str}", new\_value)

**class** **DigitExpressionSolver**:

**@staticmethod**

**def** **solve\_from\_file**(filename, target):

**with** open(filename, 'r') **as** f:

content = f.read().strip()

digits = content.replace(',', '')

**if** **not** digits.isdigit():

**return** "ошибка: файл должен содержать только цифры и запятые"

builder = DigitExpressionBuilder(digits, target)

**return** builder.find\_expressions()

**if** \_\_name\_\_ == "\_\_main\_\_":

result = DigitExpressionSolver.solve\_from\_file("digits.txt", **45**)

print("результат:", result)
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