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<https://github.com/danieljustice/Quality-Assurance-D4>

**Introduction**

To start off the program, we used Visual VM 1.3.9 to sample the cpu usage of the JBefunge program when taking in the input specified in the deliverable requirements. **TODO, should we state our input?** Upon looking at the cpu usage, we saw three methods that took up a large amount of cpu time in comparison to every other method. They were ProgramArea.getOpCode , ProgramStack.toString and ProgramExecutor.modulo.

The first that we decided to perform pinning tests on and refactor was ProgramStack.toString. In this method, there is a string called throwaway that has a new string created and then that new string is added to it a thousand times. This is a very expensive set of actions to be making, and it also it has no relevance in turning another data type into a string. For refactoring, we took out this functionality and thus, the speed of toString increased. For testing, **TODO.**

The second method we investigated was ProgramArea.getOpCode. For this method, there is a double for loop that iterates over all the x y coordinates and returns a bunch of values starting from -80000 leading up to the passed in x and y values. This is very expensive because there is no need to go through these strings just to return the x and y of the area. In refactoring, we took out the unneeded double for loop and then returned the x and y input that is passed into the function. For testing, **TODO.**

The last method we investigated was ProgramExecutor.modulo. In this method, there is a for loop that keeps track of a location and performs some Math functions on this location. The for loop performs these 120,000 times. This is a very large amount of times just for computing a modulus. In refactoring, we took out this for loop and deleted the location variable. There is no need for this because modulus has nothing to do with a location. It should just use the stack to get its A and B data sets. For testing, we checked four specific instances of modulus. We tested negative values for both sides of the modulus function, zero for the left side of the modulus function, max integer modulus, and testing that it successfully throws an ArithmeticException when having zero on the right of the function.

**Include average times here.**

**TODO**

After this, include screenshots of VisualVM (or another profiler, if you use that) both before and after the refactor. These screenshots should include the relevant sections that let you see what method to refactor.