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# Random Initialisation

Firstly, PWPInstanceReader creates a PWPInstance based off of the square.pwp file; storing relevant information such as an array of locations(aoLocations).  
Each PWPSolution contains an int array used to store the indexes of these locations in the order they are to be visited.

When a PWPSolution is initialised, it is set to a random permutation by first creating an array of indexes [0-PWPInstance.iNumberOfLocations] and then shuffling their order using Fisher–Yates shuffle as it is a simple and efficient way to produce an unbiased permutation.

When using seed ‘13032020l’ s0 is initialised to [4,5,3,1,2,0].

Visual Representation of both solutions is seen below

|  |  |
| --- | --- |
| S0:[4,5,3,1,2,0] | S1:[0,1,2,3,4,5] |
|  |  |

# Inversion Mutation

A do-while loop is used to ensure I have picked 2 different random points followed by using the ternary operator to assign the lowest point as the startIndex and the highest point as the endIndex.

I then create a new subarray of the elements from those 2 indexes within the solutionRepresentation.

Next that subarray is reversed utilising a for loop going through half of the subarrays size swapping the element at that offset from the start and that offset from the end.

Finally the initial solution is updated by simply setting the values in the range between startIndex and endIndex to the newly reversed subarray.

Example:

* solution=[0,4,1,3,5,2]
* i1=4, i2=1
* startIndex=1, endIndex=4
* subArray=[4,1,3,5]
* subArray=[5,1,3,4]
* subArray=[5,3,1,4]
* solution=[0,5,3,1,4,2]

# Delta Evaluation for Adjacent Swap

To use delta evaluation for adjacent swap simply get the cost of the solution then subtract the cost of the edges to be changed (before they are changed) then add the cost of those newly changed edges; done using the index of the locations that have been swapped as the indexes (i1 and i2) don’t change, the locations inside them do

If statements should be used to check which edges are being changed:

* if i1 is the last element: C(i2,Depot)+C(i2,i2+1)+C(i1,Home)+C(i1-1,i1)
* else
  + if i1 is intermediate C(i1-1,i1)
  + else if i1 is first node C(i1,Depot)
  + if i2 is intermediate C(i2,i2+1)
  + else if i2 is last node C(i2,Home)
* Where i1 = random index and i2 = i1+1%size.

Example swaps with solution S=[L1,L2,L3,L4,L5,L6]

* Swap(L1,L2)
  + f(si+1)=f(si);
  + f(si+1)-=C(L1,Depot)+C(L2,L3);
  + f(si+1)+=C(L2,Depot)+C(L1,L3);
* Swap(L3,L4)
  + f(si+1)=f(si);
  + f(si+1)-=C(L2,L3)+C(L4,L5);
  + f(si+1)+=C(L2,L4)+C(L3,L5);
* Swap(L6,L1)
  + f(si+1)=f(si);
  + f(si+1)-=C(L1,Depot)+(L1,L2)+(L6,Home)+(L6,L5);
  + f(si+1)+=C(L6,Depot)+(L6,L2)+(L1,Home)+(L1,L5);