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# Introduction

The DataFrame structure is a wrapper on top of a 2-d numpy array. Each row and each column are indexed. Row index typically are the record keys (same as database), if no key is available, row index is default to integer counting.

In this cookbook, we often use two tables obtained from the Microsoft Northwind sample dataset: “Category” and “Product”.
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Category consists of eight food categories, with CategoryID as its primary key. Product consists of 77 products, where ProductID is its primary key and CategoryID is a foreign key pointing to the Category table (see diagram above). Each category can have multiple products. The first five rows of the two tables are shown below in the comma-separated value (CSV) format:

CategoryID,CategoryName,Description  
1,Beverages,"Soft drinks, coffees, teas, beers, and ales"  
2,Condiments,"Sweet and savory sauces, relishes, spreads, and seasonings"  
3,Confections,"Desserts, candies, and sweet breads"  
4,Dairy Products,Cheeses  
5,Grains/Cereals,"Breads, crackers, pasta, and cereal"

ProductID,ProductName,CategoryID,UnitPrice,UnitsInStock,Discontinued  
1,Chai,1,18,39,FALSE  
2,Chang,1,19,17,FALSE  
3,Aniseed Syrup,2,10,13,FALSE  
4,Chef Anton's Cajun Seasoning,2,22,53,FALSE  
5,Chef Anton's Gumbo Mix,2,21.35,0,TRUE

First, let us get a taste of what DataFrame can do.

**Problem**

Assume we are interested in knowing the top three categories that have the largest total value of all in-stock active products.

**Solution**

**import pandas as pd**

**import util**

**# read all products into $t\_product Data::Table object**

**t\_product = pd.read\_csv("Product.csv")**

**# find all in-stock products**

**t\_product = t\_product[ ~t\_product['Discontinued']]**

**# calculate total cost of products in each category**

**tot=t\_product.groupby('CategoryID').apply(lambda x: (x['UnitsInStock']\*x['UnitPrice']).sum())**

**t\_category\_cost=pd.DataFrame({'CategoryID':tot.index, 'TotalCost':tot.values})**

**# read all categories into $t\_category**

**t\_category = pd.read\_csv("Category.csv");**

**# obtain a table of columns: CategoryID,CategoryName,Description,TotalCost**

**t\_category[:3].display()**

**t\_category\_cost[:4].display()**

**t = pd.merge(t\_category, t\_category\_cost, left\_on='CategoryID', right\_on='CategoryID')**

**t=t.sort\_values(by='TotalCost', ascending=False)**

**t.reindex(range(len(t)))**

**t=t.iloc[:3]**

**#print(t.to\_string(index=False, float\_format=(lambda x: '%.2f' % x)))**

**from io import StringIO**

**output = StringIO()**

**t.to\_csv(output, index=False, sep="\t")**

**print(output.getvalue())**

**# outputs  
*CategoryID CategoryName Description TotalCost  
8 Seafood Seaweed and fish 13010.35  
1 Beverages Soft drinks, coffees, teas, beers, and ales 12390.25  
2 Condiments Sweet and savory sauces, relishes, spreads 12023.55***

**Discussion**

We need to read in all product data, filter out discontinued ones, calculate the TotalCost for each product category, append additional category annotation data (CategoryName and Description), keep the top three, and report.

From\_csv() reads in a CSV/TSV file, it automatically detects the file format, including the presence of a column header. We then only keep the records where the Discontinued field equals **"**FALSE**"** using conditional expression. A new table t\_category\_cost is constructed by calculating TotalCost for each product category using groupby(). We merge in additional category annotation data using merge(), then sort\_index() the resultant table and keep the top three categories. The final data is reported in tab-delimited value (TSV) format.

**Conventions**

Python code is printed with Consolas font. Screen output is printed with *Consolas Italic*.

When we run scripts in this book, always remember to include:

import numpy as np  
import pandas as pd  
import util

To save space, we always omit these lines afterwards.

As we use two example tables, Category and Product, so often, we may also directly use t\_product and t\_category without initialization:

**t\_product = pd.read\_csv("Product.csv");  
t\_category = pd.read\_csv("Category.csv");**

Variable t is often used to represent a generic DataFrame object.   
  
The files needed for this tutorial can be downloaded from: https://github.com/data2code/pandas

To use git: git clone https://github.com/data2code/pandas.git

# Input

## Reading from a CSV file

**Solution**

**t\_product = pd.read\_csv("Product.csv");**

**Discussion**

The first parameter is the file name. header=0 by default, which assumes the first line of Product.csv is for column headers. If the file does not contain a header line (header=None), the columns will be automatically named as 0, 1, 2, etc. We may also supply our own column name:

**t\_category = pd.read\_csv("Category.csv", skiprows=1, names=["ID", "Name", "Comment"])**

In the above example, the header line in the file will be ignored and the supplied column names are used instead.

## Reading from a TSV file

**Solution**

**# Pretend Product.tsv is a tab-delimited file  
t\_product = pd.read\_table("Product.tsv") # more consistent with read\_csv  
t\_product = pd.read\_csv("Product.tsv", sep="\t")**

## Reading from a database

**Solution**

**import db # use a GNF in-house module   
mydb=db.DB('IMCPROD')  
t = mydb.from\_sql(con, "select \* from Product where ProductID > ?, params=[ 12 ])**

**Discussion**

Often we need to fetch records from a database; my.from\_sql() takes a database handler as the first parameter, and a SQL statement as the second. The SQL statement does not have to be a SELECT statement, if a statement such as INSERT/UPDATE/DELETE, the return DataFrame will simply be None.

If the SQL expects parameter binding, from\_sql() takes an array reference as the third parameter.

**t = mydb.from\_sql(  
 "SELECT \* FROM Product WHERE ProductName like ? AND Discontinued=?",  
 params=['BOSTON%', 'FALSE']  
)**

In MySQL, a primary key of a record may often be set to AUTO\_INCREMENT, i.e., database will assign the key for us. In this case, right after we INSERT a new record, we may use LAST\_INSERT\_ID() to obtain the value of the newly assigned key.

**t = mydb.from\_sql("SELECT LAST\_INSERT\_ID()");  
print(t.iloc[0,0])**

*I need to check this part later: Notice fromSQL() reads in the whole table from database all at once, which makes it really convenient. A hint, if we reads large amount of data across a slow network, read data in bulk might boost performance, try to set $dbh->{RowCacheSize}=16\*1024 (this is really a topic belongs to the DBI module).*

## Converting a memory string into a table object

**Solution**

**from io import StringIO**

**output = StringIO('A,B\n1,2')**

**pd.read\_csv(output)  
# outputs**

**A B**

1. **1 2**

## Reading from a compressed data file

**Solution**

**t\_product = pd.read\_csv('Product.csv.gz')**

## Writing to a compressed data file

**Solution**

**import util # my own util.py**

**t\_product = pd.to\_csv('Product.csv.gz', index=False))**

## Reading/Writing an Excel file

**Solution**

#Need to read Pandas doc for more details, I did not try these

xls = pd.ExcelFile('Product.xlsx')  
t\_product = xls.parse('Product', index\_col=None, na\_values=['NA'])  
t\_product.to\_excel('product\_copy.xlsx', sheet\_name='Product', index=False)

# Output

## Writing a CSV file

**Solution**

**t\_product.to\_csv("Product.csv", index=False);**

## Writing a TSV file

**Solution**

**t\_product.to\_csv("Product.csv", index=False, sep="\t");**

## Displaying a table in HTML

**Solution**

**import util  
t\_category.html()  
![](data:image/png;base64,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)**

**Discussion**

**If we want to show the table in wide mode, i.e., each row is displayed as a column (typically for a fat table of many columns but few rows), use**

**import util  
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**By default, the table displayed uses a default color theme, where odd and even rows have alternative-color background and header has a darker-color background. We can fine tune the HTML table by providing additional parameters.**

**The first parameter can be a color array reference, e.g., to generate the colors in the snapshot, use ["#D4D4BF","#ECECE4","#CCCC99"] to specify colors for odd rows, even rows, and column header, respectively (default colors are shown in the screenshots above). As CSS now becomes so popular, one would probably choose to specify a hash reference that defines CSS classes for odd, even, and header tags, by default the class names are:**

**{"even" : "data\_table\_even", "odd" => "data\_table\_odd", "header" => "data\_table\_header"}**

**The method takes additional parameters defining properties for tags including <TABLE>, <TR>, <TH>, and <TD> in the form of hash reference.**

**t\_category.html(  
 {"even" : "my\_even", "odd" : "my\_odd", "header" : "my\_header"},  
 # properties for <TABLE> tag  
 {"border" : '1'},  
 # properties for <TR> tag  
 {"align" : 'left'},   
 # properties for <TH> tag   
 {"align" : 'center'},  
 # properties for <TD> tag  
 {  
 "CategoryName" : 'align="right" valign="bottom"',  
 2 => 'align="left"'  
 });  
  
# outputs HTML code  
*<table border="1">  
<thead>  
<tr align="left" class="my\_header"><th align="center">CategoryID</th><th align="center">CategoryName</th><th align="center">Description</th></tr>  
</thead>  
<tbody>  
<tr align="left" class="my\_odd"><td>1</td><td align="right" valign="bottom">Beverages</td><td align="left">Soft drinks, coffees, teas, beers, and ales</td></tr>  
<tr align="left" class="my\_even"><td>2</td><td align="right" valign="bottom">Condiments</td><td align="left">Sweet and savory sauces, relishes, spreads, and seasonings</td></tr>  
...  
</tbody>  
</table>***

**In this example, it adds CSS classes: my\_header, my\_oldd, my\_even to table header row, odd rows, and even rows, respectively. The actually colors for these classes are typically defined in .css files included somewhere else in the HTML page. It generates <table border="1">, because we provide {border => "1"} as the parameter and one can certainly specify more name-value pairs in this hash structure to further control <table>. <tr algin="left">, <th align="center"> are the results of corresponding parameters. The pattern here is: each hash key becomes the name of the tag attributes and hash value becomes the attribute value. <td> controlling parameter takes the format that the keys can be either column names or column indices (the column index is the numerical position of a column, e.g., the first column has an index of 0, the value is the second column has an index of 1, etc), and the hash values are the tag attributes go into the corresponding <td> tag. In our example above, we add 'align="right" valign="bottom"' to each <td> tag corresponding to the CategoryName column, and add 'align="left"' to column 2 (the Description column, the third column in the table, with a column index of 2).**

**Nowadays, one almost always wants to provide a {class => "classname"} and then define class properties in .css files. So instead of CategoryName => 'align="right" valign="bottom"', it almost makes more sense to write CategoryName => 'class="myCategoryName"', and define myCategoryName within a .css file.**

**We can also control class and style for each individual cell within a table, include header cells. The way to accomplish this is by providing a callback method. The callback method can take the following arguments: my\_callback(tag\_dict, row\_index, col\_index, col\_name, dataframe). The tag\_dict is the current dict of tags for the given cell, row\_index, col\_index and dataframe allows us to determine which cell is the target cell, col\_name is provided for convenience. Notice, if row\_index is -1, it indicates the target cell is a column header cell. The following example which highlight the cells for expensive products in orange and cheap ones in blue, color the cells for discontinued item in gray and active products in purple.**

**t=pd.read\_csv('Product.csv')**

**t=t[:6]**

**def callback(tag, r, c, col, df):**

**if r>-1 and col=='UnitPrice':**

**tag['style']= 'background-color:#fc8d59;' if df.iloc[r,c]>20 else 'background-color:#91bfdb;'**

**if r>-1 and col=='Discontinued':**

**tag['style']= 'background-color:** **#999999;' if df.iloc[r,c] else 'background-color:#af89dc;'**

**return tag**

**print(t.html(["#D4D4BF","#ECECE4","#CCCC99"], callback=callback))**
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**Method**

html(), html2()

# Accessing Table

## Getting a table cell

**Solution**

**t\_product.loc[0]['ProductID']**

**t\_product['ProductID'][0]**

**t\_product['ProductID'].iloc[0]**

**t\_product.values[0,0] # use iloc instead  
t\_product.iloc[0, 0]**

**# returns 1**

**Discussion**

**The coordinate of a cell is defined by its row index and column names. Row index are not necessary the row number, column names maybe integer. This is the confusing part.**

**When we initially construct t\_product, since no row index is specified, it automatically use row number as row index, 0, 1, … However, if we sort the t\_product (or delete some rows):**

**t\_product[:3] # shows the top 3 rows, which are ProductID=76, 75, 74**

**t\_product.loc[0] # do not return ProductID 76, but return ProductID 1  
# to get the first row, use  
t\_product.iloc[0]  
t\_product[0:1] # returns a single-row table**

**t\_product.values[0]  
t\_product.loc[t\_product.index[0]]**

**# or reindex it  
t\_product.index=range(len(t\_product))**

**t\_product.loc[0]**

## Getting table dimensions

**Solution**

**len(t\_product)  
# returns 77  
len(t\_product.columns)  
# returns 6**

## Looping through table rows

**Solution**

**To loop through all rows in a table:**

**for i,r in t\_product.iterrows():  
 print(i, r)**

**# reverse iteration  
for i,r in t\_product[::-1].iterrows():  
 print(i,r)**

## Getting a table row

**Solution**

**See 4.1**

## Getting a table column

**Solution**

**product\_names = t\_product["ProductName"];  
t\_product.ProductName  
# t\_product[2] tries to return a column named 2, not the row index 2!  
# to return column index 2, use  
t\_product[t\_product.header()[2]]**

## Getting all column names

**Solution**

**import util  
t\_product.header()**

## Modifying a table cell

**Solution**

**t\_product.loc[0, "ProductName"]="New Product Name for ProductID 1"  
t\_product["ProductName"]="New Name" # change the whole column  
t\_product.loc[:5, "ProductName"]="New Name" # change first 5 rows  
t\_product.loc[:,"ProductName"]="New Name" # change the whole column**

**Performance discussion  
It appears .ix is good at read a table cell, .at is fast at modifying a table cell.  
The fastest way, however, is to use .get\_value(row,col) and .set\_value(row,col,val)**

## Adding a new row

**Solution**

**t=t\_product.append({'ProductID':78, 'ProductName':"Extra Tender Tofu", 'CategoryID':7, 'UnitPrice':23.25, 'UnitInStock':20, 'Discontinued':False}, ignore\_index=True)  
# or use [{…}] if append multiple rows**

**Discussion**

Append is a slow operation, as it changes the underlying numpy array. If we need to append lots of rows one by one, we should instead collection new rows in a list and use pd.concat to merge the list into one DataFrame.

## Deleting a row

**Solution**

**#delete the last row  
t\_product.drop(len(t\_product), axis=0)  
# use t\_product.index[len(t\_product)], if index is not continuous**

## Deleting rows

**Solution**

**T\_product.drop(t\_product.index[:5], axis=0)**

## Adding a new column

**Solution**

**t\_category["Code"]= ["BV","CD","CF","DR","GC","MP","PR","SF"]  
t\_category["Comment"]="No comment yet"**

## Deleting a column

**Solution**

**del t\_product["Discontinued"]   
t\_product.drop(["UnitsInStock","Discontinued"], axis=1)**

## Moving/Reordering columns

**Solution**

**t\_product=t\_product.reindex(columns=t\_product.columns[::-1])  
# or use util  
import util  
t\_product.move\_column('Discontinued', 0)**

**t\_product.move\_before(['CategoryID', 'Discontinued'], 'ProductID')  
t\_product.move\_after(['CategoryID', 'Discontinued'], 'ProductID')**

## Replacing a column

**Solution**

**t\_product['Discontinued']=t\_product['Discontinued'].apply(lambda x: 'Y' if x else 'N')**

## Renaming a column

**Solution**

**t\_product.rename(columns={"ProductName": "Product\_Name"});  
# use rename2 defined in util package, rename2 is much faster  
t\_product.rename2({"ProductName": "Product\_Name"});**

# Initializing Table

## Initializing an empty table

**Solution**

**pd.DataFrame( columns=["A","B","C"], dtype=float)  
# dtype does not seem to matter, it seems to be determined by first append**

## Initializing a table by rows

**Solution**

**>>> pd.DataFrame([(1,'a'),(2,'b'),(3,'c')], columns=["A","B"])**

**A B**

**0 1 a**

**1 2 b**

**2 3 c**

**>>> pd.DataFrame([{'A':1,'B':'a'},{'A':2,'B':'b'},{'A':3,'B':'c'}])**

**A B**

**0 1 a**

**1 2 b**

**2 3 c**

## Initializing a table by columns

**Solution**

**pd.DataFrame({"A":[1,2,3],"B":[1.5,2.5,3.5],"C":["x","y","z"]}]**

# Table Filtering and Sorting

## Filtering rows

**Solution**

**t\_expensive = t\_product[(t\_product['UnitPrice'] >20) & (~t\_product['Discontinued'])]**

## Filtering rows by a Boolean mask array

**Solution**

cheap = t\_product['UnitPrice'].apply(lambda x: x<20)  
t\_product[cheap]

## Getting a subset of a table

**Solution**

**t\_product.ix[3:8, [**'ProductID','UnitPrice'**]]**

## Sorting a table by multiple columns

**Solution**

**t\_product.sort\_values(['Discontinued', 'UnitPrice'], ascending=[False, True], inplace=True)**

# Manipulating Two Tables

## Joining two tables

**Solution**

**t\_product.merge(t\_category, how=**"left"**, left\_on=[**"**CategoryID**"**],right\_on=[**"**CategoryID**"**])**

## Merging two tables row-wise

**Solution**

**t1=t\_product[:40]**

**t2=t\_product[40:]**

**pd.concat([t1,t2])**

**# you may need ignore\_index, if the row index overlaps**

**pd.concat([t1,t2], ignore\_index=True)**

## Merging two tables column-wise

**Solution**

**t1=t\_product[t\_product.columns[:3]]**

**t2=t\_product[t\_product.columns[3:]]**

**t1.columns**

**#output  
Index([ProductID, ProductName, CategoryID], dtype=object)**

**t2.columns**

**#output  
Index([UnitPrice, UnitsInStock, Discontinued], dtype=object)**

**t=pd.concat([t1,t2], axis=1)**

**len(t.columns)**

**#output**

**6**

# Transforming a Table

## Reshaping – melting and casting for table statistics

**Problem**

**A table contains observations for multiple objects, and one often has to perform various statistics on it, a useful framework for such problems is called melting and casting.**

**Solution**

**# syntax  
# melt(colNamesToCollapseIntoVariable)  
# pivot\_table(valueCol, rowCols, colCols, aggregationFunction)**

**# for two objects id = 1,2, we measure their x1 and x2 properties twice   
t = pd.DataFrame(np.array([[1,1,5,6], [1,2,3,5], [2,1,6,1], [2,2,2,4]]), columns=['id','time','x1','x2'])  
*# id time x1 x2  
# 1 1 5 6  
# 1 2 3 5  
# 2 1 6 1  
# 2 2 2 4*  
# first, melt a table into a tall-and-skinny table  
# using the combination of id and time as the key  
t2 = util.melt(t, ['x1','x2']);  
*#id time variable value  
# 1 1 x1 5  
# 1 1 x2 6  
# 1 2 x1 3  
# 1 2 x2 5  
# 2 1 x1 6  
# 2 1 x2 1  
# 2 2 x1 2  
# 2 2 x2 4*  
# casting the table, &average is a method to calculate mean  
# aggfunc=mean is the default  
#t2.pivot\_table('value', index='id', columns='variable')  
# in newer pandas version, rows replaced by index, cols replaced by columns  
t2.pivot\_table('value', index='id', columns='variable')  
*# id x1 x2  
# 1 4 5.5  
# 2 4 2.5***

**Discussion**

Hadley Wickham introduced the melting-and-casting framework for common problems in data reshaping and aggregation. The framework is implemented in the “Reshape” package in R and in Pandas

Melting basically unpivots a table.In this example, subjects (id = 1 and id = 2) were measured at time 1 and time 2 with two variables x1 and x2. Melting converts a short-and-wide table into a tall-and-skinny format, i.e., one specifies the columns for measurement variables. In this case, a unique combination of id-time is the id, and x1, x2 are two variables. Pandas actually uses stack() to do melt, stack will take all columns, that is why we wrote util.melt().

**As illustrated below (taken from the Reshape document**[[1]](#footnote-1)**), the idea of melting is to convert the typical database table into a tall-and-skinny fact table. The purpose of melting is to enable different groupings, i.e., casting.**
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Casting is basically regrouping records into a contingency table. Here we choose **'id'** to be the row identifier and **'variable'** column contains data used to split **'value'** into different columns. As numerical values cannot be used as column names, this should be indicated in the third parameter, so that appropriate column names can be created. We expect to obtain a contingency table of id-by-x1,x2. There are probably multiple records share the same id-variable combination, therefore fall into the same destination cell, therefore these entries need to be aggregated using the supplied method. Pandas use pivot\_table() for cast.

Let us repeat the casting process with another example below, where each id is measured twice for their weight and height. To regroup, we first define what will be our rows, i.e., unique id (group by id). Then we define the new column should be taken from the “variable”, each unique value (“weight” and “height”) becomes a new column. Then we fill the “values” into corresponding cells in the result table, i.e., each cell contains an array of “values” that match the row id and column header. Last we apply an aggregation method, say average, to each cell and generate the final result. The contribution of melt() is to restructure the data in such a way, that one can group data by id, by time, by id-time, etc. pivot\_table() here is very similar to Excel’s pivot function.
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For the product table, if one would like to calculate total cost of products in each category, use

t\_product['cost']=t\_product['UnitPrice']\*t\_product['UnitsInStock']

t\_product.pivot\_table('cost', index='CategoryID', aggfunc=sum)  
#output  
*CategoryID*

*1 12480.25*

*2 12023.55*

*3 10392.20  
...*

The first parameters indicates we would like to use cost column to fill the cells, each row is a unique CategoryID. Since we do not have a column that contains the new column names, we skip cols parameter. We specify sum as the aggfunc.

Let us look at another example, where we start with an employee salary table and try to calculate average salary for different groupings.

t = pd.DataFrame([

('Tom', 'male', 'IT', 65000),

('John', 'male', 'IT', 75000),

('Tom', 'male', 'IT', 65000),

('John', 'male', 'IT', 75000),

('Peter', 'male', 'HR', 85000),

('Mary', 'female', 'HR', 80000),

('Nancy', 'female', 'IT', 55000),

('Jack', 'male', 'IT', 88000),

('Susan', 'female', 'HR', 92000)

],

columns=['Name', 'Sex', 'Department', 'Salary'])  
# get a Department x Sex contingency table, get average salary across all four groups  
# Department defines the row, Sex defines the column, Salary fills the cells for average  
print(t.pivot\_table('Salary', index='Department', columns='Sex'))  
*Sex female male*

*Department*

*HR 86000 85000*

*IT 55000 73600*  
# get average salary for each department  
# Department defines the row, '(all)' is the column, Salary fills the cells for average  
print(t.pivot\_table('Salary', index='Department'))  
*Department*

*HR 85666.666667*

*IT 70500.000000*

*Name: Salary*  
# get average salary for each gender  
# Sex defines the row, '(all)' is the column, Salary fills the cells for average  
print(t.pivot\_table('Salary', index='Sex'))  
*Sex*

*female 75666.666667*

*male 75500.000000*

*Name: Salary*  
# get average salary for all records  
#print(t.pivot\_table('Salary')) #does not work

Print(t['Salary'].mean())  
*#output  
75555.5555555556*

Please also read stack(), unstack() function in Pandas.

## Grouping a table with aggregation functions

**Solution**

**# syntax**

**data=[]**

**for k,t\_v in t\_product.groupby('CategoryID'):**

**data.append([k, t\_v.UnitPrice.mean(), t\_v.UnitsInStock.mean()])**

**print(pd.DataFrame(data, columns=['CategoryID','AvgUnitPrice','AvgUnitsInStock']))**

**Discussion**

Group all rows based on their primary key columns (first parameter), for each group, we can apply a function. The function will be given a DataFrame object as input.

The following is an example of modifying individual dataframe objects, then concatenate them together into a new dataframe object.

**data=[]  
for k,t\_v in t.groupby('CategoryID'):  
 t\_v=t\_v.copy() # this line is no longer needed in the latest version  
 t\_v['RelativePricePct']=t\_v['UnitPrice']/t\_v['UnitPrice'].mean()  
 data.append(t\_v)  
t=pd.concat(data, ignore\_index=True)**

# Read Excel File

## Parse my\_product.xlsx

**Problem**

**Pandas package can only read Excel files, where the file contains just one spreadsheet and with only a data table inside. In real life, we need to handle more general Excel files, where there can be multiple spreadsheets (tabs) and the main data table can be embedded within the sheet, with other junk data.**

**In this chapter, we will show how to extract such a table. The example Excel file is called my\_product.xlsx (available from the code repository). The read data we are interested in on the second sheet, starting from the 3rd row.**
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**We need to use our excel.py wrapper. If the example gives an error, you may need to install packages:**

pip install openpyxl, xlrd, xlwt

**Solution**

import pandas as pd  
import excel  
import util  
  
tables, names, headers, opts = excel.Excel.read('my\_product.xlsx')  
print(names)  
# ['README', 'Product']  
# We will read the 'Product' data sheet  
t=tables[util.index('Product', names)]  
t[:6].display()  
# Col1 Col2 Col3 Col4 Col5 Col6  
#-- -------------------------------- -------------------------------- ---------- --------- ------------ ------------  
# 0 The real data starts from Row 3.  
# 1  
# 2 ProductID ProductName CategoryID UnitPrice UnitsInStock Discontinued  
# 3 1 Chai 1 18 39 False  
# 4 2 Chang 1 19 17 False  
# 5 3 Aniseed Syrup 2 10 13 False

# The 3rd row is the header  
header=t.loc[2]  
# Real data starts from the 4th row  
t=t[3:]  
# fix the column header  
t.columns=header  
# reindex, so row index starts from 0, for convenience  
t.index=range(len(t))  
# Now we have the right data  
t[:3].display()  
# ProductID ProductName CategoryID UnitPrice UnitsInStock Discontinued  
#-- ----------- ------------- ------------ ----------- -------------- --------------  
# 0 1 Chai 1 18 39 False  
# 1 2 Chang 1 19 17 False  
# 2 3 Aniseed Syrup 2 10 13 False

1. http://had.co.nz/reshape/introduction.pdf [↑](#footnote-ref-1)