**8-зертхана: Жетілдірілген рекурсия және функционалдық үлгілер (2 апта)**

**Мақсат:**

Python тіліндегі озық рекурсивті әдістер мен функционалдық үлгілерді терең меңгеру және қолдану. Зертхананың мақсаты рекурсивті кодты жазу дағдыларын жақсарту ғана емес, сонымен қатар бағдарламалардың оқылуын, тиімділігін және масштабталуын жақсартатын әртүрлі функционалдық үлгілерді түсіну және қолдану болып табылады.

Тапсырмалар:

1. Рекурсияны терең зерттеу:

- Күрделі рекурсивті есептер мен алгоритмдерді талдау.

- Python тілінде құйрықты рекурсия және оны жүзеге асыру принциптерін зерттеу.

- мәліметтерді өңдеу және алгоритмдік есептерді шешу үшін рекурсияны практикалық қолдану.

2. Функционалдық үлгілерді меңгеру:

- Монадалар, карриинг және функционалдық композиция сияқты функционалдық үлгілерді зерттеу және қолдану.

- Функционалдық үлгілердің кодты ұйымдастыруға және құрылымына қалай әсер ететіні туралы түсінікті дамыту.

3. Функционалдық программалауды нақты есептерде қолдану:

- Практикалық есептерге күрделі функционалды шешімдерді енгізу, мысалы, деректерді талдау, мәтінді өңдеу немесе веб-қызметтерді құру.

- Модульділік пен кодтың сыналуын жақсарту үшін функционалдық тәсілдерді қолдану.

4. Жақсартылған код өнімділігі және оқылу мүмкіндігі:

- Рекурсия мен функционалдық заңдылықтардың бағдарламаның жұмысына әсерін талдау.

- Функционалдық бағдарламалау стилінің артықшылықтары мен кемшіліктерін кодты оқу және техникалық қызмет көрсету тұрғысынан бағалау.

5. Сыни тұрғыдан ойлау және проблемалық талдау дағдыларын дамыту:

- Күрделі есептерді шешу кезінде сыни талдау мен тәуелсіз ізденістерді ынталандыру.

- Теориялық білімдерін практикада қолдану және бейімдеу қабілетін дамыту.

Зертханалық жұмыстың маңыздылығы:

Зертханалық жұмыс функционалдық бағдарламалау мен рекурсияда алдыңғы қатарлы дағдыларды дамытуға бағытталған. Бұл студенттерге кодының сапасы мен ауқымдылығын жақсарта отырып, функционалды бағдарламалау принциптерін нақты әлемдегі мәселелерге қалай қолдануға болатынын жақсы түсінуге көмектеседі. Сондай-ақ жұмыс аналитикалық ойлауды дамытуға және әртүрлі бағдарламалық тапсырмалар мен талаптарға бейімделу қабілетіне ықпал етеді.

**Жеке тапсырмалар:**

Әрбір студентке топ тізіміндегі санына сәйкес бірегей тапсырма беріледі (SSO қараңыз). Студенттерге рекурсияда қосымша дағдыларды дамытуға және функционалдық заңдылықтарды түсінуге көмектесетін есептер:

1. График үшін тереңдік-бірінші іздеу (DFS) есебінің рекурсивті шешімі

- Графикті айналдыру үшін рекурсияның көмегімен DFS іске қосыңыз.

2. Сөмке мәселесін шешуге арналған рекурсиямен динамикалық бағдарламалау

- Сөмке мәселесін шешу үшін есте сақтау арқылы рекурсияны пайдаланыңыз.

3. Рекурсивті JSON талдаушы

- JSON жолын талдау және оны Python сөздігіне түрлендіру үшін рекурсивті функция жасаңыз.

4. Жақшаны талдау есебінің рекурсивті шешімі

- Рекурсия көмегімен жолға жақшалардың дұрыс орналастырылғанын тексеріңіз (мысалы, "([]){}").

5. Ағартуға арналған «Декоратор» функционалдық үлгісі

- Аргументтерді тіркеу және функциялардың мәндерін қайтару үшін декораторды іске қосыңыз.

6. Шексіз деректер құрылымдарын жалқау бағалау

- Жалқаулықпен есептейтін және Фибоначчи сандарының шексіз тізбегін қайтаратын генератор жасаңыз.

7. Орын ауыстырулардың рекурсивті генерациясы

- Берілген тізімнің барлық мүмкін ауыстыруларын рекурсивті генерациялау функциясын жазыңыз.

8. Операцияларды тоқтатуға арналған «Команда» функционалдық үлгісі

- Әрекеттерден бас тартуға және қайта жасауға мүмкіндік беретін «Пәрмен» үлгісін енгізу үшін деректер құрылымы мен функцияларын әзірлеу.

9. Шешім ағашын рекурсивті құру

- Деректер негізінде шешім ағашын құру функциясын жүзеге асыру.

10. Сұрыптауға арналған «Стратегия» функционалдық үлгісі

- Аргумент ретінде сұрыптау стратегиясын (мысалы, көпіршікті сұрыптау, біріктіру сұрыптау) қабылдайтын функцияны жасаңыз.

11. «Жақша тізбегін құру» есебінің рекурсивті шешімі

- Берілген ұзындықтағы жақшалардың барлық дұрыс комбинацияларын генерациялау функциясын жазыңыз.

12. Lazy Data Filtering

- Берілген критерий негізінде реттілік элементтерін жалқаулықпен сүзетін функцияны жасаңыз.

13. Екілік іздеу ағашы есебінің рекурсивті шешімі

- Екілік іздеу ағашына элементті рекурсивті іздеу немесе кірістіру функциясын жазыңыз.

14. Оқиға үлгісіне арналған «Бақылаушы» функционалдық үлгісі

- «Бақылаушы» үлгісін енгізіңіз, мұнда бір объект көптеген нысандарды күйінің өзгеруі туралы хабарлайды.

15. «Сандар пирамидасы» есебін шешудің рекурсивті алгоритмі

- Сандық пирамиданың жоғарыдан төменге ең үлкен жолын рекурсивті есептейтін функцияны жазыңыз.

**Бағалау критерийлері:**

- Жеке есепті шешу үшін код жазу: 1 ұпай

- Қорғау кезінде жазылған кодты түсіндіру және түсіну: 2 ұпай

- Мұғалім таңдаған теориялық сұрақтардың біріне жауап: 1 ұпай

**Дайындық сұрақтары:**

1. Жетілдірілген рекурсияда қолданылатын негізгі принциптер мен әдістер қандай?

- Мақсаты: Студенттердің рекурсия және есте сақтау сияқты кеңейтілген рекурсиялық ұғымдарды түсінуін қамтамасыз ету.

2. Стек толып кетуін болдырмау үшін рекурсивті функцияларды қалай оңтайландыруға болады?

- Мақсаты: Студенттердің рекурсивті функцияларды оңтайландыру, соның ішінде құйрық рекурсиясын және есте сақтауды пайдалану туралы білімдерін тексеру.

3. Функционалдық декоратор үлгісі дегеніміз не және ол Python тілінде қалай қолданылады?

- Мақсаты: Студенттің функционалды декоратор үлгісінің түсінігі мен практикалық қолданылуын түсінуін қамтамасыз ету.

4. Python-да жалқау бағалаудың артықшылықтары қандай және олар қалай жүзеге асырылады?

- Мақсаты: Студенттердің жалқау есептеу принциптері және олардың пайдасы туралы түсінігін тексеру.

5. Стратегияның функционалдық үлгісін енгізу және пайдалану жолын түсіндіре аласыз ба?

- Мақсаты: Студенттің стратегия үлгісін түсінуін бағалау және кодтың икемділігі мен модульділігін қамтамасыз ету үшін оны қолдану.

6. Рекурсиямен жұмыс істегенде қандай қиындықтар туындауы мүмкін және оларды қалай шешуге болады?

- Мақсаты: Рекурсияға байланысты мүмкін болатын есептерді және оларды шешу жолдарын түсіну.

7. Бағдарламалауда Observer үлгісін қолдануға мысал келтіріңіз.

- Мақсаты: Оқушылардың бақылаушы үлгісінің принциптері мен практикалық қолданылуын түсінуін қамтамасыз ету.

8. Рекурсия көмегімен қандай есептер тиімді шешіледі?

- Мақсаты: Оқушылардың рекурсия оңтайлы шешім болатын сценарийлерді анықтау қабілетін тексеру.

9. Рекурсия программаның өнімділігіне және жадты пайдалануға қалай әсер етеді?

- Мақсаты: Оқушылар рекурсияның жүйе ресурстары мен өнімділігіне әсерін түсінеді.

10. Функционалдық үлгілер бағдарламалық жасақтама дизайны мен архитектурасын қалай жақсарта алатынын түсіндіріңіз.

**Пример для решения**

Задача: Реализация Функции Каррирования для Математических Операций

Каррирование - это процесс преобразования функции, которая принимает несколько аргументов в функцию, которая принимает первый аргумент и возвращает функцию, принимающую следующий аргумент, и так далее. Целью этой задачи является реализация функции каррирования для простых математических операций, таких как сложение, умножение и вычитание.

Цель задачи:

Написать функцию каррирования, которая преобразует двухаргументную математическую функцию в последовательность функций с одним аргументом.

Решение:

def curry(binary\_function):

"""

Функция каррирования для двухаргументной функции.

"""

def f(first\_arg):

def g(second\_arg):

return binary\_function(first\_arg, second\_arg)

return g

return f

# Пример использования

def add(x, y):

return x + y

def multiply(x, y):

return x \* y

# Каррированные версии функций

curried\_add = curry(add)

curried\_multiply = curry(multiply)

# Использование каррированных функций

add\_five = curried\_add(5)

print(add\_five(3)) # Результат: 8 (5 + 3)

multiply\_by\_two = curried\_multiply(2)

print(multiply\_by\_two(4)) # Результат: 8 (2 \* 4)

Объяснение:

Функция `curry` принимает двухаргументную функцию `binary\_function` и возвращает новую функцию `f`. Функция `f` принимает первый аргумент и возвращает ещё одну функцию `g`, которая принимает второй аргумент и выполняет исходную двухаргументную функцию `binary\_function` с этими двумя аргументами.

Этот подход позволяет преобразовать функции, требующие несколько аргументов, в цепочку функций с одним аргументом, что является классическим примером использования каррирования в функциональном программировании. Это упрощает создание специализированных функций на основе общих и повышает гибкость при составлении сложных выражений.