1. Beskriv (kortfattat och översiktligt) vad Streams är för något och vad det kan vara bra för.

Stream är en sekvens av objekt som har olika metoder vilket kan ses som ett löpande band där varje objekt/metod är som en station som gör något med till exempel en lista så som filtrera den eller ändra på värden som finns i den.

Streams är bra för att det blir mindre och mer läsbar kod en om man gör på det mer traditionella sättet. Exempel så behövs bara 1 lista i streams när man ska filtrerar medan utan streams behövs det 2 listor, minst 1 for-loop, minst 1 if-sats och en separat forEach-loop för att skriva ut resultatet.

1. Skriv koden till ett eget funktionellt interface samt ge ett exempel på en    
   implementation av ditt interface på lambda-form.
2. *@FunctionalInterface  
   interface* Function {  
    *int* add(*int* x);  
   }  
   *@FunctionalInterface  
   interface* GenericFunction<T, U, M,R> {  
    R apply(T t, U u, M m);  
   }  
   *public class* Main {  
     
    *public static void* main(String[] args) {  
     
    Function multi = x -> x \* 2;  
    GenericFunction<Integer,Integer,Integer,Integer> genericFunction = (t,u,m) -> t \* u \* m;  
      
    }  
   }

1. Beskriv kortfattat och översiktligt varför programmerar använder design patterns?

Design patterns är programmeringsteknik som hjälper programmerare att lösa återkommande problem, skapar en bra struktur på koden och kollegor kan lättare förstå vad det är man vill koden ska göra. Gör koden mer flexibel till förändringar med.

1. Nämn två olika design pattern och förklara hur *ett* av dessa fungerar samt vad det kan vara bra för.

Observer Pattern

Command pattern

Command pattern är som det låter ett kommando som skickas till en eller flera mottagare. Tänk att man har en kontroll som kan stänga av och på lampor eller vad som helst som har en av och på knapp (finns fler saker som den kan göra detta pattern) när man trycker **på** så kommer det skickas ut ett ”kommando” till mottagarna att de ska starta och lika dant med **av** knappen.

Hur det funkar är att det ska finnas en **”Invoker” klass** som har en **”Command” interface**

**”Command” interfacet** blir implementerat av en **”konkret Command” klass** som sedan har en **”Recevier” klass**

**Invoker** klassen ska sätta kommandot, tänk detta som en fjärrkontroll.

**Command** interfacet har två metoder som **execute** kommandot och en som **Undo** kommandot

**Command klassen** har samma metoder då den implementerar från **Command interfacet**, plus att varje metod kallar på **Recevier action metoden** och det är i den metoden som ska göra något beroende på vad för kommando den har fått.

Klienten är viktigt men den är inte hjärtat av själva **command patternet**

![](data:image/gif;base64,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)

1. Beskriv (kortfattat och översiktligt) vad reguljära uttryck / regex är för något?

Det är ett sätt att kunna matcha olika mönster i strängar som ett telefonnummer börjar på korrekta siffror eller om en fil slutar på .pdf.

Kan användas när vi vill hindra användaren att skicka iväg en inkorrekt mail-adress

1. Ge exempel på ett reguljärt uttryck och beskriv vad ditt uttryck matchar på.
2. ([aeiouy]\\w\*){2,}

Hittar alla ord som har mer en 2 vokaler