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# UOWN Data Analysis for Determining Correlation Between Stream Health Indicators.

*The following markdown conducts the statistical analysis of how different indicators of stream health can potentially predict each other. In the previous processing script, the main take away was that there were very few significant relationships between different chemical, fecal/microbial and biological indicators. The only significant relationships found between Turbity and E. Coli CFU. However, It struck me as peculiar to see biological indicator score and conductivity to have only one significant relationship. After further review of the exploratory figures, I now want to assess the data and relationships explored thus far for impact of outliers, determine if it is appropriate to remove outlying values, and see if this helps find more significant relationships.* *The second part will include test/train splitting to predict stream health indicator values in the MIDO data set and assess the fit of linear models to the MIDO data. This is a more depth recreation of the linear model exploration. Obviously, we found that there weren’t any significant relationships in exploratory analysis. However, this gives us a chance to assess how good a fit the models are in order to see if its even worth looking at the relationships.*

*Therefore, the following constitutes the statistical analysis protocol that will be conducted in this markdown:* #### PART 1: Outliers in stream health indicator (Biological Score, E. Coli (cfu), Conductivity, NO3 (mg/L), and Turbidity) linear relationships. *1. Assess each linear relationship previously performed for outliers in the data;* *2. Determine if it is appropriate to remove outliers;* *3. Rerun linear regressions for the different stream health indicator relationships and assess if more significant relationships exist.*

#### PART 2: Linear Model Fit Analysis of MIDO Data

*1. Conduct test/train data splitting for MIDO Data.* *2. Conduct linear modeling for relationships between stream health indicator predictors (Biological Score, E. Coli (cfu), Conductivity, NO3 (mg/L), and Turbidity) in the form of a workflow for the Test and Train MIDO data.* *3. Predict values for Test and Train MIDO data.* *4. Assess how well the MIDO linear model suite of relationships (Biological Score, E. Coli (cfu), Conductivity, NO3 (mg/L), and Turbidity) fir the test and train data using Root Mean Square Error (rmse). The result will measure how good of a fit the created models are to the data.*

#### PART 3: LASSO Modeling MIDO Data

*Conduct LASSO modeling of linear regression between Biological Score and all other variables and E. coli CFU and all other variables. Cross validation well be done by calculating RMSE for all models and compared to the RMSE for linear regression modeling of a Null model. Additionally, The best model will be selected using the R function select\_best(), for which residuals will be calculated between predicted and actual data.*

### Required packages

library(tidyverse) #Working with multiple Tidy packages

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v dplyr 1.0.7  
## v tidyr 1.1.4 v stringr 1.4.0  
## v readr 2.0.1 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(tidymodels) #Building models

## Registered S3 method overwritten by 'tune':  
## method from   
## required\_pkgs.model\_spec parsnip

## -- Attaching packages -------------------------------------- tidymodels 0.1.4 --

## v broom 0.7.9 v rsample 0.1.0   
## v dials 0.0.10 v tune 0.1.6   
## v infer 1.0.0 v workflows 0.2.3   
## v modeldata 0.1.1 v workflowsets 0.1.0   
## v parsnip 0.1.7 v yardstick 0.0.8   
## v recipes 0.1.17

## -- Conflicts ----------------------------------------- tidymodels\_conflicts() --  
## x scales::discard() masks purrr::discard()  
## x dplyr::filter() masks stats::filter()  
## x recipes::fixed() masks stringr::fixed()  
## x dplyr::lag() masks stats::lag()  
## x yardstick::spec() masks readr::spec()  
## x recipes::step() masks stats::step()  
## \* Learn how to get started at https://www.tidymodels.org/start/

library(dplyr) #data manipulation  
library(here) #setting pathways for saving files

## here() starts at C:/Data/Github/MADA/CARTERCOLEMAN\_MADA\_PROJECT

library(rpart) #Model fitting

##   
## Attaching package: 'rpart'

## The following object is masked from 'package:dials':  
##   
## prune

library(ranger) #Model fitting  
library(glmnet) #Model fitting

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loaded glmnet 4.1-3

library(knitr) #saving tables

### Load Data

*Start by loading the cleaned data labeled as MIDO, NORO, and BICO into the Global Environment.*

#Set the location of the desired dataframes  
MIDO\_location <- here::here("data","processed\_data","MIDO.RDS")  
NORO\_location <- here::here("data","processed\_data","NORO.RDS")  
BICO\_location <- here::here("data","processed\_data","BICO.RDS")  
  
#Load in the Dataframes  
MIDO <- readRDS(MIDO\_location)  
NORO <- readRDS(NORO\_location)  
BICO <- readRDS(BICO\_location)

\_Additionally, I am going to start of by log fitting the E. coli data. This is because that data can have counts several orders of magnitude higher than the variables it is being assessed with. Therefore, model fit may be artificially bad.

#Change the E.Coli (cfu) variable to log10 scale using mutate()  
MIDO %>%  
 mutate\_at(vars(e.coli.cfu), ~log10(.))

## # A tibble: 88 x 11  
## WSID biological\_score conductivity.uscm turbidity.ntu no3.mgL pH  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 MIDO301 13 53 5 0.4 6.7   
## 2 MIDO601 25 65 7 0.6 7.2   
## 3 MIDO701 10 56 7 0.7 7.3   
## 4 MIDO801 15 89 16 1 8   
## 5 MIDO802 12 92 5 3.6 7.3   
## 6 MIDO802 16 77 25 1 6.1   
## 7 MIDO601 18 59 17.9 2.3 5.7   
## 8 MIDO802 6 79 10.9 4.7 5.9   
## 9 MIDO803 5 127 6.3 8.7 6.8   
## 10 MIDO704 22 109 29.2 5 6.05  
## # ... with 78 more rows, and 5 more variables: e.coli.cfu <dbl>, month <dbl>,  
## # year <dbl>, day <dbl>, stream\_ID <chr>

NORO %>%  
 mutate\_at(vars(e.coli.cfu), ~log10(.))

## # A tibble: 35 x 11  
## WSID biological\_score conductivity.uscm turbidity.ntu no3.mgL pH  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 NORO201 21 46 8 0.6 7.2   
## 2 NORO401 22 45 11 0.6 7   
## 3 NORO503 13 54 20 0.9 7.3   
## 4 NORO601 2 685 15 5.1 6.6   
## 5 NORO602 28 44 14 0.7 7   
## 6 NORO601 1 556 9.2 23.3 6.2   
## 7 NORO503 16 65 20.3 0.3 5.5   
## 8 NORO401 31 39 6.1 0.8 6.5   
## 9 NORO503 8 55 8.5 1.1 6.3   
## 10 NORO503 15 62.5 12.5 1 6.61  
## # ... with 25 more rows, and 5 more variables: e.coli.cfu <dbl>, month <dbl>,  
## # year <dbl>, day <dbl>, stream\_ID <chr>

BICO %>%  
 mutate\_at(vars(e.coli.cfu), ~log10(.))

## # A tibble: 23 x 11  
## WSID biological\_score conductivity.uscm turbidity.ntu no3.mgL pH  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 BICO102 22 83 4 0.8 7.2   
## 2 BICO201 20 41 14.9 1.3 6.3   
## 3 BICO201 22 46.5 10.2 0.2 6.56  
## 4 BICO201 29 42.9 20 0.29 7.06  
## 5 BICO301 7 42.9 39.1 0.13 6.76  
## 6 BICO201 25 97.6 9.8 0.75 6.2   
## 7 BICO301 21 87.9 7.7 0.85 6.6   
## 8 BICO201 23 51.3 3.4 0.69 6.73  
## 9 BICO201 21 54.8 2.4 0.1 6.85  
## 10 BICO201 21 54.7 6.9 4.31 6.67  
## # ... with 13 more rows, and 5 more variables: e.coli.cfu <dbl>, month <dbl>,  
## # year <dbl>, day <dbl>, stream\_ID <chr>

### Load all the created linear models from the processing data markdown.

\_We need to load the exploratory linear models created previously in order to assess them for outliers that impact the linear regressions. This is because the cooksdistance() function calls for a linear model input.

#### MIDO

*Biological Score*

#Loading exploratory linear models for MIDO data with Biological Score as Outcome variable.  
BS\_Con\_location <- here::here("data","processed\_data","BS\_Con.rds")  
bs\_con\_lm <- readRDS(BS\_Con\_location)  
  
BS\_ECFU\_location <- here::here("data","processed\_data","BS\_ECFU.rds")  
bs\_ecfu\_lm <- readRDS(BS\_ECFU\_location)  
  
BS\_no3\_location <- here::here("data","processed\_data","BS\_no3.rds")  
bs\_no3\_lm <- readRDS(BS\_no3\_location)  
  
BS\_Turb\_location <- here::here("data","processed\_data","BS\_Turb.rds")  
bs\_turb\_lm <- readRDS(BS\_Turb\_location)

*ECFU*

#Loading exploratory linear models for MIDO data with E. coli (cfu) as Outcome variable.  
ECFU\_Con\_location <- here::here("data","processed\_data","BS\_Con.rds")  
ecfu\_con\_lm <- readRDS(ECFU\_Con\_location)  
  
ECFU\_no3\_location <- here::here("data","processed\_data","BS\_no3.rds")  
ecfu\_no3\_lm <- readRDS(ECFU\_no3\_location)  
  
ECFU\_Turb\_location <- here::here("data","processed\_data","BS\_Turb.rds")  
ecfu\_turb\_lm <- readRDS(ECFU\_Turb\_location)

#### BICO

*Biological Score*

#Loading exploratory linear models for BICO data with Biological Score as Outcome variable.  
B\_BS\_Con\_location <- here::here("data","processed\_data","B\_BS\_Con.rds")  
b\_bs\_con\_lm <- readRDS(B\_BS\_Con\_location)  
  
B\_BS\_ECFU\_location <- here::here("data","processed\_data","B\_BS\_ECFU.rds")  
b\_bs\_ecfu\_lm <- readRDS(B\_BS\_ECFU\_location)  
  
B\_BS\_no3\_location <- here::here("data","processed\_data","B\_BS\_no3.rds")  
b\_bs\_no3\_lm <- readRDS(B\_BS\_no3\_location)  
  
B\_BS\_Turb\_location <- here::here("data","processed\_data","B\_BS\_Turb.rds")  
b\_bs\_turb\_lm <- readRDS(B\_BS\_Turb\_location)

*ECFU*

#Loading exploratory linear models for BICO data with E. coli (cfu) as Outcome variable.  
B\_ECFU\_Con\_location <- here::here("data","processed\_data","B\_BS\_Con.rds")  
b\_ecfu\_con\_lm <- readRDS(B\_ECFU\_Con\_location)  
  
B\_ECFU\_no3\_location <- here::here("data","processed\_data","B\_BS\_no3.rds")  
b\_ecfu\_no3\_lm <- readRDS(B\_ECFU\_no3\_location)  
  
B\_ECFU\_Turb\_location <- here::here("data","processed\_data","B\_BS\_Turb.rds")  
b\_ecfu\_turb\_lm <- readRDS(B\_ECFU\_Turb\_location)

#### NORO

*Biological Score*

#Loading exploratory linear models for NORO data with Biological Score as Outcome variable.  
N\_BS\_Con\_location <- here::here("data","processed\_data","N\_BS\_Con.rds")  
n\_bs\_con\_lm <- readRDS(N\_BS\_Con\_location)  
  
N\_BS\_ECFU\_location <- here::here("data","processed\_data","N\_BS\_ECFU.rds")  
n\_bs\_ecfu\_lm <- readRDS(N\_BS\_ECFU\_location)  
  
N\_BS\_no3\_location <- here::here("data","processed\_data","N\_BS\_no3.rds")  
n\_bs\_no3\_lm <- readRDS(N\_BS\_no3\_location)  
  
N\_BS\_Turb\_location <- here::here("data","processed\_data","N\_BS\_Turb.rds")  
n\_bs\_turb\_lm <- readRDS(N\_BS\_Turb\_location)

*ECFU*

#Loading exploratory linear models for NORO data with E. coli (cfu) as Outcome variable.  
N\_ECFU\_Con\_location <- here::here("data","processed\_data","N\_BS\_Con.rds")  
n\_ecfu\_con\_lm <- readRDS(N\_ECFU\_Con\_location)  
  
N\_ECFU\_no3\_location <- here::here("data","processed\_data","N\_BS\_no3.rds")  
n\_ecfu\_no3\_lm <- readRDS(N\_ECFU\_no3\_location)  
  
N\_ECFU\_Turb\_location <- here::here("data","processed\_data","N\_BS\_Turb.rds")  
n\_ecfu\_turb\_lm <- readRDS(N\_ECFU\_Turb\_location)

### Outlier identification using Cook’s Distance.

*Outliers in these data could be potentially ttreated as errors in reporting. This is because the data is predominantly collected by non-scientist volunteers, who have had training with scientists. As such, it is likely that sampling of mis-identification of macroinvertebrates taxa may occurred. Therefore, an argument can be made that assessing for anomalies in the data could help tease apart the true relationships that exist between different stream health indicators.*

*As such, we will start by analyzing the data for outliers by evaluating relationships with cook’s distance.*

#### Set sample size for sample size parameter (4/n) for each data set (MIDO, NORO, BICO)

#This makes an argument that makes the sum number of rows in a particular data set equal to the sample size of the data set and names it accordingly.  
sample\_size\_MIDO <- nrow(MIDO)  
sample\_size\_NORO <- nrow(NORO)  
sample\_size\_BICO <- nrow(BICO)

#### MIDO

*Outcome: Biological Score*

#Creates a dataframe that stores the cook's distance analysis of influential data points.  
bs\_con\_cd <- cooks.distance(bs\_con\_lm)  
plot(bs\_con\_cd, pch="\*", cex=2, main="MIDO: Conductivity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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bs\_ecfu\_cd <- cooks.distance(bs\_ecfu\_lm)  
plot(bs\_ecfu\_cd, pch="\*", cex=2, main="MIDO: E. coli CFU vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")

![](data:image/png;base64,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)

bs\_no3\_cd <- cooks.distance(bs\_no3\_lm)  
plot(bs\_no3\_cd, pch="\*", cex=2, main="MIDO: NO3 vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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bs\_turb\_cd <- cooks.distance(bs\_turb\_lm)  
plot(bs\_turb\_cd, pch="\*", cex=2, main="MIDO: Turbidity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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#Creates a dataframe that stores the cook's distance analysis of influential data points.  
ecfu\_con\_cd <- cooks.distance(ecfu\_con\_lm)  
plot(ecfu\_con\_cd, pch="\*", cex=2, main="MIDO: Conductivity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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ecfu\_no3\_cd <- cooks.distance(ecfu\_no3\_lm)  
plot(ecfu\_no3\_cd, pch="\*", cex=2, main="MIDO: NO3 vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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ecfu\_turb\_cd <- cooks.distance(ecfu\_turb\_lm)  
plot(ecfu\_turb\_cd, pch="\*", cex=2, main="MIDO: Turbidity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_MIDO, col="red")
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#### NORO

*Outcome: Biological Score*

#Creates a dataframe that stores the cook's distance analysis of influential data points.  
n\_bs\_con\_cd <- cooks.distance(n\_bs\_con\_lm)  
plot(n\_bs\_con\_cd, pch="\*", cex=2, main="NORO: Conductivity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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n\_bs\_ecfu\_cd <- cooks.distance(n\_bs\_ecfu\_lm)  
plot(n\_bs\_ecfu\_cd, pch="\*", cex=2, main="NORO: E. coli CFU vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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n\_bs\_no3\_cd <- cooks.distance(n\_bs\_no3\_lm)  
plot(n\_bs\_no3\_cd, pch="\*", cex=2, main="NORO: NO3 vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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n\_bs\_turb\_cd <- cooks.distance(n\_bs\_turb\_lm)  
plot(n\_bs\_turb\_cd, pch="\*", cex=2, main="NORO: Turbidity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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*Outcome: E.coli CFU*

#Creates a dataframe that stores the cook's distance analysis of influential data points.  
n\_ecfu\_con\_cd <- cooks.distance(n\_ecfu\_con\_lm)  
plot(n\_ecfu\_con\_cd, pch="\*", cex=2, main="NORO: Conductivity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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n\_ecfu\_no3\_cd <- cooks.distance(n\_ecfu\_no3\_lm)  
plot(n\_ecfu\_no3\_cd, pch="\*", cex=2, main="NORO: NO3 vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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n\_ecfu\_turb\_cd <- cooks.distance(n\_ecfu\_turb\_lm)  
plot(n\_ecfu\_turb\_cd, pch="\*", cex=2, main="NORO: Turbidity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_NORO, col="red")
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#### BICO

*Outcome: Biological Score*

#Creates a dataframe that stores the cook's distance analysis of influential data points.  
b\_bs\_con\_cd <- cooks.distance(b\_bs\_con\_lm)  
plot(b\_bs\_con\_cd, pch="\*", cex=2, main="BICO: Conductivity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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b\_bs\_ecfu\_cd <- cooks.distance(b\_bs\_ecfu\_lm)  
plot(b\_bs\_ecfu\_cd, pch="\*", cex=2, main="BICO: E. Coli CFU vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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b\_bs\_no3\_cd <- cooks.distance(b\_bs\_no3\_lm)  
plot(b\_bs\_no3\_cd, pch="\*", cex=2, main="BICO: NO3 vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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b\_bs\_turb\_cd <- cooks.distance(bs\_turb\_lm)  
plot(b\_bs\_turb\_cd, pch="\*", cex=2, main="BICO: Turbidity vs. Biological Score with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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*Outcome: E.coli CFU*

#Creates a dataframe that stores the cook's distance analysis of influential data points.  
b\_ecfu\_con\_cd <- cooks.distance(b\_ecfu\_con\_lm)  
plot(b\_ecfu\_con\_cd, pch="\*", cex=2, main="BICO: Conductivity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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b\_ecfu\_no3\_cd <- cooks.distance(b\_ecfu\_no3\_lm)  
plot(b\_ecfu\_no3\_cd, pch="\*", cex=2, main="BICO: NO3 vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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b\_ecfu\_turb\_cd <- cooks.distance(b\_ecfu\_turb\_lm)  
plot(b\_ecfu\_turb\_cd, pch="\*", cex=2, main="BICO: Turbidity vs. E. coli CFU with Outliers")  
abline(h = 4/sample\_size\_BICO, col="red")
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*The results of the Cook’s Distance show that while there are outliers, very few of them actually exceed a Cook’s Distance value (CDV) of 1. The CDV value of 1 is significant because it is the statistical community consensus value that indicates an influential outlier. As such, it is my educated opinion to leave all data points in, as I do not believe they are skewing liner modle results in a significant enough way to warrant removal.*

# Part 2: Linear Model Fit Assessment for MIDO Data

*At this point,the main take-aways from data analysis thus far is that correlation of stream health indicators showed that most interactions were non-significant, with the exception of E. coli (cfu) and turbidity. Additionally, the data set is most likely not skewed by influential outliers.*

*Moving forward, I want to focus in on just the MIDO dataset. As you can tell, working with many variables in three different data sets can be quite cumbersome to read through. For ease of interpretation, the MIDO data set will serve as the data frame where I test how robust the linear fit models actually are for the data. MIDO is the only data set large enough that when we split the data set into a “test” and “train” data set, I actually have confidence in the resulting model fit analysis. For comparison, MIDO has an n = 88; NORO has an n = 35; and BICO has an n = 23. The only thing we are missing by dropping the other sites is assessing site-by-site comparison, which I am choosing not to focus on anyway.*

#### Splitting MIDO Data

*As discussed above, we need to split the MIDO data into a test and train data set. We do this to see if we get approximately the same linear relationship between the larger (75% of MIDO) train data and the smaller (25% of MIDO) test data.*

#Split the data with 1:4 ratio.  
data\_split <- initial\_split(MIDO, prop = 3/4)  
  
# Create data frames for the two sets:  
train\_data <- training(data\_split)  
test\_data <- testing(data\_split)

*Create a recipe for each linear model relationship in the MIDO dataframe.*

Recipe\_bs\_con <- recipe(biological\_score ~ conductivity.uscm, data = MIDO)  
Recipe\_bs\_ecfu <- recipe(biological\_score ~ e.coli.cfu, data = MIDO)  
Recipe\_bs\_no3 <- recipe(biological\_score ~ no3.mgL, data = MIDO)  
Recipe\_bs\_turb <- recipe(biological\_score ~ turbidity.ntu, data = MIDO)  
Recipe\_ecfu\_con <- recipe(e.coli.cfu ~ e.coli.cfu, data = MIDO)  
Recipe\_ecfu\_no3 <- recipe(e.coli.cfu ~ no3.mgL, data = MIDO)  
Recipe\_ecfu\_turb <- recipe(e.coli.cfu ~ turbidity.ntu, data = MIDO)

*With our seven linear model recipes created, we will define of linear regression model pipe.*

linear\_mod <- linear\_reg() %>%   
 set\_engine("lm") %>%  
 set\_mode("regression")

*Next, create a workflow that adds our seven recipes and model together.*

#Biological Score and Conductivity  
bs\_con\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_bs\_con)  
  
#Biological Score and E. coli(cfu)  
bs\_ecfu\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_bs\_ecfu)  
  
#Biological Score and NO3  
bs\_no3\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_bs\_no3)  
  
#Biological Score and Turbidity  
bs\_turb\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_bs\_turb)  
  
#E. Coli (cfu) and Conductivity  
ecfu\_con\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_ecfu\_con)  
  
#E. Coli (cfu) and NO3  
ECFU\_no3\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_ecfu\_no3)  
  
#E. Coli (cfu) and Turbidity  
ecfu\_turb\_wflow <-   
 workflow() %>%   
 add\_model(linear\_mod) %>%   
 add\_recipe(Recipe\_ecfu\_turb)

## Modeling Train Data Predictions Using Workflows

*Using the workflow above, lets now fit each pf the seven stream health indicator linear models to the train data set.*

*Defining a command that runs model fitting to each of the seven models*

bs\_con\_fit <-   
 bs\_con\_wflow %>%   
 fit(data = train\_data)  
  
bs\_ecfu\_fit <-   
 bs\_ecfu\_wflow %>%   
 fit(data = train\_data)  
  
bs\_no3\_fit <-   
 bs\_no3\_wflow %>%   
 fit(data = train\_data)  
  
bs\_turb\_fit <-   
 bs\_turb\_wflow %>%   
 fit(data = train\_data)  
  
ecfu\_con\_fit <-   
 ecfu\_con\_wflow %>%   
 fit(data = train\_data)  
  
ecfu\_no3\_fit <-   
 ECFU\_no3\_wflow %>%   
 fit(data = train\_data)  
  
ecfu\_turb\_fit <-   
 ecfu\_turb\_wflow %>%   
 fit(data = train\_data)

*Pull linear regression fit models using parsnip().*

bs\_con\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 20.7 2.55 8.11 2.06e-11  
## 2 conductivity.uscm -0.0387 0.0324 -1.19 2.37e- 1

bs\_ecfu\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 18.3 0.950 19.2 2.70e-28  
## 2 e.coli.cfu -0.000799 0.000811 -0.984 3.29e- 1

bs\_no3\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 17.5 0.903 19.4 1.70e-28  
## 2 no3.mgL 0.132 0.149 0.883 3.81e- 1

bs\_turb\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 17.2 1.15 14.9 1.98e-22  
## 2 turbidity.ntu 0.0675 0.0820 0.823 4.13e- 1

Ecoli\_con\_lm <- ecfu\_con\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()  
  
ecfu\_no3\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 588. 139. 4.24 0.0000740  
## 2 no3.mgL -10.0 22.9 -0.437 0.663

ecfu\_turb\_fit %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 387. 175. 2.22 0.0303  
## 2 turbidity.ntu 18.2 12.4 1.47 0.146

#### Using Workflows to Make Predictions in the train data set.

*This is important because we are basically going to try and recreate the actual MIDO data set using the test and trained data and our linear models. We will eventually compare the test data predictions with the train data predictions to assess if our model is actually a good estimator of the relationships between stream health indicators. Additionally, this prediction step allows us to “artificially” create a larger n for our data, allowing fit to be assessed more accurately. This will be done using the augment() function to make predicted outcomes in the test and train data.*

bs\_con\_aug <-   
 augment(bs\_con\_fit, train\_data)  
  
bs\_ecfu\_aug <-   
 augment(bs\_ecfu\_fit, train\_data)  
  
bs\_no3\_aug <-   
 augment(bs\_no3\_fit, train\_data)  
  
bs\_turb\_aug <-   
 augment(bs\_turb\_fit, train\_data)  
  
ecfu\_con\_aug <-   
 augment(ecfu\_con\_fit, train\_data)  
  
ecfu\_no3\_aug <-   
 augment(ecfu\_no3\_fit, train\_data)  
  
ecfu\_turb\_aug <-   
 augment(ecfu\_turb\_fit, train\_data)

#### Using Root Mean Squared Error (RMSE) to Assess Model Fit.

*Assessing fit for train data predictions by calculating RMSE for the test data predictions of stream health indicator linear relationships.*

bs\_con\_aug %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.63

bs\_ecfu\_aug %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.66

bs\_no3\_aug %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.67

bs\_turb\_aug %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.67

Ecoli\_con\_RMSE <- ecfu\_con\_aug %>%  
 rmse(truth = e.coli.cfu, .pred)  
   
ecfu\_no3\_aug %>%  
 rmse(truth = e.coli.cfu, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 1024.

ecfu\_turb\_aug %>%  
 rmse(truth = e.coli.cfu, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 1009.

## Modeling Test Data Predictions Using Workflows

*Using the workflow above, lets now fit each pf the seven stream health indicator linear models to the test data set.*

*Defining a command that runs model fitting to each of the seven models*

bs\_con\_fit\_test <-   
 bs\_con\_wflow %>%   
 fit(data = test\_data)  
  
bs\_ecfu\_fit\_test <-   
 bs\_ecfu\_wflow %>%   
 fit(data = test\_data)  
  
bs\_no3\_fit\_test <-   
 bs\_no3\_wflow %>%   
 fit(data = test\_data)  
  
bs\_turb\_fit\_test <-   
 bs\_turb\_wflow %>%   
 fit(data = test\_data)  
  
ecfu\_con\_fit\_test <-   
 ecfu\_con\_wflow %>%   
 fit(data = test\_data)  
  
ecfu\_no3\_fit\_test <-   
 ECFU\_no3\_wflow %>%   
 fit(data = test\_data)  
  
ecfu\_turb\_fit\_test <-   
 ecfu\_turb\_wflow %>%   
 fit(data = test\_data)

*Pull linear regression fit models using parsnip().*

bs\_con\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 16.6 3.19 5.20 0.0000439  
## 2 conductivity.uscm 0.0119 0.0377 0.317 0.755

bs\_ecfu\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 16.9 2.08 8.11 0.0000000949  
## 2 e.coli.cfu 0.00154 0.00379 0.407 0.688

bs\_no3\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 15.7 1.83 8.57 0.0000000395  
## 2 no3.mgL 1.43 0.942 1.51 0.146

bs\_turb\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 14.7 1.93 7.63 0.000000239  
## 2 turbidity.ntu 0.358 0.179 2.00 0.0588

Ecoli\_con\_test\_lm <- ecfu\_con\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()  
  
ecfu\_no3\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 526. 104. 5.03 0.0000637  
## 2 no3.mgL -103. 53.8 -1.91 0.0701

ecfu\_turb\_fit\_test %>%   
 extract\_fit\_parsnip() %>%   
 tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 261. 117. 2.23 0.0373  
## 2 turbidity.ntu 17.1 10.9 1.57 0.131

#### Using Workflows to Make Predictions in the test data set.

*This is important because we are basically going to try and recreate the actual MIDO data set using the test and trained data and our linear models. This prediction step allows us to “artificially” create a larger n for our data, allowing fit to be assessed more accurately for data predicted from split data. This will be done using the augment() function to make predicted outcomes in the test and train data.*

bs\_con\_aug\_test <-   
 augment(bs\_con\_fit, test\_data)  
  
bs\_ecfu\_aug\_test <-   
 augment(bs\_ecfu\_fit, test\_data)  
  
bs\_no3\_aug\_test <-   
 augment(bs\_no3\_fit, test\_data)  
  
bs\_turb\_aug\_test <-   
 augment(bs\_turb\_fit, test\_data)  
  
ecfu\_con\_aug\_test <-   
 augment(ecfu\_con\_fit, test\_data)  
  
ecfu\_no3\_aug\_test <-   
 augment(ecfu\_no3\_fit, test\_data)  
  
ecfu\_turb\_aug\_test <-   
 augment(ecfu\_turb\_fit, test\_data)

#### Using Root Mean Squared Error (RMSE) to Assess Model Fit.

*Assessing fit for train data predictions by calculating RMSE for the test data predictions of stream health indicator linear relationships.*

bs\_con\_aug\_test %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.80

bs\_ecfu\_aug\_test %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.57

bs\_no3\_aug\_test %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.46

bs\_turb\_aug\_test %>%  
 rmse(truth = biological\_score, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 6.33

Ecoli\_con\_RMSE\_test <- ecfu\_con\_aug\_test %>%  
 rmse(truth = e.coli.cfu, .pred)  
   
ecfu\_no3\_aug\_test %>%  
 rmse(truth = e.coli.cfu, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 419.

ecfu\_turb\_aug\_test %>%  
 rmse(truth = e.coli.cfu, .pred)

## # A tibble: 1 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 386.

#### Save significant Test and Train linear models to the results folder.

#Create a table for E. coli (cfu) as a function of Conductivity Linear Fit Model in the MIDO train data.  
MIDO\_ECFU\_Con\_fit <- kable(as.tibble(Ecoli\_con\_lm),  
 caption = "Linear Fit Model: E. Coli CFU predicted by Conductivity in the Trained MIDO Data Set")

## Warning: `as.tibble()` was deprecated in tibble 2.0.0.  
## Please use `as\_tibble()` instead.  
## The signature and semantics have changed, see `?as\_tibble`.

MIDO\_ECFU\_Con\_fit

Linear Fit Model: E. Coli CFU predicted by Conductivity in the Trained MIDO Data Set

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| term | estimate | std.error | statistic | p.value |
| (Intercept) | 564.4167 | 127.2408 | 4.435816 | 3.62e-05 |

#Create a table for E. coli (cfu) as a function of Conductivity Linear Fit Model in the MIDO test data.  
  
MIDO\_ECFU\_Con\_fit\_test <- kable(as.tibble(Ecoli\_con\_test\_lm),  
 caption = "Linear Fit Model: E. Coli CFU predicted by Conductivity in the Test MIDO Data Set")  
  
MIDO\_ECFU\_Con\_fit\_test

Linear Fit Model: E. Coli CFU predicted by Conductivity in the Test MIDO Data Set

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| term | estimate | std.error | statistic | p.value |
| (Intercept) | 394.4773 | 83.6566 | 4.715435 | 0.0001177 |

#### Save significant Test and Train RMSE to the results folder.

#Create a table for E. coli (cfu) as a function of Conductivity Linear Fit Model RMSE in the MIDO train data.  
MIDO\_ECFU\_Con\_RMSE <- kable(as.tibble(Ecoli\_con\_RMSE),  
 caption = "Root Mean Square Error: E. Coli CFU predicted by Conductivity in the Trained MIDO Data Set")  
  
MIDO\_ECFU\_Con\_RMSE

Root Mean Square Error: E. Coli CFU predicted by Conductivity in the Trained MIDO Data Set

|  |  |  |
| --- | --- | --- |
| .metric | .estimator | .estimate |
| rmse | standard | 1025.848 |

#Create a table for E. coli (cfu) as a function of Conductivity Linear Fit Model RMSE in the MIDO test data.  
  
MIDO\_ECFU\_Con\_RMSE\_test <- kable(as.tibble(Ecoli\_con\_RMSE),  
 caption = "Root Mean Square Error: E. Coli CFU predicted by Conductivity in the Test MIDO Data Set")  
  
MIDO\_ECFU\_Con\_RMSE\_test

Root Mean Square Error: E. Coli CFU predicted by Conductivity in the Test MIDO Data Set

|  |  |  |
| --- | --- | --- |
| .metric | .estimator | .estimate |
| rmse | standard | 1025.848 |

# Part 3: LASSO Modeling for Ideal Combination of Stream Health Indicators to Predict Biological SCore and E. Coli Colony Forming Units in MIDO Data.

# Biological Score

## Data Set Up:

*Take ID and time variables out of MIDO Data frame. This will help reduce errors when we try to run the Model.*

MIDO\_LASSO <- MIDO %>%  
 select(-"WSID", -"stream\_ID", -"month", -"year", -"day", -"pH")

*log transform E. coli data to fix bias in E. coli data*

MIDO\_LASSO <- MIDO\_LASSO %>%  
 mutate(e.coli.cfu = log10(MIDO\_LASSO$e.coli.cfu))

*Set seed: This sets a random number generator with initial (pseudo)random values set as “123”. We will need a series of random numbers created for our machine learning analysis.*

#Set random number generator.  
set.seed(123)

## Null Model For MIDO Data

*5-fold cross validation, 5 times repeated for MIDO data: Here we are setting a cross-validation of the machine learning models. Cross-validation is used to measure how the results of our machine learning models will generalize to an independent data set. As such, the folds created will be be 5 random sub-samples of the train data set to test the validity of our models within the train data set. The 5x5 structure is arbitrary.*

#Create folds for LASSO Cross Validation.  
fold\_BS <- vfold\_cv(MIDO\_LASSO, v = 5, repeats = 5, strata = biological\_score)

*Creating the recipe for Biological Score vs all predictors*

BS.recipe <-   
 recipe(biological\_score ~ ., data = MIDO\_LASSO) %>%  
 step\_zv(all\_predictors()) %>%  
 step\_normalize(all\_predictors())  
   
BS.recipe

## Recipe  
##   
## Inputs:  
##   
## role #variables  
## outcome 1  
## predictor 4  
##   
## Operations:  
##   
## Zero variance filter on all\_predictors()  
## Centering and scaling for all\_predictors()

*Setting linear regression model to assess relationship between Biological Score (outcome) and all other predictor variables.*

lm\_mod <- linear\_reg() %>% set\_engine("lm") %>% set\_mode("regression")

*However, first we need to create our null model to test against.*

### Null Model:

*Creates null model recipe. When we call this term, it will indicate in our workflow that Biological Score will be predicted by a value of 1 (NULL).*

Null\_recipe\_lm <- recipe(biological\_score ~ 1, data = MIDO\_LASSO)

*Creating the Workflow: this creates a set workflow for running a null linear regression model with biological score as the outcome.*

null\_wf <- workflow() %>% add\_model(lm\_mod) %>% add\_recipe(Null\_recipe\_lm)

*Here, I am going to fit the null model created in the above workflow to the folds made from the train data set.*

null\_lm <- fit\_resamples(null\_wf, resamples = fold\_BS)

## ! Fold1, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat5: internal: A correlation computation is required, but `estimate` is const...

*Calculate RMSE for the Null linear model.*

Null\_Met <- collect\_metrics(null\_lm)  
  
Null\_Met <- kable(Null\_Met,  
 caption = "Root Mean Squared Error and Standard Deviation for Biological Score Null Linear Model")  
  
Null\_Met

Root Mean Squared Error and Standard Deviation for Biological Score Null Linear Model

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| .metric | .estimator | mean | n | std\_err | .config |
| rmse | standard | 6.628388 | 25 | 0.1313342 | Preprocessor1\_Model1 |
| rsq | standard | NaN | 0 | NA | Preprocessor1\_Model1 |

*RMSE = 6.63, with a standard deviation of 0.13. This will serve as our check to test our models against latter on.*

## LASSO Model

*Specifying The Model: LASSO*

lasso\_mod <-   
 linear\_reg(penalty = tune(), mixture = 1) %>%   
 set\_engine("glmnet")

*Creating a Workflow: LASSO*

lasso\_wf <- workflow() %>%  
 add\_model(lasso\_mod) %>%  
 add\_recipe(BS.recipe)

*Create Tuning Grid: LASSO*

LASSO\_grid <- grid\_regular(penalty(), levels = 50)

*Cross Validation with tune\_grid(): LASSO*

lasso\_resample <-   
 lasso\_wf %>%  
 tune\_grid(resamples = fold\_BS,  
 grid = LASSO\_grid,  
 control = control\_grid(verbose = FALSE, save\_pred = TRUE),  
 metrics = metric\_set(rmse))  
  
lasso\_resample %>%  
 collect\_metrics()

## # A tibble: 50 x 7  
## penalty .metric .estimator mean n std\_err .config   
## <dbl> <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 1 e-10 rmse standard 6.72 25 0.218 Preprocessor1\_Model01  
## 2 1.60e-10 rmse standard 6.72 25 0.218 Preprocessor1\_Model02  
## 3 2.56e-10 rmse standard 6.72 25 0.218 Preprocessor1\_Model03  
## 4 4.09e-10 rmse standard 6.72 25 0.218 Preprocessor1\_Model04  
## 5 6.55e-10 rmse standard 6.72 25 0.218 Preprocessor1\_Model05  
## 6 1.05e- 9 rmse standard 6.72 25 0.218 Preprocessor1\_Model06  
## 7 1.68e- 9 rmse standard 6.72 25 0.218 Preprocessor1\_Model07  
## 8 2.68e- 9 rmse standard 6.72 25 0.218 Preprocessor1\_Model08  
## 9 4.29e- 9 rmse standard 6.72 25 0.218 Preprocessor1\_Model09  
## 10 6.87e- 9 rmse standard 6.72 25 0.218 Preprocessor1\_Model10  
## # ... with 40 more rows

*Plot model performance using autoplot()*

#Plot of MIDO data LASSO model performance  
lasso\_resample %>%  
 autoplot(main="MIDO Data LASSO Performance")
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*Showing and selecting best performing Models*

#Showing best performing LASSO models  
top\_five\_bs <- lasso\_resample %>%  
 show\_best()  
   
#Selects best performing model  
best\_lasso <- lasso\_resample %>%  
 select\_best()  
  
Best\_LASSO\_BS <- kable(top\_five\_bs,  
 caption = "Top 5 best performing LASSO Models for Biological Score as the Outcome")  
  
Best\_LASSO\_BS

Top 5 best performing LASSO Models for Biological Score as the Outcome

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| penalty | .metric | .estimator | mean | n | std\_err | .config |
| 0.2442053 | rmse | standard | 6.490085 | 25 | 0.1632713 | Preprocessor1\_Model47 |
| 0.3906940 | rmse | standard | 6.491326 | 25 | 0.1502093 | Preprocessor1\_Model48 |
| 0.1526418 | rmse | standard | 6.537139 | 25 | 0.1744540 | Preprocessor1\_Model46 |
| 0.6250552 | rmse | standard | 6.541565 | 25 | 0.1382506 | Preprocessor1\_Model49 |
| 0.0954095 | rmse | standard | 6.592059 | 25 | 0.1863224 | Preprocessor1\_Model45 |

*This shows that model 47 is the best performing models (RMSE = 6.50; STE = 0.16). However, it doesn’t really perform any better than the null model, making it a bad fit to the data.*

*Creating final fit based on best model permutation and plotting predicted values from that final fit model*

lasso\_final\_wf <-   
 lasso\_wf %>%   
 finalize\_workflow(best\_lasso)  
  
lasso\_final\_wf

## == Workflow ====================================================================  
## Preprocessor: Recipe  
## Model: linear\_reg()  
##   
## -- Preprocessor ----------------------------------------------------------------  
## 2 Recipe Steps  
##   
## \* step\_zv()  
## \* step\_normalize()  
##   
## -- Model -----------------------------------------------------------------------  
## Linear Regression Model Specification (regression)  
##   
## Main Arguments:  
## penalty = 0.244205309454865  
## mixture = 1  
##   
## Computational engine: glmnet

#Create workflow for fitting model to train\_data2 predictions  
lasso\_final\_fit <-   
 lasso\_final\_wf %>%  
 fit(MIDO\_LASSO)

*Calculating residuals:*

#Manually calculate residuals for MIDO data LASSO models between real and predicted values.  
lasso\_residuals <- lasso\_final\_fit %>%  
 augment(MIDO\_LASSO) %>% #use augment() to make predictions from train data  
 select(c(.pred, biological\_score)) %>%  
 mutate(.resid = biological\_score - .pred) #calculate residuals and make new row.  
  
lasso\_residuals

## # A tibble: 88 x 3  
## .pred biological\_score .resid  
## <dbl> <dbl> <dbl>  
## 1 19.2 13 -6.22  
## 2 19.2 25 5.76  
## 3 17.7 10 -7.67  
## 4 20.9 15 -5.94  
## 5 15.8 12 -3.75  
## 6 21.3 16 -5.34  
## 7 14.0 18 3.96  
## 8 16.7 6 -10.7   
## 9 13.5 5 -8.47  
## 10 23.4 22 -1.43  
## # ... with 78 more rows

*model predictions from tuned model vs actual outcomes*

lasso\_pred\_plot <- ggplot(lasso\_residuals,   
 aes(x = biological\_score,   
 y = .pred)) +   
 geom\_point() +   
 labs(title = "Predictions vs Actual: LASSO",   
 x = "Biological Score Outcome",   
 y = "Biological Score Prediction")  
lasso\_pred\_plot
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#save plot  
lasso\_pred\_plot\_BS\_location <- here::here("results", "lasso\_prediction\_plot\_BS.png")  
  
ggsave(lasso\_pred\_plot\_BS\_location)

## Saving 5 x 4 in image

*plot residuals vs predictions*

lasso\_residual\_plot <- ggplot(lasso\_residuals,   
 aes(y = .resid,   
 x = .pred)) +   
 geom\_point() +   
 labs(title = "Predictions vs Residuals: LASSO",   
 x = "Biological Score Prediction",   
 y = "Residuals")  
plot(lasso\_residual\_plot) #view plot
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# LASSO: E. coli cfu

## Data Set Up:

*Set seed: This sets a random number generator with initial (pseudo)random values set as “123”. We will need a series of random numbers created for our machine learning analysis.*

#Set random number generator.  
set.seed(123)

## Null Model For MIDO Data

*5-fold cross validation, 5 times repeated for MIDO data: Here we are setting a cross-validation of the machine learning models. Cross-validation is used to measure how the results of our machine learning models will generalize to an independent data set. As such, the folds created will be be 5 random sub-samples of the train data set to test the validity of our models within the train data set. The 5x5 structure is arbitrary.*

#Create folds for LASSO Cross Validation.  
fold\_EC <- vfold\_cv(MIDO\_LASSO, v = 5, repeats = 5, strata = e.coli.cfu)

*Creating the recipe for E. coli cfu vs all predictors*

EC.recipe <-   
 recipe(e.coli.cfu ~ ., data = MIDO\_LASSO) %>%  
 step\_zv(all\_predictors()) %>%  
 step\_normalize(all\_predictors())  
   
EC.recipe

## Recipe  
##   
## Inputs:  
##   
## role #variables  
## outcome 1  
## predictor 4  
##   
## Operations:  
##   
## Zero variance filter on all\_predictors()  
## Centering and scaling for all\_predictors()

*Setting linear regression model to assess relationship between E. coli cfu (outcome) and all other predictor variables.*

lm\_mod <- linear\_reg() %>% set\_engine("lm") %>% set\_mode("regression")

*However, first we need to create our null model to test against.*

### Null Model:

*Creates null model recipe. When we call this term, it will indicate in our workflow that E. Coli cfu will be predicted by a value of 1 (NULL).*

Null\_recipe\_lm\_EC <- recipe(e.coli.cfu ~ 1, data = MIDO\_LASSO)

*Creating the Workflow: this creates a set workflow for running a null linear regression model with E. coli cfu as the outcome.*

null\_wf\_EC <- workflow() %>% add\_model(lm\_mod) %>% add\_recipe(Null\_recipe\_lm\_EC)

*Here, I am going to fit the null model created in the above workflow to the folds made from the train data set.*

null\_lm\_EC <- fit\_resamples(null\_wf\_EC, resamples = fold\_EC)

## ! Fold1, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat1: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat2: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat3: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat4: internal: A correlation computation is required, but `estimate` is const...

## ! Fold1, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold2, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold3, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold4, Repeat5: internal: A correlation computation is required, but `estimate` is const...

## ! Fold5, Repeat5: internal: A correlation computation is required, but `estimate` is const...

*Calculate RMSE for the train data linear model.*

Null\_Met\_EC <- collect\_metrics(null\_lm\_EC)  
  
  
Null\_Met\_EC <- kable(Null\_Met\_EC,  
 caption = "Root Mean Squared Error and Standard Deviation for E. coli cfu Null Linear Model")  
  
Null\_Met\_EC

Root Mean Squared Error and Standard Deviation for E. coli cfu Null Linear Model

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| .metric | .estimator | mean | n | std\_err | .config |
| rmse | standard | 0.5244775 | 25 | 0.0138556 | Preprocessor1\_Model1 |
| rsq | standard | NaN | 0 | NA | Preprocessor1\_Model1 |

*RMSE = 0.52, with a standard deviation of 0.014. This will serve as our check to test our models against latter on.*

## LASSO Model

*Specifying The Model: LASSO*

lasso\_mod <-   
 linear\_reg(penalty = tune(), mixture = 1) %>%   
 set\_engine("glmnet")

*Creating a Workflow: LASSO*

lasso\_wf\_EC <- workflow() %>%  
 add\_model(lasso\_mod) %>%  
 add\_recipe(EC.recipe)

*Create Tuning Grid: LASSO*

LASSO\_grid <- grid\_regular(penalty(), levels = 50)

*Cross Validation with tune\_grid(): LASSO*

lasso\_resample\_EC <-   
 lasso\_wf\_EC %>%  
 tune\_grid(resamples = fold\_EC,  
 grid = LASSO\_grid,  
 control = control\_grid(verbose = FALSE, save\_pred = TRUE),  
 metrics = metric\_set(rmse))  
  
lasso\_resample\_EC %>%  
 collect\_metrics()

## # A tibble: 50 x 7  
## penalty .metric .estimator mean n std\_err .config   
## <dbl> <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 1 e-10 rmse standard 0.505 25 0.0118 Preprocessor1\_Model01  
## 2 1.60e-10 rmse standard 0.505 25 0.0118 Preprocessor1\_Model02  
## 3 2.56e-10 rmse standard 0.505 25 0.0118 Preprocessor1\_Model03  
## 4 4.09e-10 rmse standard 0.505 25 0.0118 Preprocessor1\_Model04  
## 5 6.55e-10 rmse standard 0.505 25 0.0118 Preprocessor1\_Model05  
## 6 1.05e- 9 rmse standard 0.505 25 0.0118 Preprocessor1\_Model06  
## 7 1.68e- 9 rmse standard 0.505 25 0.0118 Preprocessor1\_Model07  
## 8 2.68e- 9 rmse standard 0.505 25 0.0118 Preprocessor1\_Model08  
## 9 4.29e- 9 rmse standard 0.505 25 0.0118 Preprocessor1\_Model09  
## 10 6.87e- 9 rmse standard 0.505 25 0.0118 Preprocessor1\_Model10  
## # ... with 40 more rows

*Plot model performance using autoplot()*

#Plot of MIDO data LASSO model performance  
lasso\_resample\_EC %>%  
 autoplot()

![](data:image/png;base64,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)

*Showing and selecting best performing Models*

#Showing best performing LASSO models  
top\_five\_ec <- lasso\_resample\_EC %>%  
 show\_best()  
   
#Selects best performing model  
best\_lasso\_EC <- lasso\_resample\_EC %>%  
 select\_best()  
  
Best\_LASSO\_EC <- kable(top\_five\_ec,  
 caption = "Top 5 best performing LASSO Models for E. coli cfu as the Outcome")  
  
Best\_LASSO\_EC

Top 5 best performing LASSO Models for E. coli cfu as the Outcome

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| penalty | .metric | .estimator | mean | n | std\_err | .config |
| 0.0145635 | rmse | standard | 0.5046378 | 25 | 0.0122163 | Preprocessor1\_Model41 |
| 0.0091030 | rmse | standard | 0.5046412 | 25 | 0.0120305 | Preprocessor1\_Model40 |
| 0.0056899 | rmse | standard | 0.5048005 | 25 | 0.0119313 | Preprocessor1\_Model39 |
| 0.0035565 | rmse | standard | 0.5049614 | 25 | 0.0118755 | Preprocessor1\_Model38 |
| 0.0022230 | rmse | standard | 0.5050356 | 25 | 0.0118479 | Preprocessor1\_Model37 |

*This shows that model 41 is the best performing models (RMSE = 0.50; STE = 0.012). However, it doesn’t really perform any better than the null model, making it a bad fit to the data.*

*Creating final fit based on best model permutation and plotting predicted values from that final fit model*

lasso\_final\_wf\_EC <-   
 lasso\_wf\_EC %>%   
 finalize\_workflow(best\_lasso\_EC)  
  
lasso\_final\_wf\_EC

## == Workflow ====================================================================  
## Preprocessor: Recipe  
## Model: linear\_reg()  
##   
## -- Preprocessor ----------------------------------------------------------------  
## 2 Recipe Steps  
##   
## \* step\_zv()  
## \* step\_normalize()  
##   
## -- Model -----------------------------------------------------------------------  
## Linear Regression Model Specification (regression)  
##   
## Main Arguments:  
## penalty = 0.0145634847750124  
## mixture = 1  
##   
## Computational engine: glmnet

#Create workflow for fitting model to train\_data2 predictions  
lasso\_final\_fit\_EC <-   
 lasso\_final\_wf\_EC %>%  
 fit(MIDO\_LASSO)

*Calculating residuals:*

#Manually calculate residuals for MIDO data LASSO models between real and predicted values.  
lasso\_residuals\_EC <- lasso\_final\_fit\_EC %>%  
 augment(MIDO\_LASSO) %>% #use augment() to make predictions from train data  
 select(c(.pred, e.coli.cfu)) %>%  
 mutate(.resid = e.coli.cfu - .pred) #calculate residuals and make new row.  
  
lasso\_residuals\_EC

## # A tibble: 88 x 3  
## .pred e.coli.cfu .resid  
## <dbl> <dbl> <dbl>  
## 1 2.53 1.93 -0.597  
## 2 2.27 1.93 -0.344  
## 3 2.60 2.43 -0.172  
## 4 2.51 1.61 -0.900  
## 5 2.43 2.75 0.322  
## 6 2.59 1.87 -0.719  
## 7 2.49 3.84 1.35   
## 8 2.60 2.77 0.161  
## 9 2.43 3.33 0.899  
## 10 2.37 1.30 -1.07   
## # ... with 78 more rows

*model predictions from tuned model vs actual outcomes*

lasso\_pred\_plot\_EC <- ggplot(lasso\_residuals\_EC,   
 aes(x = e.coli.cfu,   
 y = .pred)) +   
 geom\_point() +   
 labs(title = "Predictions vs Actual: LASSO",   
 x = "E. coli cfu Outcome",   
 y = "E. coli cfu Prediction")  
lasso\_pred\_plot\_EC
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#save plot  
lasso\_pred\_plot\_EC\_location <- here::here("results", "lasso\_prediction\_plot\_EC.png")  
  
ggsave(lasso\_pred\_plot\_EC\_location)

## Saving 5 x 4 in image

*plot residuals vs predictions*

lasso\_residual\_plot\_EC <- ggplot(lasso\_residuals\_EC,   
 aes(y = .resid,   
 x = .pred)) +   
 geom\_point() +   
 labs(title = "Predictions vs Residuals: LASSO",   
 x = "E. coli cfu Prediction",   
 y = "Residuals")  
plot(lasso\_residual\_plot\_EC) #view plot
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