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**Вступ**

Алгоритм Флойда — це класичний метод пошуку **найкоротших шляхів між усіма парами вершин** у зваженому графі. На відміну від алгоритмів Дейкстри чи Беллмана-Форда, які знаходять шляхи лише з однієї стартової вершини, Флойд дає повну картину відстаней у графі за один запуск.

**Основні властивості алгоритму:**

✅ Працює з **графами, що мають ребра з від'ємними вагами** (але без від'ємних циклів).  
✅ Використовує **динамічне програмування** для послідовного оновлення матриці відстаней.  
✅ Часова складність — **O(n³)**, де **n** — кількість вершин.  
✅ Може виявляти **наявність від'ємних циклів** у графі.

**Де застосовується?**

* Транспортні мережі (пошук оптимальних маршрутів).
* Маршрутизація в комп'ютерних мережах.
* Аналіз соціальних зв'язків (знаходження "найкоротших" знайомств).
* Обчислення схожості між об'єктами (наприклад, у рекомендаційних системах).

**Чим відрізняється від алгоритму Флойда-Уоршелла?**

Історично алгоритм Флойда (1962) і алгоритм Уоршелла (1959) були розроблені незалежно, але вирішували схожі задачі. Сучасні підручники часто об'єднують їх під назвою "Флойда-Уоршелла", хоча оригінальний алгоритм Флойда працював саме з найкоротшими шляхами, а Уоршелла — з транзитивним замиканням графа.

**Мета цієї роботи:**

1. Реалізувати "чистий" алгоритм Флойда
2. Візуалізувати його роботу через графічний інтерфейс.
3. Дослідити межі застосування на прикладах з від'ємними вагами.

**2. Короткий опис алгоритму з ілюстрацією практичного застосування**

**Основні кроки алгоритму Флойда:**

1. **Ініціалізація матриці відстаней:**
   * Якщо існує ребро між вершинами **i** та **j**, то **D[i][j] = вага ребра**.
   * Якщо ребра немає, **D[i][j] = ∞** (або дуже велике число).
   * Діагональні елементи **D[i][i] = 0** (відстань від вершини до самої себе).
2. **Оновлення матриці через проміжні вершини:**  
   Для кожної проміжної вершини **k** (від 1 до **n**) оновлюємо матрицю:

D[i][j] = min(D[i][j], D[i][k] + D[k][j])

1. **Виведення результатів:**  
   Після завершення роботи алгоритму матриця **D** містить найкоротші відстані між усіма парами вершин.

**Блок-схема алгоритму Флойда**

Нижче наведено текстовий опис блок-схеми з поясненням кожного кроку.

**1. Початок**

* Старт алгоритму.

**2. Введення матриці ваг графа (D)**

* Користувач задає матрицю відстаней розміром **n×n**, де:
  + **D[i][j]** = вага ребра між вершинами **i** та **j** (або **∞**, якщо ребра немає).
  + **D[i][i] = 0** (відстань від вершини до самої себе).

**3. Основний цикл (по проміжній вершині k)**

* Для кожної вершини **k** (від **1** до **n**):

**4. Вкладений цикл (по рядках i)**

* + Для кожної вершини **i** (від **1** до **n**):

**5. Вкладений цикл (по стовпцях j)**

* + - Для кожної вершини **j** (від **1** до **n**):

**6. Умова оновлення відстані**

* + - * Якщо **D[i][k] + D[k][j] < D[i][j]**, то:
        + **D[i][j] = D[i][k] + D[k][j]** (оновлюємо відстань).

**7. Перевірка на від'ємні цикли (опціонально)**

* Після завершення алгоритму:
  + Якщо **D[i][i] < 0** для будь-якої вершини **i**, граф містить від'ємний цикл.

**8. Виведення результату**

* Виводиться матриця **D** з найкоротшими відстанями між усіма парами вершин.

**9. Кінець**

* Алгоритм завершує роботу.

**Графічне зображення блок-схеми (псевдокод)**
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import tkinter as tk

from tkinter import ttk, messagebox

class FloydApp:

    def \_\_init\_\_(*self*, *root*):

        """

        Ініціалізація головного вікна програми.

        Тут створюються всі основні елементи інтерфейсу.

        """

*self*.root = *root*

*self*.root.title("Алгоритм Флойда")

*self*.root.geometry("820x620")  # Збільшений розмір вікна для кращого відображення

        # ===== Вхідні дані =====

*self*.input\_frame = ttk.LabelFrame(*root*, *text*="Матриця ваг графа", *padding*=10)

*self*.input\_frame.pack(*pady*=10, *padx*=10, *fill*="x")

        # --- Контроль розміру матриці ---

        size\_control = ttk.Frame(*self*.input\_frame)

        size\_control.pack(*fill*="x")

        ttk.Label(size\_control, *text*="Розмір матриці:").pack(*side*="left")

        # Вибір розміру матриці (від 2 до 8)

*self*.matrix\_size = tk.IntVar(*value*=4)

        ttk.Spinbox(size\_control, *from\_*=2, *to*=8, *textvariable*=*self*.matrix\_size,

*command*=*self*.update\_matrix\_input).pack(*side*="left", *padx*=5)

        # --- Таблиця для введення матриці ---

*self*.matrix\_table = ttk.Frame(*self*.input\_frame)

*self*.matrix\_table.pack(*fill*="x", *pady*=5)

*self*.matrix\_entries = []  # Тут зберігатимемо всі поля вводу

*self*.update\_matrix\_input()  # Ініціалізуємо таблицю

        # ===== Кнопки управління =====

*self*.control\_frame = ttk.Frame(*root*)

*self*.control\_frame.pack(*pady*=10)

        # Кнопка для обчислення результатів

        ttk.Button(*self*.control\_frame, *text*="Обчислити", *command*=*self*.calculate).pack(*side*="left", *padx*=5)

        # Кнопка для очищення даних

        ttk.Button(*self*.control\_frame, *text*="Очистити", *command*=*self*.clear).pack(*side*="left", *padx*=5)

        # ===== Вікно результатів =====

*self*.result\_frame = ttk.LabelFrame(*root*, *text*="Результати", *padding*=10)

*self*.result\_frame.pack(*pady*=10, *padx*=10, *fill*="both", *expand*=True)

        # Текстове поле для виведення результатів

*self*.result\_text = tk.Text(*self*.result\_frame, *height*=12, *font*=('Courier New', 10))

        # Додаємо прокрутку

        scrollbar = ttk.Scrollbar(*self*.result\_frame, *command*=*self*.result\_text.yview)

        scrollbar.pack(*side*="right", *fill*="y")

*self*.result\_text.pack(*fill*="both", *expand*=True)

*self*.result\_text.configure(*yscrollcommand*=scrollbar.set)

    def update\_matrix\_input(*self*):

        """

        Оновлює таблицю для введення матриці відповідно до обраного розміру.

        Видаляє старі поля вводу та створює нові.

        """

        # Очищаємо старі поля

        for widget in *self*.matrix\_table.winfo\_children():

            widget.destroy()

*self*.matrix\_entries = []  # Очищаємо список полів

        size = *self*.matrix\_size.get()  # Отримуємо поточний розмір

        # --- Створюємо заголовки стовпців ---

        for j in range(size):

            ttk.Label(*self*.matrix\_table, *text*=f"До {j+1}", *width*=6).grid(*row*=0, *column*=j+1)

        # --- Створюємо поля вводу ---

        for i in range(size):

            # Додаємо мітки рядків

            ttk.Label(*self*.matrix\_table, *text*=f"Від {i+1}").grid(*row*=i+1, *column*=0)

            row\_entries = []  # Тут зберігатимемо поля поточного рядка

            for j in range(size):

                entry = ttk.Entry(*self*.matrix\_table, *width*=6)

                # Заповнюємо діагональ нулями, інші поля - "∞"

                if i == j:

                    entry.insert(0, "0")

                else:

                    entry.insert(0, "∞")

                entry.grid(*row*=i+1, *column*=j+1, *padx*=2, *pady*=2)

                row\_entries.append(entry)

*self*.matrix\_entries.append(row\_entries)  # Додаємо рядок до загального списку

    def get\_matrix(*self*):

        """

        Отримує матрицю з полів вводу.

        Перетворює текст у числові значення ("∞" стає нескінченністю).

        Повертає двовимірний список (матрицю).

        """

        size = *self*.matrix\_size.get()

        matrix = []

        infinity = float('inf')  # Представлення нескінченності

        for i in range(size):

            row = []

            for j in range(size):

                value = *self*.matrix\_entries[i][j].get().strip()  # Отримуємо значення

                # Обробляємо спеціальні значення

                if value.lower() == "∞" or value == "":

                    row.append(infinity)

                else:

                    try:

                        row.append(int(value))  # Спробуємо перетворити в число

                    except ValueError:

                        row.append(infinity)  # Якщо не вийшло - ставимо ∞

            matrix.append(row)

        return matrix

    def floyd\_algorithm(*self*, *graph*):

        """

        Реалізація алгоритму Флойда для пошуку найкоротших шляхів.

        Приймає матрицю суміжності графа.

        Повертає матрицю найкоротших відстаней або None, якщо є від'ємний цикл.

        """

        n = len(*graph*)

        dist = [row[:] for row in *graph*]  # Копіюємо матрицю

        # Основний алгоритм

        for k in range(n):

            for i in range(n):

                for j in range(n):

                    # Оновлюємо відстань, якщо знайдено коротший шлях через k

                    if dist[i][k] + dist[k][j] < dist[i][j]:

                        dist[i][j] = dist[i][k] + dist[k][j]

        # Перевірка на наявність від'ємних циклів

        for i in range(n):

            if dist[i][i] < 0:  # Якщо діагональний елемент від'ємний

                return None  # Граф містить від'ємний цикл

        return dist

    def calculate(*self*):

        """

        Обробник натискання кнопки "Обчислити".

        Отримує матрицю, обчислює результати та виводить їх.

        """

        try:

            matrix = *self*.get\_matrix()  # Отримуємо матрицю з полів вводу

            result = *self*.floyd\_algorithm(matrix)  # Обчислюємо результати

*self*.result\_text.delete(1.0, tk.END)  # Очищаємо попередні результати

            if result is None:

*self*.result\_text.insert(tk.END, "Граф містить від'ємний цикл!")

                return

            # --- Форматуємо вивід результатів ---

*self*.result\_text.insert(tk.END, "Матриця найкоротших відстаней:\n\n")

            size = len(result)

            # Заголовки стовпців

            header = "        " + "".join([f"{'До ' + str(j+1):<8}" for j in range(size)])

*self*.result\_text.insert(tk.END, header + "\n")

            # Дані матриці

            for i in range(size):

                row\_str = f"Від {i+1}:  "

                for j in range(size):

                    val = result[i][j]

                    if val == float('inf'):

                        row\_str += "∞".ljust(8)  # Вирівнюємо ∞

                    else:

                        row\_str += f"{val}".ljust(8)  # Вирівнюємо числа

*self*.result\_text.insert(tk.END, row\_str + "\n")

        except Exception as e:

            messagebox.showerror("Помилка", f"Сталася помилка: {str(e)}")

    def clear(*self*):

        """

        Обробник натискання кнопки "Очистити".

        Очищає результати та оновлює таблицю вводу.

        """

*self*.result\_text.delete(1.0, tk.END)  # Очищаємо результати

*self*.update\_matrix\_input()  # Оновлюємо таблицю вводу

if \_\_name\_\_ == "\_\_main\_\_":

    root = tk.Tk()  # Створюємо головне вікно

    app = FloydApp(root)  # Створюємо екземпляр нашої програми

    root.mainloop()  # Запускаємо головний цикл програми

Додаткові пояснення:

Структура програми:

Клас FloydApp інкапсулює всю логіку програми

Використовується модуль tkinter для графічного інтерфейсу

ttk (themed tkinter) для більш сучасних віджетів

Особливості реалізації:

Використання Courier New для результатів - це моноширинний шрифт, що дозволяє гарно форматувати таблицю

Прокрутка для результатів - важлива для великих матриць

Обробка помилок при вводі даних

Алгоритм Флойда:

Працює за принципом динамічного програмування

Складність O(n³), де n - кількість вершин

Може працювати з від'ємними вагами ребер (але без від'ємних циклів)

Інтерфейс користувача:

Інтуїтивно зрозумілий

Можливість зміни розміру матриці

Чітке відображення результатів

Обробка вводу:

Приймає "∞" у будь-якому регістрі

Порожні поля інтерпретуються як ∞

Діагональ автоматично заповнюється нулями

**Аналіз результатів та висновки**

**1. Аналіз роботи алгоритму**

Алгоритм Флойда успішно реалізований та протестований на різних типах графів:

* **Графи без від'ємних циклів**:
  + Коректно знаходить найкоротші шляхи між усіма парами вершин.
  + Обробляє від'ємні ваги ребер (якщо вони не утворюють циклів з від'ємною сумою).
  + Приклад:

Copy

Вхід: Результат:

[0, 5, ∞] [0, 5, 6]

[∞, 0, 1] [3, 0, 1]

[2, ∞, 0] [2, 7, 0]

* **Графи з від'ємними циклами**:
  + Коректно виявляє їхнє наявність (наприклад, якщо D[i][i] < 0).
  + Виводить відповідне попередження.
* **Спеціальні випадки**:
  + **Графи з ізольованими вершинами** (немає шляхів) — відображає ∞.
  + **Повні графи** — обчислює всі можливі шляхи.

**2. Переваги реалізації**

1. **Гнучкість**:
   * Працює з будь-якою кількістю вершин (обмежено лише потужністю ПК).
   * Обробляє спеціальні значення (∞, від'ємні числа).
2. **Зручність**:
   * Графічний інтерфейс дозволяє вводити дані у вигляді таблиці.
   * Результати форматується у вигляді чіткої матриці.
3. **Стійкість до помилок**:
   * Перевірка на коректність вхідних даних.
   * Обробка винятків (наприклад, нечислових значень).
4. **Оптимізація**:
   * Використання моноширинного шрифту (Courier New) для вирівнювання результатів.
   * Прокрутка для великих матриць.

**3. Недоліки та обмеження**

1. **Продуктивність**:
   * Часова складність O(n3)*O*(*n*3) робить алгоритм неефективним для дуже великих графів (наприклад, понад 100 вершин).
2. **Інтерфейс**:
   * Введення великих матриць вручну може бути незручним.
   * Відсутність візуалізації графа.
3. **Функціональність**:
   * Не зберігає самі шляхи (лише їхні довжини).
   * Відсутній експорт результатів у файл.

**4. Порівняння з іншими алгоритмами**

| **Алгоритм** | **Переваги** | **Недоліки** |
| --- | --- | --- |
| **Флойда** | Знаходить всі пари, працює з від'ємними вагами | Повільний для великих графів |
| **Дейкстри** | Швидший (O(n2)*O*(*n*2)) | Не працює з від'ємними вагами |
| **Беллмана-Форда** | Працює з від'ємними вагами | Обчислює лише від однієї вершини |

**5. Висновки**

1. **Ефективність**:
   * Алгоритм Флойда ідеально підходить для невеликих графів (до 50 вершин) або коли потрібно знайти всі пари шляхів.
2. **Стабільність**:
   * Реалізація правильно обробляє всі крайні випадки (від'ємні цикли, ізольовані вершини).
3. **Можливі покращення**:
   * Додати **візуалізацію графа** (наприклад, за допомогою networkx + matplotlib).
   * Реалізувати **зчитування з файлу** (CSV/JSON).
   * Оптимізувати для розріджених графів.
4. **Практичне застосування**:
   * Маршрутизація в мережах.
   * Аналіз транспортних систем.
   * Знаходження центральних вершин у соціальних мережах.
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