1. **Build Node.js Rest APIs with Express & MySQL**
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[Express](https://expressjs.com/) is one of the most popular web frameworks for Node.js that supports routing, middleware, view system… This tutorial will guide you through the steps of building Node.js Restful CRUD API using Express and interacting with MySQL database.

Before reading the tutorial, please install MySQL in your machine. The installation instructions can be found at [Official MySQL installation manual](https://dev.mysql.com/doc/refman/5.7/en/installing.html).

Related Posts:  
– [Node.js Rest APIs example with Express & MySQL (including Sequelize)](https://bezkoder.com/node-js-express-sequelize-mysql/)  
– [Deploying/Hosting Node.js app on Heroku with MySQL database](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/)  
– [Node.js – JWT Authentication & Authorization example](https://bezkoder.com/node-js-jwt-authentication-mysql/)

Fullstack:  
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– [One-to-Many Relationship example](https://bezkoder.com/sequelize-associate-one-to-many/)
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**Application overview**

We will build Rest Apis for creating, retrieving, updating & deleting Customers.

First, we start with an Express web server. Next, we add configuration for MySQL database, create Customer model, write the controller. Then we define routes for handling all CRUD operations:

| **Methods** | **Urls** | **Actions** |
| --- | --- | --- |
| GET | /customers | get all Customers |
| GET | /customers/42 | get Customer with id=42 |
| POST | /customers | add new Customer |
| PUT | /customers/42 | update Customer with id=42 |
| DELETE | /customers/42 | remove Customer with id=42 |
| DELETE | /customers | remove all Customers |

Finally, we’re gonna test the Rest Apis using Postman.

Our project structure will be like:

**Create Node.js application**

Open terminal/console, then create a folder for our application:

$ mkdir nodejs-express-mysql

$ cd nodejs-express-mysql

Initialize the Node.js application with a *package.json* file:

npm init

name: (nodejs-express-mysql)

version: (1.0.0)

description: Node.js Restful CRUD API with Node.js, Express and MySQL

entry point: (index.js) server.js

test command:

git repository:

keywords: nodejs, express, mysql, restapi

author: bezkoder

license: (ISC)

Is this ok? (yes) yes

Next, we need to install necessary modules: express, mysql and body-parser.  
Run the command:

npm install express mysql body-parser --save

The *package.json* file should look like this:

{

"name": "nodejs-express-mysql",

"version": "1.0.0",

"description": "Node.js Restful CRUD API with Node.js, Express and MySQL",

"main": "server.js",

"scripts": {

"test": "echo \"Error: no test specified\" && exit 1"

},

"keywords": [

"nodejs",

"express",

"mysql",

"restapi"

],

"author": "bezkoder",

"license": "ISC",

"dependencies": {

"body-parser": "^1.19.0",

"express": "^4.17.1",

"mysql": "^2.17.1"

}

}

**Setup Express web server**

Now, in the root folder, we create a new file named *server.js*:

const express = require("express");

const bodyParser = require("body-parser");

const app = express();

// parse requests of content-type: application/json

app.use(bodyParser.json());

// parse requests of content-type: application/x-www-form-urlencoded

app.use(bodyParser.urlencoded({ extended: true }));

// simple route

app.get("/", (req, res) => {

res.json({ message: "Welcome to bezkoder application." });

});

// set port, listen for requests

app.listen(3000, () => {

console.log("Server is running on port 3000.");

});

What we do are:  
– import express and body-parser modules. Express is for building the Rest apis, and [body-parser](https://www.npmjs.com/package/body-parser) helps to parse the request and create the req.body object that we will need to access in our routes.  
– create an Express app, then add body-parser middlewares using app.use() method.  
– define a GET route which is simple for test.  
– listen on port 3000 for incoming requests.

Now we can run the app with command: node server.js.  
Open your browser, enter the url <http://localhost:3000/>, you will see:

**Create MySQL table**

Before connecting Node.js Application with MySQL, we need a table first.  
So run the SQL script below to create customers table:

CREATE TABLE IF NOT EXISTS `customers` (

id int(11) NOT NULL PRIMARY KEY AUTO\_INCREMENT,

email varchar(255) NOT NULL,

name varchar(255) NOT NULL,

active BOOLEAN DEFAULT false

) ENGINE=InnoDB DEFAULT CHARSET=utf8;

**Configure & Connect to MySQL database**

We’re gonna have a separate folder for configuration. Let’s create *config* folder in the *app* folder, under application root folder, then create *db.config.js* file inside that *config* folder with content like this:

module.exports = {

HOST: "localhost",

USER: "root",

PASSWORD: "123456",

DB: "testdb"

};

Now create a database connection that uses configuration above.  
The file for connection is *db.js*, we put it in *app/models* folder that will contain model in the next step.

const mysql = require("mysql");

const dbConfig = require("../config/db.config.js");

// Create a connection to the database

const connection = mysql.createConnection({

host: dbConfig.HOST,

user: dbConfig.USER,

password: dbConfig.PASSWORD,

database: dbConfig.DB

});

// open the MySQL connection

connection.connect(error => {

if (error) throw error;

console.log("Successfully connected to the database.");

});

module.exports = connection;

**Define the Model**

In *models* folder, create a file called *customer.model.js*. We’re gonna define constructor for Customer object here, and use the database connection above to write CRUD functions:

* create a new Customer
* find a Customer by id
* get all Customers
* update a Customer by id
* remove a Customer
* remove all Customers

This is the content inside *customer.model.js*:

const sql = require("./db.js");

// constructor

const Customer = function(customer) {

this.email = customer.email;

this.name = customer.name;

this.active = customer.active;

};

Customer.create = (newCustomer, result) => {

sql.query("INSERT INTO customers SET ?", newCustomer, (err, res) => {

if (err) {

console.log("error: ", err);

result(err, null);

return;

}

console.log("created customer: ", { id: res.insertId, ...newCustomer });

result(null, { id: res.insertId, ...newCustomer });

});

};

Customer.findById = (customerId, result) => {

sql.query(`SELECT \* FROM customers WHERE id = ${customerId}`, (err, res) => {

if (err) {

console.log("error: ", err);

result(err, null);

return;

}

if (res.length) {

console.log("found customer: ", res[0]);

result(null, res[0]);

return;

}

// not found Customer with the id

result({ kind: "not\_found" }, null);

});

};

Customer.getAll = result => {

sql.query("SELECT \* FROM customers", (err, res) => {

if (err) {

console.log("error: ", err);

result(null, err);

return;

}

console.log("customers: ", res);

result(null, res);

});

};

Customer.updateById = (id, customer, result) => {

sql.query(

"UPDATE customers SET email = ?, name = ?, active = ? WHERE id = ?",

[customer.email, customer.name, customer.active, id],

(err, res) => {

if (err) {

console.log("error: ", err);

result(null, err);

return;

}

if (res.affectedRows == 0) {

// not found Customer with the id

result({ kind: "not\_found" }, null);

return;

}

console.log("updated customer: ", { id: id, ...customer });

result(null, { id: id, ...customer });

}

);

};

Customer.remove = (id, result) => {

sql.query("DELETE FROM customers WHERE id = ?", id, (err, res) => {

if (err) {

console.log("error: ", err);

result(null, err);

return;

}

if (res.affectedRows == 0) {

// not found Customer with the id

result({ kind: "not\_found" }, null);

return;

}

console.log("deleted customer with id: ", id);

result(null, res);

});

};

Customer.removeAll = result => {

sql.query("DELETE FROM customers", (err, res) => {

if (err) {

console.log("error: ", err);

result(null, err);

return;

}

console.log(`deleted ${res.affectedRows} customers`);

result(null, res);

});

};

module.exports = Customer;

Customer model is simple, it contains fields: email, name & active.

We use database connection query() method to execute MySQL script: INSERT, SELECT, UPDATE, DELETE. You can find more details about mysql module at: <https://www.npmjs.com/package/mysql>.

**Define Routes**

When a client sends request for an endpoint using HTTP request (GET, POST, PUT, DELETE), we need to determine how the server will reponse. It’s why we’re gonna setup the routes.

These are routes we define:

* /customers: GET, POST, DELETE
* /customers/:customerId: GET, PUT, DELETE

Create a *routes* folder inside *app* folder with content like this:

module.exports = app => {

const customers = require("../controllers/customer.controller.js");

// Create a new Customer

app.post("/customers", customers.create);

// Retrieve all Customers

app.get("/customers", customers.findAll);

// Retrieve a single Customer with customerId

app.get("/customers/:customerId", customers.findOne);

// Update a Customer with customerId

app.put("/customers/:customerId", customers.update);

// Delete a Customer with customerId

app.delete("/customers/:customerId", customers.delete);

// Create a new Customer

app.delete("/customers", customers.deleteAll);

};

You can see that we use a controller from /controllers/customer.controller.js. It contains methods for handling CRUD operations and will be created in the next step.

We also need to include routes in *server.js* (right before app.listen()):

...

require("./app/routes/customer.routes.js")(app);

app.listen(...);

**Create the Controller**

Now we create a *controllers* folder inside *app* folder, then we have a file named *customer.controller.js*. Our controller will be written inside this with CRUD functions:

* create
* findAll
* findOne
* update
* delete
* deleteAll

const Customer = require("../models/customer.model.js");

// Create and Save a new Customer

exports.create = (req, res) => {

};

// Retrieve all Customers from the database.

exports.findAll = (req, res) => {

};

// Find a single Customer with a customerId

exports.findOne = (req, res) => {

};

// Update a Customer identified by the customerId in the request

exports.update = (req, res) => {

};

// Delete a Customer with the specified customerId in the request

exports.delete = (req, res) => {

};

// Delete all Customers from the database.

exports.deleteAll = (req, res) => {

};

Let’s implement these functions.

**Create a new object**

Create and Save a new Customer:

exports.create = (req, res) => {

// Validate request

if (!req.body) {

res.status(400).send({

message: "Content can not be empty!"

});

}

// Create a Customer

const customer = new Customer({

email: req.body.email,

name: req.body.name,

active: req.body.active

});

// Save Customer in the database

Customer.create(customer, (err, data) => {

if (err)

res.status(500).send({

message:

err.message || "Some error occurred while creating the Customer."

});

else res.send(data);

});

};

**Retrieve all objects**

Retrieve all Customers from the database:

exports.findAll = (req, res) => {

Customer.getAll((err, data) => {

if (err)

res.status(500).send({

message:

err.message || "Some error occurred while retrieving customers."

});

else res.send(data);

});

};

**Retrieve a single object**

Find a single Customer with a customerId:

exports.findOne = (req, res) => {

Customer.findById(req.params.customerId, (err, data) => {

if (err) {

if (err.kind === "not\_found") {

res.status(404).send({

message: `Not found Customer with id ${req.params.customerId}.`

});

} else {

res.status(500).send({

message: "Error retrieving Customer with id " + req.params.customerId

});

}

} else res.send(data);

});

};

**Update an object**

Update a Customer identified by the customerId in the request:

exports.update = (req, res) => {

// Validate Request

if (!req.body) {

res.status(400).send({

message: "Content can not be empty!"

});

}

Customer.updateById(

req.params.customerId,

new Customer(req.body),

(err, data) => {

if (err) {

if (err.kind === "not\_found") {

res.status(404).send({

message: `Not found Customer with id ${req.params.customerId}.`

});

} else {

res.status(500).send({

message: "Error updating Customer with id " + req.params.customerId

});

}

} else res.send(data);

}

);

};

**Delete an object**

Delete a Customer with the specified customerId in the request:

exports.delete = (req, res) => {

Customer.remove(req.params.customerId, (err, data) => {

if (err) {

if (err.kind === "not\_found") {

res.status(404).send({

message: `Not found Customer with id ${req.params.customerId}.`

});

} else {

res.status(500).send({

message: "Could not delete Customer with id " + req.params.customerId

});

}

} else res.send({ message: `Customer was deleted successfully!` });

});

};

**Delete all objects**

Delete all Customers from the database:

exports.deleteAll = (req, res) => {

Customer.removeAll((err, data) => {

if (err)

res.status(500).send({

message:

err.message || "Some error occurred while removing all customers."

});

else res.send({ message: `All Customers were deleted successfully!` });

});

};

**Test the APIs**

Run our Node.js application with command: node server.js.  
The console shows:

Server is running on port 3000.

Successfully connected to the database.

Using Postman, we’re gonna test all the Apis above.

1. **Create a new Customer using POST /customers Api**

After creating some new Customers, we can check MySQL table:

mysql> SELECT \* FROM customers;

+----+--------------------+--------+--------+

| id | email | name | active |

+----+--------------------+--------+--------+

| 1 | bezkoder@gmail.com | zKoder | 1 |

| 2 | jack123@gmail.com | Jack | 0 |

| 3 | drhelen@gmail.com | Helen | 0 |

+----+--------------------+--------+--------+

1. **Retrieve all Customers using GET /customers Api**

1. **Retrieve a single Customer by id using GET /customers/:customerId Api**

1. **Update a Customer using PUT /customers/:customerId Api**

Check customers table after a row was updated:

mysql> SELECT \* FROM customers;

+----+--------------------+----------+--------+

| id | email | name | active |

+----+--------------------+----------+--------+

| 1 | bezkoder@gmail.com | zKoder | 1 |

| 2 | jack123@gmail.com | Jack | 0 |

| 3 | drhelen@gmail.com | Dr.Helen | 1 |

+----+--------------------+----------+--------+

1. **Delete a Customer using DELETE /customers/:customerId Api**

Customer with id=2 was removed from customers table:

mysql> SELECT \* FROM customers;

+----+--------------------+----------+--------+

| id | email | name | active |

+----+--------------------+----------+--------+

| 1 | bezkoder@gmail.com | zKoder | 1 |

| 3 | drhelen@gmail.com | Dr.Helen | 1 |

+----+--------------------+----------+--------+

1. **Delete all Customers using DELETE /customers Api**

Now there are no rows in customers table:

mysql> SELECT \* FROM customers;

Empty set (0.00 sec)

**Conclusion**

Today, we’ve learned how to create Node.js Rest Apis with an Express web server. We also know way to add configuration for MySQL database, create a model, write a controller and define routes for handling all CRUD operations.

You can find more interesting thing in the next tutorial:  
[Deploying/Hosting Node.js app on Heroku with MySQL database](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/)

If you want to use Sequelize to reduce boilerplate code, there is a post for this:  
[Node.js Rest APIs example with Express, Sequelize & MySQL](https://bezkoder.com/node-js-express-sequelize-mysql/)

Happy learning! See you again.

**Further Reading**

* [Express.js Routing](http://expressjs.com/en/guide/routing.html)
* <https://www.npmjs.com/package/express>
* <https://www.npmjs.com/package/body-parser>
* <https://www.npmjs.com/package/mysql>

**Source code**

….

Install postman

Sign in

[Dukunoracle@yahoo.com](mailto:Dukunoracle@yahoo.com)

dukunoracle

warlock11x /postman11x
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<http://localhost:3000/customers>

post

json

{

"email":"dukunoracle@yahoo.com",

"name":"warlock",

"active":true

}

B) DEPLOY

**Deploying/Hosting Node.js app on Heroku with MySQL database**

[Last modified: April 15, 2020](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/) [bezkoder](https://bezkoder.com/author/bezkoder/) [Deployment](https://bezkoder.com/category/deployment/), [Node.js](https://bezkoder.com/category/node-js/)

[Heroku](https://www.heroku.com/) is one of the most popular cloud platform as a service (PaaS). We can use it to deploy and manage our application in simple & convenient way. This tutorial guides you through the steps of deploying Node.js app on Heroku with ClearDB and MySQL database. The deployment will be done using Git and [Heroku CLI](https://devcenter.heroku.com/articles/heroku-cli).

Related Posts:  
– [Build Node.js Rest APIs with Express & MySQL](https://bezkoder.com/node-js-rest-api-express-mysql/)  
– [Node.js Rest APIs example with Express, Sequelize & MySQL](https://bezkoder.com/node-js-express-sequelize-mysql/)
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* [Test the Heroku app on local](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/#Test_the_Heroku_app_on_local)
* [Test the Node.js Rest Apis on Heroku](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/#Test_the_Nodejs_Rest_Apis_on_Heroku)
  + [Error code=H10 desc=”App crashed”](https://bezkoder.com/deploy-node-js-app-heroku-cleardb-mysql/#Error_codeH10_desc8221App_crashed8221)
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**Create a Node.js app for deployment**

In previous tutorial, we’ve built a [Restful CRUD API with Node.js, Express and MySQL](https://bezkoder.com/node-js-rest-api-express-mysql/).

The routes for handling all CRUD operations looks like this:

| **Methods** | **Urls** | **Actions** |
| --- | --- | --- |
| GET | /customers | get all Customers |
| GET | /customers/42 | get Customer with id=42 |
| POST | /customers | add new Customer |
| PUT | /customers/42 | update Customer with id=42 |
| DELETE | /customers/42 | remove Customer with id=42 |
| DELETE | /customers | remove all Customers |

Our project structure’s like:

![nodejs-rest-api-express-mysql-project-structure](data:image/png;base64,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)

You can clone the sample app directly from [Github](https://github.com/bezkoder/nodejs-express-mysql).  
We’re gonna deploy the app using Git and Heroku CLI.

**Download and Install Heroku**

Heroku CLI is a command line application that we can use to create, deploy and manage Heroku apps.  
Now go to [Heroku Dev Center](https://devcenter.heroku.com/articles/heroku-cli#download-and-install), follow the instructions to download & install Heroku CLI.

**Log in to Heroku**

First we need a Heroku account and it can be created from the [Signup Page](https://signup.heroku.com/).  
After having an account, open command prompt, run the command:

$ heroku login

It will prompt us to enter our Heroku account (email & password) in a browser window. Then we will receive:

heroku: Press any key to open up the browser to login or q to exit:

Opening browser to https://cli-auth.heroku.com/auth/browser/xxx

Logging in... done

Logged in as bezkoder@gmail.com

**Setup Git and Create a Heroku app**

Point the command prompt to our project root directory, then create Git repository:

$ cd nodejs-express-mysql

$ git init

$ git add .

$ git commit -m "initial commit"

Create Heroku app with command: heroku create [app-name].

$ heroku create bezkoder-nodejs-mysql

Creating ⬢ bezkoder-nodejs-mysql... done

https://bezkoder-nodejs-mysql.herokuapp.com/ | https://git.heroku.com/bezkoder-nodejs-mysql.git

Now we have initialized a new Heroku app, we also create a remote repository at Heroku:  
https://git.heroku.com/bezkoder-nodejs-mysql.git

If we don’t pass a name, just run the command: heroku create, Heroku will generate a random name:

$ heroku create

Creating app... done, ⬢ tranquil-woodland-06325

https://tranquil-woodland-06325.herokuapp.com/ | https://git.heroku.com/tranquil-woodland-06325.git

And we need to rename the app using heroku apps:rename.

$ heroku apps:rename --app tranquil-woodland-06325 bezkoder-nodejs-mysql

You can check the result of this step with git remote -v:

$ git remote -v

heroku https://git.heroku.com/bezkoder-nodejs-mysql.git (fetch)

heroku https://git.heroku.com/bezkoder-nodejs-mysql.git (push)

**Deploy the app to Heroku**

We can easily deploy our Node.js app to Heroku by pushing the code to the remote repository that we created at the previous step. Heroku will automatically detects that this is a Node.js app and builds it accordingly.

$ git push heroku master

Enumerating objects: 16, done.

Counting objects: 100% (16/16), done.

Delta compression using up to 4 threads

Compressing objects: 100% (13/13), done.

Writing objects: 100% (16/16), 3.41 KiB | 290.00 KiB/s, done.

Total 16 (delta 0), reused 0 (delta 0)

remote: Compressing source files... done.

remote: Building source:

remote:

remote: -----> Node.js app detected

remote:

remote: -----> Creating runtime environment

remote:

remote: NPM\_CONFIG\_LOGLEVEL=error

remote: NODE\_ENV=production

remote: NODE\_MODULES\_CACHE=true

remote: NODE\_VERBOSE=false

remote:

remote: -----> Installing binaries

remote: engines.node (package.json): unspecified

remote: engines.npm (package.json): unspecified (use default)

remote:

remote: Resolving node version 10.x...

remote: Downloading and installing node 10.16.3...

remote: Using default npm version: 6.9.0

remote:

remote: -----> Installing dependencies

remote: Installing node modules (package.json)

remote: added 59 packages from 48 contributors and audited 171 packages in 2.351s

remote: found 0 vulnerabilities

remote:

remote:

remote: -----> Build

remote:

remote: -----> Pruning devDependencies

remote: audited 171 packages in 1s

remote: found 0 vulnerabilities

remote:

remote:

remote: -----> Caching build

remote: - node\_modules

remote:

remote: -----> Build succeeded!

remote: -----> Discovering process types

remote: Procfile declares types -> (none)

remote: Default types for buildpack -> web

remote:

remote: -----> Compressing...

remote: Done: 20M

remote: -----> Launching...

remote: Released v3

remote: https://bezkoder-nodejs-mysql.herokuapp.com/ deployed to Heroku

remote:

remote: Verifying deploy... done.

To https://git.heroku.com/bezkoder-nodejs-mysql.git

\* [new branch] master -> master

But currently our Node.js app doesn’t connect with any MySQL database. We need to come to next step to make it work.

**Configure MySQL Database for Node.js on Heroku app**

**Setup ClearDB**

Heroku provides PostgreSQL as default database engine for our application. In this tutorial, we’re gonna work with MySQL database, so service provider called [ClearDB](https://elements.heroku.com/addons/cleardb) will be used.

To get started, install ClearDB add-on to our application with command:

$ heroku addons:create cleardb:ignite

Creating cleardb:ignite on ⬢ bezkoder-nodejs-mysql... free

Created cleardb-cubed-17749 as CLEARDB\_DATABASE\_URL

Use heroku addons:docs cleardb to view documentation

**Configure MySQL connection**

After installing the Add-ons, we can get our database URL by running the command:

$ heroku config | grep CLEARDB\_DATABASE\_URL

If you get the error on Window Os:  
'grep' is not recognized as an internal or external command, operable program or batch file.  
You can use this command instead:

$ heroku config | findstr CLEARDB\_DATABASE\_URL

CLEARDB\_DATABASE\_URL: mysql://b7e2437887xxxa:0200xxx6@us-cdbr-iron-east-02.cleardb.net/heroku\_7643ec736354xxx?reconnect=true

Copy the value of the CLEARDB\_DATABASE\_URL config variable and use it in the following command:

$ heroku config:set DATABASE\_URL='mysql://b7e2437887xxxa:0200xxx6@us-cdbr-iron-east-02.cleardb.net/heroku\_7643ec736354xxx?reconnect=true'

Setting DATABASE\_URL and restarting ⬢ bezkoder-nodejs-mysql... done, v6

DATABASE\_URL: 'mysql://b7e2437887xxxa:0200xxx6@us-cdbr-iron-east-02.cleardb.net/heroku\_7643ec736354xxx?reconnect=true'

**Config Node.js to connect ClearDB MySQL on Heroku**

In the previous step, we get DATABASE\_URL that contains:

* b7e2437887xxxa: username
* 0200xxx6: password
* us-cdbr-iron-east-02.cleardb.net: host
* heroku\_7643ec736354xxx: database

Now we’re gonna use these parameters to config our database connection in Node.js app.  
Open *db.config.js* file, change the configuration like this:

module.exports = {

HOST: "us-cdbr-iron-east-02.cleardb.net",

USER: "b7e2437887xxxa",

PASSWORD: "0200xxx6",

DB: "heroku\_7643ec736354xxx"

};

Don’t forget to push the updated code to Heroku remote repository.

$ git add .

$ git commit

$ git push heroku master

**Create MySQL table on ClearDB**

Before testing our app on Heroku, we need to create MySQL table named customers on ClearDB. Using the connect parameters above, open another command prompt, run the command:

mysql --host=us-cdbr-iron-east-02.cleardb.net --user=b7e2437887xxxa --password=0200xxx6 --reconnect heroku\_7643ec736354xxx

Create the table with SQL script like this:

mysql> CREATE TABLE IF NOT EXISTS `customers` (

id int(11) NOT NULL PRIMARY KEY AUTO\_INCREMENT,

email varchar(255) NOT NULL,

name varchar(255) NOT NULL,

active BOOLEAN DEFAULT false

) ENGINE=InnoDB DEFAULT CHARSET=utf8;

Check the table:

mysql> DESCRIBE customers;

+--------+--------------+------+-----+---------+----------------+

| Field | Type | Null | Key | Default | Extra |

+--------+--------------+------+-----+---------+----------------+

| id | int(11) | NO | PRI | NULL | auto\_increment |

| email | varchar(255) | NO | | NULL | |

| name | varchar(255) | NO | | NULL | |

| active | tinyint(1) | YES | | 0 | |

+--------+--------------+------+-----+---------+----------------+

**Test the Heroku app on local**

To test our app in local machine, run the command:

$ heroku local

9:50:46 AM web.1 | > nodejs-express-mysql@1.0.0 start D:\Projects\NodeJs\nodejs-express-mysql

9:50:46 AM web.1 | > node server.js

9:50:47 AM web.1 | Server is running on port 5000.

9:50:48 AM web.1 | Successfully connected to the database.

Now you can make CRUD operations with our Rest Apis using the url: http://localhost:5000/customers.

But for https://bezkoder-nodejs-mysql.herokuapp.com/customers, we’ve not done yet and will get some errors.

**Test the Node.js Rest Apis on Heroku**

Run the command: heroku run node server.js.

Currently, if you make any request to https://bezkoder-nodejs-mysql.herokuapp.com/customers, you will see:
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Run the command heroku logs --tail, there are 2 errors that occur frequently:

**Error code=H10 desc=”App crashed”**

heroku[router]: at=error code=H10 desc="App crashed" method=GET path=/... host=...

**Error R10: failed to bind to $PORT**

Error R10 (Boot timeout) -> Web process failed to bind to $PORT within 60 seconds of launch

This is because our Node.js app is configured to bind to port 3000, but Heroku uses the $PORT environment variable, and it is dynamic.

To fix this issue, just change our code like this:

const PORT = process.env.PORT || 3000;

app.listen(PORT, () => {

console.log(`Server is running on port ${PORT}.`);

});

**Error Connection lost: The server closed the connection**

We may also get this database connection error. This is because the MySQL server on ClearDB closed the connection. You can detect the disconnect event, then recreate the connection.

Another way to fix this is to use connection pooling. Open *db.js* and change its code to new code like this:

const mysql = require("mysql");

const dbConfig = require("../config/db.config.js");

var connection = mysql.createPool({

host: dbConfig.HOST,

user: dbConfig.USER,

password: dbConfig.PASSWORD,

database: dbConfig.DB

});

module.exports = connection;

**Note:** After fixing the issues, you should update code to Heroku remote repository.

$ git add .

$ git commit

$ git push heroku master

Now we can make CRUD operations to Rest Apis on Heroku server with command above: heroku run node server.js.

Or restart the server with: heroku restart.

**Conclusion**

Today we’ve learned how to deploy Node.js app on Heroku, we also know way to config ClearDB add-on to work with MySQL Database, then we test the Heroku app on local and Heroku server with fixing Error H10, R10, database connection lost.

There are many things to do, but hope you can cover them all.  
Happy learning! See you again.

**Further Reading**

* [Heroku: Deploying with Git](https://devcenter.heroku.com/articles/git)
* [ClearDB MySQL | Heroku Dev Center](https://devcenter.heroku.com/articles/cleardb)
* [MySQL pooling connection](https://github.com/mysqljs/mysql#pooling-connections)

**Source code**

Xxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxx

https://devcenter.heroku.com/articles/heroku-cli#download-and-install