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**Rules**

The objective of the card game “21” is to get the highest total value without going over twenty one. In this version of 21, there is one human player and one computer player that acts as the dealer. Therefore, the objective in this case is to beat the dealer. If the human player has a value over twenty one, it is called a “bust” and it is an automatic loss. This is true even if the dealer also “busts.” In the case that the player and dealer have the same value of cards, it counts as a draw and is called a “push.” In this version, there is no betting system so it counts as a loss to the player.

To determine the value of a player’s hand, each card is given a specific value and the summation of all cards is the player’s hand. The numbered cards are worth their face value. The Jack, King, and Queen are worth ten points each. The Ace has a variety of values in this version of 21.The player can choose to have the Ace as a value of eleven, one, or to have the ace counted as either eleven or one. The Joker card is not used in this game.

The game 21 is started with the dealer dealing the player two cards, and then dealing him/herself two cards also. The player is able to see what cards he/she has but the dealer only reveals one of his/her cards. In this version of 21, the player then has a choice to “hit” or “stay.” If the player chooses to hit, the dealer deals the player an additional card and the value of this card is added to the player’s total value of his/her hand. The player can continue to hit as long as his/her total value does not go over 21. When the player does not wish to hit, the player can stay and keep his/her current hand. After the player’s turn has ended, as long as the player did not bust, the dealer reveals his/her cards. The dealer is required to hit until the dealer’s total value of cards remains under seventeen. Sometimes the dealer hits at seventeen and this is called a “soft 17.” In this version of 21, this is not the case.

Stats

Summary

Sample Inputs and Outputs

Flowchart

***Pseudocode***

*Execution Starts Here!*

*Declare and Initialize Variables*

*Inputs and Constants*

*Input from file*

*Ace Value*

*Character length*

*Ace Type, Inputted from file*

*Character string to compare input string to*

*Character string to compare input string to*

*Character string to compare input string to*

*Outputs*

*Player's Card 1 value*

*Player's Card 2 value*

*Player's Additional card value*

*Player's Additional card value*

*Player's Total value of all cards*

*Dealer's Card 1 value*

*Dealer's Card 2 value*

*Dealer's additional card value*

*Dealer's additional card value*

*Dealer's total value of all cards*

*Number of wins*

*Number of losses*

*Winning percentage*

*Output to file*

*Set the Random Seed*

*Output Pre-Game Directions*

*Input Values*

*Open the Input file*

*Test File For Open Failures*

*Input Ace Type*

*Determine Game Type*

*If file reads High*

*Set Ace Value to High*

*Else if file reads Low*

*Set Ace Value to Low*

*Else if file reads Either*

*Set Ace Value to Either*

*Else Default to Either*

*Set loop=true*

*Do: Game Loop*

*Output Start of New Game Information*

*If Ace Values are High*

*Output Ace Value as High*

*Else if Ace Values are Low*

*Output Ace Value as Low*

*Else Default to Either*

*Determine Values for Card 1 and 2 for Player*

*Output Player's Cards*

*Output Player's Card 1*

*If Card 1 is Ace*

*Output Card 1 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 1 is Jack*

*Output Card 1 as Jack*

*Set Jack Value as 10*

*Else if Card 1 is Queen*

*Output Card 1 as Queen*

*Set Queen Value as 10*

*Else if Card 1 is King*

*Output Card 1 as King*

*Set King Value as 10*

*Else*

*Output Card 1 as Number*

*Output Player's Card 2*

*If Card 2 is Ace*

*Output Card 2 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 2 is Jack*

*Output Card 2 as Jack*

*Set Jack Value as 10*

*Else if Card 2 is Queen*

*Output Card 2 as Queen*

*Set Queen Value as 10*

*Else if Card 2 is King*

*Output Card 2 as King*

*Set King Value as 10*

*Else*

*Output Card 2 as Number*

*Determine Values for Card 1 and 2 for Dealer*

*Output Dealer's Cards*

*Output Dealer's Card 1*

*If Card 1 is Ace*

*Output Card 1 as Ace*

*Else if Card 1 is Jack*

*Output Card 1 as Jack*

*Else if Card 1 is Queen*

*Output Card 1 as Queen*

*Else if Card 1 is King*

*Output Card 1 as King*

*Else*

*Output Card 1 as Number*

*Output Dealer's Card 2 as Unknown*

*Calculate total value of Player's cards*

*Initialize Player Decision as Stay*

*If Total Value of Player's Card is Less than 22*

*Ask Player for Hit or Stay Decision*

*Player Hit Loop*

*While Total Value of Player's Card is Less than 22 and Player Chooses Hit*

*Determine Value for Card3 for Player*

*Output Player's Card 3*

*If Card 3 is Ace*

*Output Card 3 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 3 is Jack*

*Output Card 3 as Jack*

*Set Jack Value as 10*

*Else if Card 3 is Queen*

*Output Card 3 as Queen*

*Set Queen Value as 10*

*Else if Card 3 is King*

*Output Card 3 as King*

*Set King Value as 10*

*Else*

*Output Card 3 as Number*

*Calculate total value of Player's cards*

*If Ace Value is Either Determine Best Ace Value*

*If Card 1 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate new Total Value of Player's Cards*

*If Card 2 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate new Total Value of Player's Cards*

*If Card 3 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate new Total Value of Player's Cards*

*If Card 4 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate new Total Value of Player's Cards*

*Output Total Value of Player's Cards*

*If Total Value of Player's Cards is less than 22*

*Ask Player for Hit or Stay Decision*

*If Player Hits*

*Determine Value for Card 4 for Player*

*Output Player's Card 4*

*If Card 4 is Ace*

*Output Card 4 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 4 is Jack*

*Output Card 4 as Jack*

*Set Jack Value as 10*

*Else if Card 4 is Queen*

*Output Card 4 as Queen*

*Set Queen Value as 10*

*Else if Card 4 is King*

*Output Card 4 as King*

*Set King Value as 10*

*Else*

*Output Card 4 as Number*

*Calculate total value of cards*

*If Ace Value is Either Determine Best Ace Value*

*If Card 1 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate New Total Value for Player's Cards*

*If Card 2 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate New Total Value for Player's Cards*

*If Card 3 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate New Total Value for Player's Cards*

*If Card 4 is High Ace and Total Value of Player's Cards is Over 22*

*Set Ace Value as 1*

*Calculate New Total Value for Player's Cards*

*Output Total Value of Player's Cards*

*If Total Value of Player's Cards are less than 22*

*Ask Player for Hit or Stay Decision*

*Else*

*Exit Hit Loop*

*Calculate Total Value of Dealer's Cards*

*If Both Cards are Valued as 10*

*Total Value of Dealer's Cards is 20*

*Else if One Card is Ace and The Other is Valued as 10 and Ace Value is High or Either*

*Total Value of Dealer's Cards is 21*

*Else if Card 1 is Valued at 10*

*Total Value of Dealer's Cards is 10 plus Card Number*

*Else if Card 2 is Valued at 10*

*Total Value of Dealer's Cards is 10 plus Card Number*

*Else*

*Total Value of Dealer's Cards is Card 1 Number plus Card 2 Number*

*Dealer's Turn*

*If Total Value of Dealer's Cards is greater than or equal to Total Value of Player's Cards*

*Output Dealer's Cards*

*Output Dealer's Card 1*

*If Card 1 is Ace*

*Output Card 1 as Ace*

*Else if Card 1 is Jack*

*Output Card 1 as Jack*

*Else if Card 1 is Queen*

*Output Card 1 as Queen*

*Else if Card 1 is King*

*Output Card 1 as King*

*Else*

*Output Card as Number*

*Output Dealer's Card 2*

*If Card 2 is Ace*

*Output Card 2 as Ace*

*Else if Card 2 is Jack*

*Output Card 2 as Jack*

*Else if Card 2 is Queen*

*Output Card 2 as Queen*

*Else if Card 2 is King*

*Output Card 2 as King*

*Else*

*Output Card 2 as Number*

*Output Total Value of Dealer's Cards*

*Output Dealer as Winner*

*Add Loss*

*If Total Value of Dealer's Cards is Less than Total Value of Player's Cards and Both are Less than 22*

*Output Dealer's Cards*

*Output Dealer's Card 1*

*If Card 1 is Ace*

*Output Card 1 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 1 is Jack*

*Output Card 1 as Jack*

*Set Jack Value as 10*

*Else if Card 1 is Queen*

*Output Card 1 as Queen*

*Set Queen Value as 10*

*Else if Card 1 is King*

*Output Card 1 as King*

*Set King Value as 10*

*Else*

*Output Card 1 as Number*

*Output Dealer's Card 2*

*If Card 2 is Ace*

*Output Card 2 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 2 is Jack*

*Output Card 2 as Jack*

*Set Jack Value as 10*

*Else if Card 2 is Queen*

*Output Card 2 as Queen*

*Set Queen Value as 10*

*Else if Card 2 is King*

*Output Card 2 as King*

*Set King Value as 10*

*Else*

*Output Card 2 as Number*

*Calculate Total Value of Dealer's Cards*

*Output Total Value of Dealer's Cards*

*Dealer Hit Loop*

*While Total Value of Dealer's Cards is less than Total Value of Player's Cards or 16, and Less than 22*

*Determine Value of Dealer's Card 3*

*Output Dealer's Card 3*

*If Card 3 is Ace*

*Output Card 3 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 3 is Jack*

*Output Card 3 as Jack*

*Set Jack Value as 10*

*Else if Card 3 is Queen*

*Output Card 3 as Queen*

*Set Queen Value as 10*

*Else if Card 3 is King*

*Output Card 3 as King*

*Set King Value as 10*

*Else*

*Output Card 3 as Number*

*Calculate Total Value of Dealer's Cards*

*If Ace Value is Either Determine Best Ace Value for Dealer*

*If Card 1 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 2 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 3 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 4 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*Output Total Value of Dealer's Cards*

*If Total Value of Dealer's Cards is less than Total Value of Player's Cards or 16, and Less than 22*

*Determine Value of Dealer's Card 4*

*Output Dealer's Card 4*

*If Card 4 is Ace*

*Output Card 4 as Ace*

*If Ace Value is High or Either*

*Set Ace Value as 11*

*Else*

*Set Ace Value as 1*

*Else if Card 4 is Jack*

*Output Card 4 as Jack*

*Set Jack Value as 10*

*Else if Card 4 is Queen*

*Output Card 4 as Queen*

*Set Queen Value as 10*

*Else if Card 4 is King*

*Output Card 4 as King*

*Set King Value as 10*

*Else*

*Output Card 4 as Number*

*Calculate total value of Dealer's cards*

*If Ace Value is Either Determine Best Ace Value for Dealer*

*If Card 1 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 2 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 3 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*If Card 4 is High Ace and Total Value of Dealer's Cards is over 21*

*Set Ace Value as 1*

*Calculate New Total Value of Dealer's Cards*

*Output Total Value of Dealer's Cards*

*Determine winner*

*If Total Value of Dealer's Cards is Over 21*

*Output That Dealer Busts and Player Wins*

*Add Win*

*If Total Value of Dealer's Cards is Over Total Value of Player's Cards*

*Output That Dealer Wins*

*Add Loss*

*Else*

*Output That Player Wins*

*Add win*

*Else*

*Output That Player Busts*

*Add Loss*

*End of Game Loop*

*Ask to Play Again*

*If Player Chooses Yes Continue Game Loop*

*Default End Game Loop*

*While: Player Wants to Play*

*Calculate Win Percentage*

*Output the results to file*

*Output Total Wins*

*Output Total Losses*

*Output Win Percentage*

*Inform Player Results were Outputted to File*

*Exit Stage Right!*

*Close Files*

**Concept Checklist**

|  |  |  |
| --- | --- | --- |
| Used in Code | Concept | Example in Code |
| X | cout | Line 55 |
| X | cin | Line 234 |
| X | endl | Line 55 |
| X | #include | Line 8 |
| X | short | Line 45 |
| X | int | Line 29 |
| X | float | Line 47 |
| X | char | Line 28 |
| X | character strings | Line 31 |
| X | bool | Line 95 |
| X | Math Expressions | Line 225 |
| X | Type Casting | Line 798 |
| X | Naming Constants | Line 29 |
| X | Combined Assignment | Line 290 |
|  | Format Input | NONE |
| X | Format Output | Line 801 |
| X | File Input | Line 66 |
| X | File Output | Line 802 |
| X | Relational Operators | Line 230 |
| X | if | Line 230 |
| X | if/else | Line 68 |
| X | if/else if | Line 77 |
| X | switch | Line 783 |
| X | Menus | Line 783 |
| X | Logical Operators | Line 238 |
| X | Validating User Input | Line 68 |
| X | String Compare | Line 77 |
| X | Increment and Decrement Operators | Line 495 |
| X | while | Line 238 |
| X | do-while | Line 97 |
|  | for | NONE |

**Future Improvements**

* Betting system
* Multiple players
* Additional blackjack rules and options
* Incorporate arrays and functions to shorten overall code length
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