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# Tổng quan:

## Các thuật toán tìm kiếm mẫu từ trái sang phải:

* Knuth-Morris-Pratt
* Karp-Rabin
* Shift-Or
* Morris-Pratt
* Not-so-naive
* Apostolico-Crochemore

## Các thuật toán tìm kiếm mẫu từ phải sang trái:

* Boyer - Moore Algorithm
* Turbo BM Algorithm
* Colussi Algorithm
* Sunday Algorithm
* Reverse Factorand Algorithm
* Turbo Reverse Factor
* Zhu and Takaoka and Berry - Ravindran Algorithms

## Các thuật toán tìm kiếm mẫu từ vị trí xác định:

* Two Way Algorithm
* Colussi Algorithm
* Galil-Giancarlo Algorithm
* Sunday's Optimal Mismatch  Algorithm
* Maximal Shift Algorithm
* Skip Search
* KMP Skip Search and Alpha Skip Search Algorithms.

## Các thuật toán tìm kiếm mẫu từ vị trí bất kỳ:

* Horspool Algorithm
* Tuned Boyer-Moore Algorithm
* Smith Algorithm
* Raita Algorithm.
* Quick search

# Tìm kiếm mẫu từ trái sang phải:

## Thuật toán Knuth-Morris-Partt:

### Đặc điểm:

* Thực hiện từ trái sang phải
* Pha tiền xử lí độ phức tạp O(m)
* Độ phức tạp thuật toán là O(n + m)
* Số lần so sánh tối đa cho 1 kí tự của xâu là với

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void preKmp(char \*x, int m, int kmpNext[]) {  int i, j;  i = 0;  j = kmpNext[0] = -1;  while (i < m) {  while (j > -1 && x[i] != x[j])  j = kmpNext[j];  i++;  j++;  if (x[i] == x[j])  kmpNext[i] = kmpNext[j];  else  kmpNext[i] = j;  }  }  void KMP(char \*x, int m, char \*y, int n) {  int i, j, kmpNext[XSIZE];  /\* Preprocessing \*/  preKmp(x, m, kmpNext);  /\* Searching \*/  i = j = 0;  while (j < n) {  while (i > -1 && x[i] != y[j])  i = kmpNext[i];  i++;  j++;  if (i >= m) {  OUTPUT(j - i);  i = kmpNext[i];  }  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

Bước 1: Tiền xử lý: preKmp(X, 8, kmpNext)

|  |  |  |
| --- | --- | --- |
| i | X[i] | kmpNext[i] |
| 0 | G | -1 |
| 1 | C | 0 |
| 2 | A | 0 |
| 3 | G | -1 |
| 4 | A | 1 |
| 5 | G | -1 |
| 6 | A | 1 |
| 7 | G | -1 |
| 8 |  | 1 |

Bước 2: Tìm kiếm: KMP(X, 8, Y, 24)

* **j = 0, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | NO |  |

i = i + 1 = 1; j = j + 1 = 1

* **j = 1, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | NO |  |

i = i + 1 = 2; j = j + 1 = 2

* **j = 2, i = 2:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 2 | NO |  |

i = i + 1 = 3; j = j + 1 = 3

* **j = 3, i = 3:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 3 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 4

* **j = 4, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 5

* **j = 5, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | NO |  |

i = i + 1 = 1; j = j + 1 = 1

* **j = 6, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | NO |  |

i = i + 1 = 2; j = j + 1 = 7

* **j = 7, i = 2:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 2 | NO |  |

i = i + 1 = 3; j = j + 1 = 8

* **j = 8, i = 3:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 3 | NO |  |

i = i + 1 = 4; j = j + 1 = 9

* **j = 9, i = 4:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 4 | NO |  |

i = i + 1 = 5; j = j + 1 = 10

* **j = 10, i = 5:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 5 | NO |  |

i = i + 1 = 6; j = j + 1 = 11

* **j = 11, i = 6:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 6 | NO |  |

i = i + 1 = 7; j = j + 1 = 12

* **j = 12, i = 7:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 7 | NO |  |

i = i + 1 = 8; j = j + 1 = 13

* OUTPUT(13 – 8); i = kmpNext[i] = 1
* **j = 13, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | YES | 0 |
| 1 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 14

* **j = 14, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 15

* **j = 15, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 16

* **j = 16, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 17

## Thuật toán Karp-Rabin:

### Đặc điểm:

* Sử dụng hàm băm
* Pha tiền xử lý có độ phức tạp về thời gian và bộ nhớ là O(m)
* Pha tìm kiếm có độ phức tạp về thời gian là O(m \* n)
* Thời gian chạy mong muốn là O(m + n)

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| #define REHASH(a, b, h) ((((h) - (a)\*d) << 1) + (b))  void KR(char \*x, int m, char \*y, int n) {  int d, hx, hy, i, j;  /\* Preprocessing \*/  /\* computes d = 2^(m-1) with  the left-shift operator \*/  for (d = i = 1; i < m; ++i)  d = (d<<1);  for (hy = hx = i = 0; i < m; ++i) {  hx = ((hx<<1) + x[i]);  hy = ((hy<<1) + y[i]);  }  /\* Searching \*/  j = 0;  while (j <= n-m) {  if (hx == hy && memcmp(x, y + j, m) == 0)  OUTPUT(j);  hy = REHASH(y[j], y[j + m], hy);  ++j;  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

* + Tính d = 2m-1= 128
  + Tính hx = hash(X[0 .. m-1]) và hy = hash(Y[0 .. m-1]):

|  |  |  |
| --- | --- | --- |
| i | hx | hy |
| 0 | 71 | 71 |
| 1 | 209 | 209 |
| 2 | 483 | 483 |
| 3 | 1037 | 1050 |
| 4 | 2139 | 2139 |
| 5 | 4349 | 4405 |
| 6 | 8763 | 8877 |
| 7 | 17597 | 17819 |

* hx = 17597, hy = 17819

**Bước 2:** Tìm kiếm:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| j | hy | hx == hy? | X == Y[j .. j + m – 1] ? | Output |
| 0 | 17819 | NO |  |  |
| 1 | 17533 | NO |  |  |
| 2 | 17979 | NO |  |  |
| 3 | 19389 | NO |  |  |
| 4 | 17339 | NO |  |  |
| 5 | 17597 | YES | YES | 5 |
| 6 | 17102 | NO |  |  |
| 8 | 17678 | NO |  |  |
| 9 | 17245 | NO |  |  |
| 10 | 17917 | NO |  |  |
| 11 | 17723 | NO |  |  |
| 12 | 18877 | NO |  |  |
| 13 | 19662 | NO |  |  |
| 14 | 17885 | NO |  |  |
| 15 | 19197 | NO |  |  |
| 16 | 16961 | NO |  |  |

## Thuật toán Shift or:

### Đặc điểm:

* Sử dụng các thao tác bit.
* Hiệu quả nếu chiều dài mẫu không lớn hơn độ dài từ máy của máy tính.
* Pha tiền xử lý có độ phức tạp O(m)
* Pha tìm kiếm có độ phức tạp O(n)
* Có thể thay đổi dễ dàng để tìm chuỗi gần đúng

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| int preSo(char \*x, int m, unsigned int S[]) {  unsigned int j, lim;  int i;  for (i = 0; i < ASIZE; ++i)  S[i] = ~0;  for (lim = i = 0, j = 1; i < m; ++i, j <<= 1) {  S[x[i]] &= ~j;  lim |= j;  }  lim = ~(lim>>1);  return(lim);  }  void SO(char \*x, int m, char \*y, int n) {  unsigned int lim, state;  unsigned int S[ASIZE];  int j;  if (m > WORD)  error("SO: Use pattern size <= word size");  /\* Preprocessing \*/  lim = preSo(x, m, S);  /\* Searching \*/  for (state = ~0, j = 0; j < n; ++j) {  state = (state<<1) | S[y[j]];  if (state < lim)  OUTPUT(j - m + 1);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | SA | SC | SG | ST |
| G | 1 | 1 | 0 | 1 |
| C | 1 | 0 | 1 | 1 |
| A | 0 | 1 | 1 | 1 |
| G | 1 | 1 | 0 | 1 |
| A | 0 | 1 | 1 | 1 |
| G | 1 | 1 | 0 | 1 |
| A | 0 | 1 | 1 | 1 |
| G | 1 | 1 | 0 | 1 |

**Bước 2:** Tìm kiếm:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| G | C | A | G | A | G | A | G |
| 0 | G | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | C | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 1 |
| 2 | A | 1 | 1 | 0 | 1 | 1 | 1 | 1 | 1 |
| 3 | T | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 4 | C | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 1 |
| 5 | G | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 6 | C | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 1 |
| 7 | A | 1 | 1 | 0 | 1 | 1 | 1 | 1 | 1 |
| 8 | G | 1 | 1 | 1 | 0 | 1 | 1 | 1 | 1 |
| 9 | A | 1 | 1 | 1 | 1 | 0 | 1 | 1 | 1 |
| 10 | G | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 1 |
| 11 | A | 1 | 1 | 1 | 1 | 1 | 1 | 0 | 1 |
| 12 | G | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 13 | T | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 14 | A | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 15 | T | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 16 | A | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 17 | C | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 18 | A | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 19 | G | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 20 | T | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 21 | A | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 22 | C | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 23 | G | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |

## Thuật toán Morris-Pratt:

### Đặc điểm:

* Thực hiện từ trái sang phải
* Có pha tiền xử lý độ phức tạp O(m)
* Pha tiềm kiếm độ phức tạp O(n + m)
* Số lần so sánh tối đa cho 1 kí tự của xâu là m

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void preMp(char \*x, int m, int mpNext[]) {  int i, j;  i = 0;  j = mpNext[0] = -1;  while (i < m) {  while (j > -1 && x[i] != x[j])  j = mpNext[j];  mpNext[++i] = ++j;  }  }  void MP(char \*x, int m, char \*y, int n) {  int i, j, mpNext[XSIZE];  /\* Preprocessing \*/  preMp(x, m, mpNext);  /\* Searching \*/  i = j = 0;  while (j < n) {  while (i > -1 && x[i] != y[j])  i = mpNext[i];  i++;  j++;  if (i >= m) {  OUTPUT(j - i);  i = mpNext[i];  }  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

Bước 1: Tiền xử lý: preMp(X, 8, mpNext)

|  |  |  |
| --- | --- | --- |
| i | X[i] | mpNext[i] |
| 0 | G | -1 |
| 1 | C | 0 |
| 2 | A | 0 |
| 3 | G | 0 |
| 4 | A | 1 |
| 5 | G | 0 |
| 6 | A | 1 |
| 7 | G | 0 |
| 8 |  | 1 |

Bước 2: Tìm kiếm: MP(X, 8, Y, 24)

* **j = 0, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | NO |  |

i = i + 1 = 1; j = j + 1 = 1

* **j = 1, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | NO |  |

i = i + 1 = 2; j = j + 1 = 2

* **j = 2, i = 2:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 2 | NO |  |

i = i + 1 = 3; j = j + 1 = 3

* **j = 3, i = 3:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 3 | YES | 0 |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 4

* **j = 4, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 1; j = j + 1 = 5

* **j = 5, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | NO |  |

i = i + 1 = 1; j = j + 1 = 6

* **j = 6, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | NO |  |

i = i + 1 = 2; j = j + 1 = 7

* **j = 7, i = 2:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 2 | NO |  |

i = i + 1 = 3; j = j + 1 = 8

* **j = 8, i = 3:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 3 | NO |  |

i = i + 1 = 4; j = j + 1 = 9

* **j = 9, i = 4:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 4 | NO |  |

i = i + 1 = 5; j = j + 1 = 10

* **j = 10, i = 5:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 5 | NO |  |

i = i + 1 = 6; j = j + 1 = 11

* **j = 11, i = 6:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 6 | NO |  |

i = i + 1 = 7; j = j + 1 = 12

* **j = 12, i = 7:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 7 | NO |  |

i = i + 1 = 8; j = j + 1 = 13

* OUTPUT(13 – 8); i = mpNext[i] = 1
* **j = 13, i = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 1 | YES | 0 |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 14

* **j = 14, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 15

* **j = 15, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 16

* **j = 16, i = 0:**

|  |  |  |
| --- | --- | --- |
| i | X[i] != Y[j]? | mpNext[i] |
| 0 | YES | -1 |
| -1 |  |  |

i = i + 1 = 0; j = j + 1 = 17

## Thuật toán Not So Naive:

### Đặc điểm:

* Pha tiền xử lý có độ phức tạp là hằng số
* Độ phức tạp không gian nhớ hằng số
* Pha tìm kiếm độ phức tạp O(m \* n)
* Gần như tuyến tính trong trường hợp trung bình

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void NSN(char \*x, int m, char \*y, int n) {  int j, k, ell;    /\* Preprocessing \*/  if (x[0] == x[1]) {  k = 2;  ell = 1;  }  else {  k = 1;  ell = 2;  }    /\* Searching \*/  j = 0;  while (j <= n - m)  if (x[1] != y[j + 1])  j += k;  else {  if (memcmp(x + 2, y + j + 2, m - 2) == 0 &&  x[0] == y[j])  OUTPUT(j);  j += ell;  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý: X[0] != X[1] => k = 1, ell = 2

**Bước 2**: Tìm kiếm:

|  |  |  |  |
| --- | --- | --- | --- |
| j | X[1] == Y[j+1]? | X[2..m-1] == Y[j+2..j+m-1] && X[0] == Y[j]? | Output |
| 0 | YES | NO |  |
| 2 | NO |  |  |
| 3 | YES | NO |  |
| 5 | YES | YES | 5 |
| 7 | NO |  |  |
| 8 | NO |  |  |
| 9 | NO |  |  |
| 10 | NO |  |  |
| 11 | NO |  |  |
| 12 | NO |  |  |
| 13 | NO |  |  |
| 14 | NO |  |  |
| 15 | NO |  |  |
| 16 | NO |  |  |

## Thuật toán Apostolico-Crochemore:

### Đặc điểm:

* Pha tiền xử lý có độ phức tạp thời gian và bộ nhớ O(m)
* Pha tìm kiếm có độ phức tạp O(n)
* Thực hiện 3n/2 phép so sánh trong trường hợp xấu nhất

### Thuật toán:

|  |
| --- |
| void AXAMAC(char \*x, int m, char \*y, int n) {  int i, j, k, ell, kmpNext[XSIZE];  /\* Preprocessing \*/  preKmp(x, m, kmpNext);  for (ell = 1; x[ell - 1] == x[ell]; ell++);  if (ell == m)  ell = 0;  /\* Searching \*/  i = ell;  j = k = 0;  while (j <= n - m) {  while (i < m && x[i] == y[i + j])  ++i;  if (i >= m) {  while (k < ell && x[k] == y[j + k])  ++k;  if (k >= ell)  OUTPUT(j);  }  j += (i - kmpNext[i]);  if (i == ell)  k = MAX(0, k - 1);  else  if (kmpNext[i] <= ell) {  k = MAX(0, kmpNext[i]);  i = ell;  }  else {  k = ell;  i = kmpNext[i];  }  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| X[i] | G | C | A | G | A | G | A | G |  |
| kmpNext[i] | -1 | 0 | 0 | -1 | 1 | -1 | 1 | -1 | 1 |

l = 1

**Bước 2:** Tìm kiếm:

* **i = 1, j = 0, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | YES |
| 2 | YES |
| 3 | NO |

j += (i – kmpNext[i]) = 4

k = max{0, kmpNext[i]} = 0

i = l = 1

* **i = 1, j = 4, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | NO |

j += (i – kmpNext[i]) = 5

k = max{0, k – 1} = 0

* **i = 1, j = 5, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | YES |
| 2 | YES |
| 3 | YES |
| 4 | YES |
| 5 | YES |
| 6 | YES |
| 7 | YES |
| 8 |  |

|  |  |
| --- | --- |
| k | X[k]==Y[j+k] |
| 0 | YES |
| 1 |  |

OUTPUT(5)

j += (i – kmpNext[i]) = 12

k = max{0, kmpNext[i]} = 1

i = l = 1

* **i = 1, j = 12, k = 1:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | NO |

j += (i – kmpNext[i]) = 13

k = max{0, k – 1} = 0

* **i = 1, j = 13, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | NO |

j += (i – kmpNext[i]) = 14

k = max{0, k – 1} = 0

* **i = 1, j = 14, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | NO |

j += (i – kmpNext[i]) = 15

k = max{0, k – 1} = 0

* **i = 1, j = 15, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | NO |

j += (i – kmpNext[i]) = 16

k = max{0, k – 1} = 0

* **i = 1, j = 16, k = 0:**

|  |  |
| --- | --- |
| i | X[i] == Y[i+j]? |
| 1 | YES |
| 2 | YES |
| 3 | YES |
| 4 | NO |

j += (i – kmpNext[i]) = 19

k = max{0, kmpNext[i]} = 1

i = l = 1

# Tìm kiếm mẫu từ phải sang trái:

## Thuật toán Boyer-Moore:

### Đặc điểm:

* Thực hiện từ phải sang trái
* Pha tiền xử lý có độ phức tạp O(m + ) (với độ lớn của tập hợp kí tự)
* Pha tìm kiếm có độ phức tạp O(m \* n)
* Mất 3n lần so sánh trong trường hợp xấu nhất khi so tìm kiếm 1 mẫu không có chu kỳ
* Trường hợp tốt nhất O(n / m)

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void preBmBc(char \*x, int m, int bmBc[]) {  int i;    for (i = 0; i < ASIZE; ++i)  bmBc[i] = m;  for (i = 0; i < m - 1; ++i)  bmBc[x[i]] = m - i - 1;  }      void suffixes(char \*x, int m, int \*suff) {  int f, g, i;    suff[m - 1] = m;  g = m - 1;  for (i = m - 2; i >= 0; --i) {  if (i > g && suff[i + m - 1 - f] < i - g)  suff[i] = suff[i + m - 1 - f];  else {  if (i < g)  g = i;  f = i;  while (g >= 0 && x[g] == x[g + m - 1 - f])  --g;  suff[i] = f - g;  }  }  }    void preBmGs(char \*x, int m, int bmGs[]) {  int i, j, suff[XSIZE];    suffixes(x, m, suff);    for (i = 0; i < m; ++i)  bmGs[i] = m;  j = 0;  for (i = m - 1; i >= 0; --i)  if (suff[i] == i + 1)  for (; j < m - 1 - i; ++j)  if (bmGs[j] == m)  bmGs[j] = m - 1 - i;  for (i = 0; i <= m - 2; ++i)  bmGs[m - 1 - suff[i]] = m - 1 - i;  }      void BM(char \*x, int m, char \*y, int n) {  int i, j, bmGs[XSIZE], bmBc[ASIZE];    /\* Preprocessing \*/  preBmGs(x, m, bmGs);  preBmBc(x, m, bmBc);    /\* Searching \*/  j = 0;  while (j <= n - m) {  for (i = m - 1; i >= 0 && x[i] == y[i + j]; --i);  if (i < 0) {  OUTPUT(j);  j += bmGs[0];  }  else  j += MAX(bmGs[i], bmBc[y[i + j]] - m + 1 + i);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| C | A | C | G | T |
| bmBc[c] | 1 | 6 | 2 | 8 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| X[i] | G | C | A | G | A | G | A | G |
| suff[i] | 1 | 0 | 0 | 2 | 0 | 4 | 0 | 8 |
| bmGs[i] | 7 | 7 | 7 | 2 | 7 | 4 | 7 | 1 |

**Bước 2**: Tìm kiếm:

* **j = 0**:

|  |  |
| --- | --- |
| i | X[i] == Y[i + j ] |
| 7 | NO |

* j += max(7, 1 – 7 + 7) = 1
* **j = 1:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j ] |
| 7 | YES |
| 6 | YES |
| 5 | NO |

* j += max(4, 6 – 7 + 1) = 5
* **j = 5:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j ] |
| 7 | YES |
| 6 | YES |
| 5 | YES |
| 4 | YES |
| 3 | YES |
| 2 | YES |
| 1 | YES |
| 0 | YES |
| -1 |  |

* Output(7); j += 7 = 12
* **j = 12:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j ] |
| 7 | YES |
| 6 | YES |
| 5 | NO |

* j += max(4, 6 – 7 + 1) = 16
* j = 16

|  |  |
| --- | --- |
| i | X[i] == Y[i + j ] |
| 7 | YES |
| 6 | NO |

* j += max(7, 6 – 7 + 1) = 23

## Thuật toán Turbo-BM:

### Đặc điểm:

* Là biến thể của thuật toán Boyer-Moore
* Không đòi hỏi thêm tiền xử lý nào
* Cần thêm không gian nhớ
* Pha tiền xử lý độ phức tạp O(m + )
* Pha tìm kiếm độ phức tạp O(n)
* Tốn 2n phép so sánh trong trường hợp xấu nhất

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void TBM(char \*x, int m, char \*y, int n) {  int bcShift, i, j, shift, u, v, turboShift,  bmGs[XSIZE], bmBc[ASIZE];  /\* Preprocessing \*/  preBmGs(x, m, bmGs);  preBmBc(x, m, bmBc);  /\* Searching \*/  j = u = 0;  shift = m;  while (j <= n - m) {  i = m - 1;  while (i >= 0 && x[i] == y[i + j]) {  --i;  if (u != 0 && i == m - 1 - shift)  i -= u;  }  if (i < 0) {  OUTPUT(j);  shift = bmGs[0];  u = m - shift;  }  else {  v = m - 1 - i;  turboShift = u - v;  bcShift = bmBc[y[i + j]] - m + 1 + i;  shift = MAX(turboShift, bcShift);  shift = MAX(shift, bmGs[i]);  if (shift == bmGs[i])  u = MIN(m - shift, v);  else {  if (turboShift < bcShift)  shift = MAX(shift, u + 1);  u = 0;  }  }  j += shift;  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| C | A | C | G | T |
| bmBc[c] | 1 | 6 | 2 | 8 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| X[i] | G | C | A | G | A | G | A | G |
| suff[i] | 1 | 0 | 0 | 2 | 0 | 4 | 0 | 8 |
| bmGs[i] | 7 | 7 | 7 | 2 | 7 | 4 | 7 | 1 |

**Bước 2**: Tìm kiếm:

* **j = 0; u = 0; shift = 8:**

|  |  |  |
| --- | --- | --- |
| i | X[i] == Y[i + j]? | i >= 0 && i == m – 1 - shitf |
| 7 | NO |  |

v = m – 1 – i = 0

turboShift = u – v = 0

bcShift = bmBc[Y[i + j]] – m + 1+ i = 1

shift = max{turboShift, bcShift, bmGs[i]} = bmGs[i] = 1

u = min{m – shift, v} = 0

j += shift = 1

* **j = 1; u = 0; shift = 1:**

|  |  |  |
| --- | --- | --- |
| i | X[i] == Y[i + j]? | i >= 0 && i == m – 1 - shitf |
| 7 | YES | NO |
| 6 | YES | YES |
| 5 | NO |  |

v = m – 1 – i = 2

turboShift = u – v = -2

bcShift = bmBc[Y[i + j]] – m + 1+ i = 4

shift = max{turboShift, bcShift, bmGs[i]} = bmGs[i] = 4

u = min{m – shift, v} = 3

j += shift = 5

* **j = 5; u = 2; shift = 4:**

|  |  |  |
| --- | --- | --- |
| i | X[i] == Y[i + j]? | i >= 0 && i == m – 1 - shitf |
| 7 | YES | NO |
| 6 | YES | NO |
| 5 | YES | NO |
| 4 | YES | NO |
| 3 | YES | YES |
| 1 | YES | NO |
| 0 | YES | NO |
| -1 |  |  |

OUTPUT(5)

shift = bmGs[0] = 7

u = m – shift = 1

j += shift = 12

* **j = 12; u = 1; shift = 7:**

|  |  |  |
| --- | --- | --- |
| i | X[i] == Y[i + j]? | i >= 0 && i == m – 1 - shitf |
| 7 | YES | NO |
| 6 | YES | NO |
| 5 | NO |  |

v = m – 1 – i = 2

turboShift = u – v = -2

bcShift = bmBc[Y[i + j]] – m + 1+ i = 4

shift = max{turboShift, bcShift, bmGs[i]} = bmGs[i] = 4

u = min{m – shift, v} = 3

j += shift = 16

* **j = 16; u = 3; shift = 4:**

|  |  |  |
| --- | --- | --- |
| i | X[i] == Y[i + j]? | i >= 0 && i == m – 1 - shitf |
| 7 | YES | NO |
| 6 | NO |  |

v = m – 1 – i = 1

turboShift = u – v = 2

bcShift = bmBc[Y[i + j]] – m + 1+ i = 5

shift = max{turboShift, bcShift, bmGs[i]} = bmGs[i] = 7

u = min{m – shift, v} = 1

j += shift = 23

## Thuật toán Zhu-Takaoka:

### Đặc điểm:

* Là biến thể của thuật toán Boyer-Moore
* Dùng 2 kí tự liên tiếp để tính bad-character shift
* Pha tiền xử lí độ phức tạp O(m + )
* Pha tìm kiếm độ phức tạp (m \* n)

### Thuật toán:

* Input:
  + Mẫu X = (x0, x1,…,xm-1), độ dài m
  + Văn bản Y = (y0, y1,…,yn-1), độ dài n
* Output: Tất cả các vị trí xuất hiện của X trong Y

|  |
| --- |
| void preZtBc(char \*x, int m, int ztBc[ASIZE][ASIZE]) {  int i, j;  for (i = 0; i < ASIZE; ++i)  for (j = 0; j < ASIZE; ++j)  ztBc[i][j] = m;  for (i = 0; i < ASIZE; ++i)  ztBc[i][x[0]] = m - 1;  for (i = 1; i < m - 1; ++i)  ztBc[x[i - 1]][x[i]] = m - 1 - i;  }  void ZT(char \*x, int m, char \*y, int n) {  int i, j, ztBc[ASIZE][ASIZE], bmGs[XSIZE];  /\* Preprocessing \*/  preZtBc(x, m, ztBc);  preBmGs(x, m, bmGs);  /\* Searching \*/  j = 0;  while (j <= n - m) {  i = m - 1;  while (i < m && x[i] == y[i + j])  --i;  if (i < 0) {  OUTPUT(j);  j += bmGs[0];  }  else  j += MAX(bmGs[i],  ztBc[y[j + m - 2]][y[j + m - 1]]);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ztBC | A | C | G | T |
| A | 8 | 8 | 2 | 8 |
| C | 5 | 8 | 7 | 8 |
| G | 1 | 6 | 7 | 8 |
| T | 8 | 8 | 7 | 8 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| X[i] | G | C | A | G | A | G | A | G |
| suff[i] | 1 | 0 | 0 | 2 | 0 | 4 | 0 | 8 |
| bmGs[i] | 7 | 7 | 7 | 2 | 7 | 4 | 7 | 1 |

**Bước 2**: Tìm kiếm:

* **j = 0**:

|  |  |
| --- | --- |
| i | X[i] == Y[i + j]? |
| 7 | NO |

max{bmGs[i], ztBc[Y[j+m-2]][Y[j+m-1]]} = 5

j += 5 = 5

* **j = 5:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j]? |
| 7 | YES |
| 6 | YES |
| 5 | YES |
| 4 | YES |
| 3 | YES |
| 2 | YES |
| 1 | YES |
| 0 | YES |
| -1 |  |

OUTPUT(j)

j += bmGs[0] = 12

* **j = 12:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j]? |
| 7 | YES |
| 6 | YES |
| 5 | NO |

max{bmGs[i], ztBc[Y[j+m-2]][Y[j+m-1]]} = 4

j += 5 = 16

* **j = 16:**

|  |  |
| --- | --- |
| i | X[i] == Y[i + j]? |
| 7 | YES |
| 6 | NO |

max{bmGs[i], ztBc[Y[j+m-2]][Y[j+m-1]]} = 7

j += 7 = 23

## Thuật toán Berry-Ravindran:

### Đặc điểm:

* Kết hợp giữa thuật toán Quick Search và thuật toán Zhu-Takaoka
* Pha tiền xử lí có độ phức tạp thời gian và bộ nhớ là O(m+)
* Pha tìm kiếm độ phức tạp O(m\*n)

### Thuật toán:

|  |
| --- |
| void preBrBc(char \*x, int m, int brBc[ASIZE][ASIZE]) {  int a, b, i;  for (a = 0; a < ASIZE; ++a)  for (b = 0; b < ASIZE; ++b)  brBc[a][b] = m + 2;  for (a = 0; a < ASIZE; ++a)  brBc[a][x[0]] = m + 1;  for (i = 0; i < m - 1; ++i)  brBc[x[i]][x[i + 1]] = m - i;  for (a = 0; a < ASIZE; ++a)  brBc[x[m - 1]][a] = 1;  }  void BR(char \*x, int m, char \*y, int n) {  int j, brBc[ASIZE][ASIZE];  /\* Preprocessing \*/  preBrBc(x, m, brBc);  /\* Searching \*/  y[n + 1] = '\0';  j = 0;  while (j <= n - m) {  if (memcmp(x, y + j, m) == 0)  OUTPUT(j);  j += brBc[y[j + m]][y[j + m + 1]];  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| brBc | A | C | G | T | \* |
| A | 10 | 10 | 2 | 10 | 10 |
| C | 7 | 10 | 9 | 10 | 10 |
| G | 1 | 1 | 1 | 1 | 1 |
| T | 10 | 10 | 9 | 10 | 10 |
| \* | 10 | 10 | 9 | 10 | 10 |

**Bước 2:** Tìm kiếm:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| j | X == Y[j..j+m-1]? | Y[j+m] | Y[j+m+1] | Output |
| 0 | NO | G | A |  |
| 1 | NO | A | G |  |
| 3 | NO | A | G |  |
| 5 | YES | T | A | 5 |
| 15 | NO | G | \0 |  |
| 16 | NO | \0 | \0 |  |
| 26 |  |  |  |  |

## Thuật toán:

### Đặc điểm:

### Thuật toán:

### Kiểm nghiệm:

# Tìm kiếm mẫu từ vị trí xác định:

## Thuật toán Two way:

### Đặc điểm:

* Pha tiền xử lí độ phức tạp O(m)
* Pha tìm kiếm độ phức tạp n
* Thực hiện 2n-m phép so sánh trong trường hợp xấu nhất

### Thuật toán:

|  |
| --- |
| /\* Computing of the maximal suffix for <= \*/  int maxSuf(char \*x, int m, int \*p) {  int ms, j, k;  char a, b;  ms = -1;  j = 0;  k = \*p = 1;  while (j + k < m) {  a = x[j + k];  b = x[ms + k];  if (a < b) {  j += k;  k = 1;  \*p = j - ms;  }  else  if (a == b)  if (k != \*p)  ++k;  else {  j += \*p;  k = 1;  }  else { /\* a > b \*/  ms = j;  j = ms + 1;  k = \*p = 1;  }  }  return(ms);  }    /\* Computing of the maximal suffix for >= \*/  int maxSufTilde(char \*x, int m, int \*p) {  int ms, j, k;  char a, b;  ms = -1;  j = 0;  k = \*p = 1;  while (j + k < m) {  a = x[j + k];  b = x[ms + k];  if (a > b) {  j += k;  k = 1;  \*p = j - ms;  }  else  if (a == b)  if (k != \*p)  ++k;  else {  j += \*p;  k = 1;  }  else { /\* a < b \*/  ms = j;  j = ms + 1;  k = \*p = 1;  }  }  return(ms);  }  /\* Two Way string matching algorithm. \*/  void TW(char \*x, int m, char \*y, int n) {  int i, j, ell, memory, p, per, q;  /\* Preprocessing \*/  i = maxSuf(x, m, &p);  j = maxSufTilde(x, m, &q);  if (i > j) {  ell = i;  per = p;  }  else {  ell = j;  per = q;  }  /\* Searching \*/  if (memcmp(x, x + per, ell + 1) == 0) {  j = 0;  memory = -1;  while (j <= n - m) {  i = MAX(ell, memory) + 1;  while (i < m && x[i] == y[i + j])  ++i;  if (i >= m) {  i = ell;  while (i > memory && x[i] == y[i + j])  --i;  if (i <= memory)  OUTPUT(j);  j += per;  memory = m - per - 1;  }  else {  j += (i - ell);  memory = -1;  }  }  }  else {  per = MAX(ell + 1, m - ell - 1) + 1;  j = 0;  while (j <= n - m) {  i = ell + 1;  while (i < m && x[i] == y[i + j])  ++i;  if (i >= m) {  i = ell;  while (i >= 0 && x[i] == y[i + j])  --i;  if (i < 0)  OUTPUT(j);  j += per;  }  else  j += (i - ell);  }  }  } |

### Kiểm nghiệm:

## Thuật toán Colussi:

### Đặc điểm:

* Cải tiến từ thuật toán Knuth-Morris Pratt
* Chia tập hợp các vị trí của mẫu thành 2 tập con: các vị trí trong tập con thứ nhất được duyệt từ trái sang phải và khi không có sự sai khác nào xảy ra thì các vị trí của tập con thứ 2 được duyệt từ phải sang trái.
* Pha tiền xử lý độ phức tạp O(m)
* Pha tìm kiếm độ phức tạp O(n)
* Thực hiện 3n/2 phép so sánh trong trường hợp xấu nhất

### Thuật toán:

|  |
| --- |
| int preColussi(char \*x, int m, int h[], int next[],  int shift[]) {  int i, k, nd, q, r, s;  int hmax[XSIZE], kmin[XSIZE], nhd0[XSIZE], rmin[XSIZE];  /\* Computation of hmax \*/  i = k = 1;  do {  while (x[i] == x[i - k])  i++;  hmax[k] = i;  q = k + 1;  while (hmax[q - k] + k < i) {  hmax[q] = hmax[q - k] + k;  q++;  }  k = q;  if (k == i + 1)  i = k;  } while (k <= m);  /\* Computation of kmin \*/  memset(kmin, 0, m\*sizeof(int));  for (i = m; i >= 1; --i)  if (hmax[i] < m)  kmin[hmax[i]] = i;  /\* Computation of rmin \*/  for (i = m - 1; i >= 0; --i) {  if (hmax[i + 1] == m)  r = i + 1;  if (kmin[i] == 0)  rmin[i] = r;  else  rmin[i] = 0;  }  /\* Computation of h \*/  s = -1;  r = m;  for (i = 0; i < m; ++i)  if (kmin[i] == 0)  h[--r] = i;  else  h[++s] = i;  nd = s;    /\* Computation of shift \*/  for (i = 0; i <= nd; ++i)  shift[i] = kmin[h[i]];  for (i = nd + 1; i < m; ++i)  shift[i] = rmin[h[i]];  shift[m] = rmin[0];  /\* Computation of nhd0 \*/  s = 0;  for (i = 0; i < m; ++i) {  nhd0[i] = s;  if (kmin[i] > 0)  ++s;  }  /\* Computation of next \*/  for (i = 0; i <= nd; ++i)  next[i] = nhd0[h[i] - kmin[h[i]]];  for (i = nd + 1; i < m; ++i)  next[i] = nhd0[m - rmin[h[i]]];  next[m] = nhd0[m - rmin[h[m - 1]]];  return(nd);  }  void COLUSSI(char \*x, int m, char \*y, int n) {  int i, j, last, nd,  h[XSIZE], next[XSIZE], shift[XSIZE];  /\* Processing \*/  nd = preColussi(x, m, h, next, shift);  /\* Searching \*/  i = j = 0;  last = -1;  while (j <= n - m) {  while (i < m && last < j + h[i] &&  x[h[i]] == y[j + h[i]])  i++;  if (i >= m || last >= j + h[i]) {  OUTPUT(j);  i = m;  }  if (i > nd)  last = j + m - 1;  j += shift[i];  i = next[i];  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| X[i] | G | C | A | G | A | G | A | G |  |
| kmpNext[i] | -1 | 0 | 0 | -1 | 1 | -1 | 1 | -1 | 1 |
| kmin[i] | 0 | 1 | 2 | 0 | 3 | 0 | 5 | 0 |  |
| h[i] | 1 | 2 | 4 | 6 | 7 | 5 | 3 | 0 |  |
| next[i] | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| shift[i] | 1 | 2 | 3 | 5 | 8 | 7 | 7 | 7 | 7 |
| hmax[i] | 0 | 1 | 2 | 4 | 4 | 6 | 6 | 8 | 8 |
| rmin[i] | 7 | 0 | 0 | 7 | 0 | 7 | 0 | 8 |  |
| ndh0[i] | 0 | 0 | 1 | 2 | 2 | 3 | 3 | 4 |  |

nd = 3

**Bước 2**: Tìm kiếm:

* **Lặp lần 1**:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 0 | -1 | YES |  |
| 1 | 0 | -1 | YES |  |
| 2 | 0 | -1 | NO |  |

j += shift[2] = 3

i = next[i] = 0

* **Lặp lần 2:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 3 | -1 | YES |  |
| 1 | 3 | -1 | NO |  |

j += shift[1] = 5

i = next[1] = 0

* **Lặp lần 3:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 5 | -1 | YES |  |
| 1 | 5 | -1 | YES |  |
| 2 | 5 | -1 | YES |  |
| 3 | 5 | -1 | YES |  |
| 4 | 5 | -1 | YES |  |
| 5 | 5 | -1 | YES |  |
| 6 | 5 | -1 | YES |  |
| 7 | 5 | -1 | YES |  |
| 8 |  |  |  |  |

OUTPUT(5)

last = j + m – 1 = 12

j += shift[8] = 12

i = next[8] = 0

* **Lặp lần 4:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 12 | 12 | NO |  |

j += shift[0] = 13

i = next[0] = 0

* **Lặp lần 5:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 13 | 12 | NO |  |

j += shift[0] = 14

i = next[0] = 0

* **Lặp lần 6:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 14 | 12 | NO |  |

j += shift[0] = 15

i = next[0] = 0

* **Lặp lần 7:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 15 | 12 | NO |  |

j += shift[0] = 16

i = next[0] = 0

* **Lặp lần 8:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | j | last | X[h[i]]==Y[j+h[i]]? | Output |
| 0 | 16 | 12 | YES |  |
| 1 | 16 | 12 | YES |  |
| 2 | 16 | 12 | NO |  |

j += shift[2] = 19

i = next[2] = 0

## Thuật toán Skip Search:

### Đặc điểm:

* Sử dụng “bucket” các vị trí cho mỗi kí tự trong tập kí tự
* Pha tiền xử lí độ phức tạp O(m+)
* Pha tìm kiếm độ phức tạp O(m\*n)
* Mong đợi O(n) phép so sánh kí tự

### Thuật toán:

|  |
| --- |
| void SKIP(char \*x, int m, char \*y, int n) {  int i, j;  List ptr, z[ASIZE];  /\* Preprocessing \*/  memset(z, NULL, ASIZE\*sizeof(List));  for (i = 0; i < m; ++i) {  ptr = (List)malloc(sizeof(struct \_cell));  if (ptr == NULL)  error("SKIP");  ptr->element = i;  ptr->next = z[x[i]];  z[x[i]] = ptr;  }    /\* Searching \*/  for (j = m - 1; j < n; j += m)  for (ptr = z[y[j]]; ptr != NULL; ptr = ptr->next)  if (memcmp(x, y + j - ptr->element, m) == 0)  OUTPUT(j - ptr->element);  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1:** Tiền xử lý:

|  |  |
| --- | --- |
| c | z[c] |
| A | (6, 4, 2) |
| C | (1) |
| G | (7, 5, 3, 0) |
| T | () |

**Bước 2:** Tìm kiếm:

* **j = 7, Y[j] = ‘A’:**

|  |  |  |
| --- | --- | --- |
| z[Y[j]] | X == Y[j – z[Y[j]], j – z[Y[j]] + m]? | Output |
| 6 | NO |  |
| 4 | NO |  |
| 2 | YES | 5 |

* **j = 15, Y[j] = ‘T’:**
* **j = 23, Y[j] = ‘G’:**

|  |  |  |
| --- | --- | --- |
| z[Y[j]] | X == Y[j – z[Y[j]], j – z[Y[j]] + m]? | Output |
| 7 | NO |  |
| 5 | NO |  |
| 3 | NO |  |
| 0 | NO |  |

## Thuật toán KMP Skip Search:

### Đặc điểm:

* Cải tiến từ thuật toán Skip Search
* Sử dụng “bucket” các vị trí cho mỗi kí tự trong tập kí tự
* Pha tiền xử lí độ phức tạp O(m+)
* Pha tìm kiếm độ phức tạp O(n)

### Thuật toán:

|  |
| --- |
| int attempt(char \*y, char \*x, int m, int start, int wall) {  int k;  k = wall - start;  while (k < m && x[k] == y[k + start])  ++k;  return(k);  }  void KMPSKIP(char \*x, int m, char \*y, int n) {  int i, j, k, kmpStart, per, start, wall;  int kmpNext[XSIZE], list[XSIZE], mpNext[XSIZE],  z[ASIZE];  /\* Preprocessing \*/  preMp(x, m, mpNext);  preKmp(x, m, kmpNext);  memset(z, -1, ASIZE\*sizeof(int));  memset(list, -1, m\*sizeof(int));  z[x[0]] = 0;  for (i = 1; i < m; ++i) {  list[i] = z[x[i]];  z[x[i]] = i;  }  /\* Searching \*/  wall = 0;  per = m - kmpNext[m];  i = j = -1;  do {  j += m;  } while (j < n && z[y[j]] < 0);  if (j >= n)  return;  i = z[y[j]];  start = j - i;  while (start <= n - m) {  if (start > wall)  wall = start;  k = attempt(y, x, m, start, wall);  wall = start + k;  if (k == m) {  OUTPUT(start);  i -= per;  }  else  i = list[i];  if (i < 0) {  do {  j += m;  } while (j < n && z[y[j]] < 0);  if (j >= n)  return;  i = z[y[j]];  }  kmpStart = start + k - kmpNext[k];  k = kmpNext[k];  start = j - i;  while (start < kmpStart ||  (kmpStart < start && start < wall)) {  if (start < kmpStart) {  i = list[i];  if (i < 0) {  do {  j += m;  } while (j < n && z[y[j]] < 0);  if (j >= n)  return;  i = z[y[j]];  }  start = j - i;  }  else {  kmpStart += (k - mpNext[k]);  k = mpNext[k];  }  }  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1:** Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| z[c] | 6 | 1 | 7 | -1 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| list[i] | -1 | -1 | -1 | 0 | 2 | 3 | 4 | 5 |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| X[i] | G | C | A | G | A | G | A | G |  |
| mpNext[i] | -1 | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 1 |
| kmpNext[i] | -1 | 0 | 0 | -1 | 1 | -1 | 1 | -1 | 1 |

**Bước 2:** Tìm kiếm:

**Khởi tạo:**

wall = 0

per = m – kmpNext[m] = 7

j = 7

i = z[Y[j]] = 6

start = j – i = 1

**Lặp:**

![](data:image/png;base64,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)

## Thuật toán Alpha Skip Search:

### Đặc điểm:

* Cải tiến từ thuật toán Skip Search
* Dùng “bucket” chứa các vị trí cho mỗi đoạn chiều dài của mẫu
* Pha tiền xử lí có độ phức tạp O(m)
* Pha tìm kiếm có độ phức tạp O(m\*n)
* Mong đợi có O( \* (n/(m-))) phép so sánh

### Thuật toán:

|  |
| --- |
| List \*z;    #define getZ(i) z[(i)]    void setZ(int node, int i) {  List cell;    cell = (List)malloc(sizeof(struct \_cell));  if (cell == NULL)  error("ALPHASKIP/setZ");  cell->element = i;  cell->next = z[node];  z[node] = cell;  }      /\* Create the transition labelled by the  character c from node node.  Maintain the suffix links accordingly. \*/  int addNode(Graph trie, int art, int node, char c) {  int childNode, suffixNode, suffixChildNode;    childNode = newVertex(trie);  setTarget(trie, node, c, childNode);  suffixNode = getSuffixLink(trie, node);  if (suffixNode == art)  setSuffixLink(trie, childNode, node);  else {  suffixChildNode = getTarget(trie, suffixNode, c);  if (suffixChildNode == UNDEFINED)  suffixChildNode = addNode(trie, art,  suffixNode, c);  setSuffixLink(trie, childNode, suffixChildNode);  }  return(childNode);  }  void ALPHASKIP(char \*x, int m, char \*y, int n, int a) {  int b, i, j, k, logM, temp, shift, size, pos;  int art, childNode, node, root, lastNode;  List current;  Graph trie;    logM = 0;  temp = m;  while (temp > a) {  ++logM;  temp /= a;  }  if (logM == 0) logM = 1;      /\* Preprocessing \*/  size = 2 + (2\*m - logM + 1)\*logM;  trie = newTrie(size, size\*ASIZE);  z = (List \*)calloc(size, sizeof(List));  if (z == NULL)  error("ALPHASKIP");    root = getInitial(trie);  art = newVertex(trie);  setSuffixLink(trie, root, art);  node = newVertex(trie);  setTarget(trie, root, x[0], node);  setSuffixLink(trie, node, root);  for (i = 1; i < logM; ++i)  node = addNode(trie, art, node, x[i]);  pos = 0;  setZ(node, pos);  pos++;  for (i = logM; i < m - 1; ++i) {  node = getSuffixLink(trie, node);  childNode = getTarget(trie, node, x[i]);  if (childNode == UNDEFINED)  node = addNode(trie, art, node, x[i]);  else  node = childNode;  setZ(node, pos);  pos++;  }  node = getSuffixLink(trie, node);  childNode = getTarget(trie, node, x[i]);  if (childNode == UNDEFINED) {  lastNode = newVertex(trie);  setTarget(trie, node, x[m - 1], lastNode);  node = lastNode;  }  else  node = childNode;  setZ(node, pos);    /\* Searching \*/  shift = m - logM + 1;  for (j = m + 1 - logM; j < n - logM; j += shift) {  node = root;  for (k = 0; node != UNDEFINED && k < logM; ++k)  node = getTarget(trie, node, y[j + k]);  if (node != UNDEFINED)  for (current = getZ(node);  current != NULL;  current = current->next) {  b = j - current->element;  if (x[0] == y[b] &&  memcmp(x + 1, y + b + 1, m - 1) == 0)  OUTPUT(b);  }  }  free(z);  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1:** Tiền xử lý:

|  |  |
| --- | --- |
| u | z[u] |
| AGA | (4, 2) |
| CAG | (1) |
| GAG | (5, 3) |
| GCA | (0) |

**Bước 2:** Tìm kiếm:

**Khởi tạo:** shift = m – 3 + 1 = 6

**Lặp:**

## Thuật toán Optimal Mismatch:

### Đặc điểm:

* Là biến thể của thuật toán Quick Search
* Yêu cầu số lần xuất hiện của mỗi kí tự
* Pha tiền xử lí có độ phức tạp thời gian O() và độ phức tạp không gian nhớ O(m + )
* Pha tìm kiếm độ phức tạp O(m\*n)

### Thuật toán:

|  |
| --- |
| typedef struct patternScanOrder {  int loc;  char c;  } pattern;  int freq[ASIZE];  /\* Construct an ordered pattern from a string. \*/  void orderPattern(char \*x, int m, int (\*pcmp)(),  pattern \*pat) {  int i;  for (i = 0; i <= m; ++i) {  pat[i].loc = i;  pat[i].c = x[i];  }  qsort(pat, m, sizeof(pattern), pcmp);  }  /\* Optimal Mismatch pattern comparison function. \*/  int optimalPcmp(pattern \*pat1, pattern \*pat2) {  float fx;  fx = freq[pat1->c] - freq[pat2->c];  return(fx ? (fx > 0 ? 1 : -1) :  (pat2->loc - pat1->loc));  }  /\* Find the next leftward matching shift for  the first ploc pattern elements after a  current shift or lshift. \*/  int matchShift(char \*x, int m, int ploc,  int lshift, pattern \*pat) {  int i, j;  for (; lshift < m; ++lshift) {  i = ploc;  while (--i >= 0) {  if ((j = (pat[i].loc - lshift)) < 0)  continue;  if (pat[i].c != x[j])  break;  }  if (i < 0)  break;  }  return(lshift);  }  /\* Constructs the good-suffix shift table  from an ordered string. \*/  void preAdaptedGs(char \*x, int m, int adaptedGs[],  pattern \*pat) {  int lshift, i, ploc;  adaptedGs[0] = lshift = 1;  for (ploc = 1; ploc <= m; ++ploc) {  lshift = matchShift(x, m, ploc, lshift, pat);  adaptedGs[ploc] = lshift;  }  for (ploc = 0; ploc <= m; ++ploc) {  lshift = adaptedGs[ploc];  while (lshift < m) {  i = pat[ploc].loc - lshift;  if (i < 0 || pat[ploc].c != x[i])  break;  ++lshift;  lshift = matchShift(x, m, ploc, lshift, pat);  }  adaptedGs[ploc] = lshift;  }  }  /\* Optimal Mismatch string matching algorithm. \*/  void OM(char \*x, int m, char \*y, int n) {  int i, j, adaptedGs[XSIZE], qsBc[ASIZE];  pattern pat[XSIZE];  /\* Preprocessing \*/  orderPattern(x, m, optimalPcmp, pat);  preQsBc(x, m, qsBc);  preAdaptedGs(x, m, adaptedGs, pat);  /\* Searching \*/  j = 0;  while (j <= n - m) {  i = 0;  while (i < m && pat[i].c == y[j + pat[i].loc])  ++i;  if (i >= m)  OUTPUT(j);  j += MAX(adaptedGs[i],qsBc[y[j + m]]);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1:** Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| freq[c] | 8 | 5 | 7 | 4 |
| qsBc[c] | 2 | 7 | 1 | 9 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| X[i] | G | C | A | G | A | G | A | G |
| pat[i].loc | 1 | 7 | 5 | 3 | 0 | 6 | 4 | 2 |
| pat[i].c | C | G | G | G | G | A | A | A |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| adaptedGs[i] | 1 | 3 | 4 | 2 | 7 | 7 | 7 | 7 | 7 |

**Bước 2:** Tìm kiếm:

* **j = 0:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | YES |
| 1 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 3

* **j = 3:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | YES |
| 1 | YES |
| 2 | YES |
| 3 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 5

* **j = 5:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | YES |
| 1 | YES |
| 2 | YES |
| 3 | YES |
| 4 | YES |
| 5 | YES |
| 6 | YES |
| 7 | YES |
| 8 |  |

OUTPUT(5)

j += max{adaptedGs[i], qsBc[Y[j+m]] = 14

* **j = 14:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 21

## Thuật toán Maximal Shift:

### Đặc điểm:

* Là 1 biến thể của thuật toán Quick Search
* Độ phức tạp bậc 2 trong trường hợp xấu nhất
* Pha tiền xử lí độ phức tạp thời gian O(), độ phức tạp không gian nhớ O(m + )
* Pha tìm kiếm độ phức tạp O(m\*n)

### Thuật toán:

|  |
| --- |
| typedef struct patternScanOrder {  int loc;  char c;  } pattern;  int minShift[XSIZE];  /\* Computation of the MinShift table values. \*/  void computeMinShift(char \*x, int m) {  int i, j;  for (i = 0; i < m; ++i) {  for (j = i - 1; j >= 0; --j)  if (x[i] == x[j])  break;  minShift[i] = i - j;  }  }  /\* Maximal Shift pattern comparison function. \*/  int maxShiftPcmp(pattern \*pat1, pattern \*pat2) {  int dsh;  dsh = minShift[pat2->loc] - minShift[pat1->loc];  return(dsh ? dsh : (pat2->loc - pat1->loc));  }  /\* Maximal Shift string matching algorithm. \*/  void MS(char \*x, int m, char \*y, int n) {  int i, j, qsBc[ASIZE], adaptedGs[XSIZE];  pattern pat[XSIZE];  /\* Preprocessing \*/  computeMinShift(x ,m);  orderPattern(x, m, maxShiftPcmp, pat);  preQsBc(x, m, qsBc);  preAdaptedGs(x, m, adaptedGs, pat);  /\* Searching \*/  j = 0;  while (j <= n - m) {  i = 0;  while (i < m && pat[i].c == y[j + pat[i].loc])  ++i;  if (i >= m)  OUTPUT(j);  j += MAX(adaptedGs[i], qsBc[y[j + m]]);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1:** Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| qsBc[c] | 2 | 7 | 1 | 9 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| X[i] | G | C | A | G | A | G | A | G |
| minShift[i] | 1 | 2 | 3 | 3 | 2 | 2 | 2 | 2 |
| pat[i].loc | 3 | 2 | 7 | 6 | 5 | 4 | 1 | 0 |
| pat[i].c | G | A | G | A | G | A | C | G |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| adaptedGs[i] | 1 | 3 | 3 | 7 | 4 | 7 | 7 | 7 | 7 |

**Bước 2:** Tìm kiếm:

* **j = 0:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 1

* **j = 1:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 2

* **j = 3:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 5

* **j = 5:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | YES |
| 1 | YES |
| 2 | YES |
| 3 | YES |
| 4 | YES |
| 5 | YES |
| 6 | YES |
| 7 | YES |
| 8 |  |

OUTPUT(5)

j += max{adaptedGs[i], qsBc[Y[j+m]] = 14

* **j = 14:**

|  |  |
| --- | --- |
| i | pat[i].c == Y[j + pat[i].loc]? |
| 0 | NO |

j += max{adaptedGs[i], qsBc[Y[j+m]] = 21

# Tìm kiếm mẫu từ vị trí bất kỳ:

## Thuật toán Horspool:

### Đặc điểm:

* Là phiên bản đơn giản của thuật toán Boyer-Moore
* Chỉ dùng bad-character shift
* Dễ cài đặt
* Pha tiền xử lý có độ phức tạp thời gian O(m+) và độ phức tạp bộ nhớ O()
* Pha tìm kiếm có độ phức tạp O(m\*n)
* Số phép so sánh trung bình cho 1 kí tự từ 1/ đến 2/

( độ lớn của tập hợp kí tự)

### Thuật toán:

|  |
| --- |
| void HORSPOOL(char \*x, int m, char \*y, int n) {  int j, bmBc[ASIZE];  char c;  /\* Preprocessing \*/  preBmBc(x, m, bmBc);  /\* Searching \*/  j = 0;  while (j <= n - m) {  c = y[j + m - 1];  if (x[m - 1] == c && memcmp(x, y + j, m - 1) == 0)  OUTPUT(j);  j += bmBc[c];  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| bmBc[c] | 1 | 6 | 2 | 8 |

**Bước 2:** Tìm kiếm:

|  |  |  |  |
| --- | --- | --- | --- |
| j | c = Y[j+m-1] | X[m-1] == c && X[0..m-2] == Y[j, j+m-2]? | Ouput |
| 0 | A | NO |  |
| 1 | G | NO |  |
| 3 | G | NO |  |
| 5 | G | YES | 5 |
| 7 | A | NO |  |
| 8 | T | NO |  |
| 16 | G | NO |  |
| 23 |  |  |  |

## Thuật toán Quick Search:

### Đặc điểm:

* Là phiên bản đơn giản của thuật toán Boyer-Moore
* Chỉ dùng bad-character shift
* Dễ cài đặt
* Pha tiền xử lý có độ phức tạp thời gian O(m+) và độ phức tạp bộ nhớ O()
* Pha tìm kiếm có độ phức tạp O(m\*n)
* Rất nhanh với trường hợp mẫu ngắn và tập hợp kí tự lớn

### Thuật toán:

|  |
| --- |
| void preQsBc(char \*x, int m, int qsBc[]) {  int i;  for (i = 0; i < ASIZE; ++i)  qsBc[i] = m + 1;  for (i = 0; i < m; ++i)  qsBc[x[i]] = m - i;  }  void QS(char \*x, int m, char \*y, int n) {  int j, qsBc[ASIZE];  /\* Preprocessing \*/  preQsBc(x, m, qsBc);    /\* Searching \*/  j = 0;  while (j <= n - m) {  if (memcmp(x, y + j, m) == 0)  OUTPUT(j);  j += qsBc[y[j + m]]; /\* shift \*/  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| qsBc[c] | 2 | 7 | 1 | 9 |

**Bước 2:** Tìm kiếm:

|  |  |  |
| --- | --- | --- |
| j | X == Y[j, j+m-1]? | Ouput |
| 0 | NO |  |
| 1 | NO |  |
| 3 | NO |  |
| 5 | YES | 5 |
| 14 | NO |  |
| 21 |  |  |

## Thuật toán Smith:

### Đặc điểm:

* Lấy max của hàm Horspool bad-character shift và hàm Quick Search bad-character shift
* Pha tiền xử lý có độ phức tạp thời gian O(m+) và độ phức tạp bộ nhớ O()
* Pha tìm kiếm có độ phức tạp O(m\*n)

### Thuật toán:

|  |
| --- |
| void SMITH(char \*x, int m, char \*y, int n) {  int j, bmBc[ASIZE], qsBc[ASIZE];  /\* Preprocessing \*/  preBmBc(x, m, bmBc);  preQsBc(x, m, qsBc);  /\* Searching \*/  j = 0;  while (j<= n - m) {  if (memcmp(x, y + j, m) == 0)  OUTPUT(j);  j += MAX(bmBc[y[j + m - 1]], qsBc[y[j + m]]);  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| bmBc[c] | 1 | 6 | 2 | 8 |
| qsBc[c] | 2 | 7 | 1 | 9 |

**Bước 2:** Tìm kiếm:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| j | X == Y[j, j+m-1]? | bmBc[Y[j+m-1]] | qsBc[Y[j+m]] | Ouput |
| 0 | NO | 1 | 1 |  |
| 1 | NO | 2 | 2 |  |
| 3 | NO | 2 | 2 |  |
| 5 | YES | 2 | 9 | 5 |
| 14 | NO | 1 | 7 |  |
| 21 |  |  |  |  |

## Thuật toán Raita:

### Đặc điểm:

* Thực hiện phép dịch như thuật toán Horspool
* Đầu tiên so sánh kí thự cuối của mẫu, sau đó là kí tự đầu tiên, rồi đến kí tự giữa trước khi so sánh các kí tự khác
* Pha tiền xử lý có độ phức tạp thời gian O(m+) và độ phức tạp bộ nhớ O()
* Pha tìm kiếm có độ phức tạp O(m\*n)

### Thuật toán:

|  |
| --- |
| void RAITA(char \*x, int m, char \*y, int n) {  int j, bmBc[ASIZE];  char c, firstCh, \*secondCh, middleCh, lastCh;  /\* Preprocessing \*/  preBmBc(x, m, bmBc);  firstCh = x[0];  secondCh = x + 1;  middleCh = x[m/2];  lastCh = x[m - 1];  /\* Searching \*/  j = 0;  while (j <= n - m) {  c = y[j + m - 1];  if (lastCh == c && middleCh == y[j + m/2] &&  firstCh == y[j] &&  memcmp(secondCh, y + j + 1, m - 2) == 0)  OUTPUT(j);  j += bmBc[c];  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| bmBc[c] | 1 | 6 | 2 | 8 |

firstCh = ‘G’

middleCh = ‘A’

lastCh = ‘G’

**Bước 2:** Tìm kiếm:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| j | c = Y[j+m-1] == lastCh? | Y[j]==firstCh? | Y[j+m/2]==middleCh? | X[1..m-2] == Y[j+1..j+m=2]? | Ouput |
| 0 | NO |  |  |  |  |
| 1 | YES | NO |  |  |  |
| 3 | YES | NO |  |  |  |
| 5 | YES | YES | YES | YES | 5 |
| 7 | NO |  |  |  |  |
| 8 | NO |  |  |  |  |
| 16 | YES | NO |  |  |  |
| 18 |  |  |  |  |  |

## Thuật toán Tuned Boyer-Moore:

### Đặc điểm:

* Là phiên bản đơn giản của thuật toán Boyer-Moore
* Dễ cài đặt
* Rất nhanh trong thực tế
* Pha tiền xử lý có độ phức tạp O(m + ) (với độ lớn của tập hợp kí tự)
* Pha tìm kiếm có độ phức tạp O(m \* n)

### Thuật toán:

|  |
| --- |
| void TUNEDBM(char \*x, int m, char \*y, int n) {  int j, k, shift, bmBc[ASIZE];    /\* Preprocessing \*/  preBmBc(x, m, bmBc);  shift = bmBc[x[m - 1]];  bmBc[x[m - 1]] = 0;  memset(y + n, x[m - 1], m);    /\* Searching \*/  j = 0;  while (j < n) {  k = bmBc[y[j + m -1]];  while (k != 0) {  j += k; k = bmBc[y[j + m -1]];  j += k; k = bmBc[y[j + m -1]];  j += k; k = bmBc[y[j + m -1]];  }  if (memcmp(x, y + j, m - 1) == 0 && j < n)  OUTPUT(j);  j += shift; /\* shift \*/  }  } |

### Kiểm nghiệm:

* X[] = “GCAGAGAG”, m = 8
* Y[] = “GCATCGCAGAGAGTATACAGTACG”, n = 24

**Bước 1**: Tiền xử lý:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| bmBc[c] | 1 | 6 | 0 | 8 |

shift = 2

**Bước 2:** Tìm kiếm:

* **j = 0:**

k = bmBc[Y[j+m-1]] = 1

|  |  |
| --- | --- |
| j | k = bmBc[Y[j+m-1]] |
| 1 | 0 |
| 1 | 0 |
| 1 | 0 |

X[0..m-2] != Y[j..j+m-2]

j += 2 = 3

* **j = 3:**

k = bmBc[Y[j+m-1]] = 0

X[0..m-2] != Y[j..j+m-2]

j += 2 = 5

* **j = 5:**

k = bmBc[Y[j+m-1]] = 0

X[0..m-2] == Y[j..j+m-2] => OUTPUT(5)

j += 2 = 7

* **j = 7:**

k = bmBc[Y[j+m-1]] = 1

|  |  |
| --- | --- |
| j | k = bmBc[Y[j+m-1]] |
| 8 | 8 |
| 16 | 0 |
| 16 | 0 |

X[0..m-2] != Y[j..j+m-2]

j += 2 = 17