![](data:image/png;base64,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)

**МИНИСТЕРСТВО ОБРАЗОВАНИЯ И НАУКИ**

**РОССИЙСКОЙ ФЕДЕРАЦИИ**

Брянский государственный технический университет

**Утверждаю**

**Ректор университета**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_О.Н.Федонин**

**«\_\_\_\_»\_\_\_\_\_\_\_\_\_\_\_\_2017 г.**

**ПРОГРАММИРОВАНИЕ МОБИЛЬНЫХ СИСТЕМ**

**Многоэкранные мобильные приложения с использованием XML ресурсов**

**Методические указания**

**к выполнению лабораторной работы №2**

**для студентов очной формы обучения по направлениям подготовки 02.03.03 – «Математическое обеспечение и администрирование информационных систем», 09.03.01 – «Информатика и вычислительная техника» и 09.03.04 – «Программная инженерия»**

**Брянск 2017**

УКД 004.43

Программирование мобильных систем. Многоэкранные мобильные приложения с использованием XML ресурсов. [Текст] + [Электронный ресурс]: Методические указания к выполнению лабораторной работы №2 для студентов очной формы обучения по направлениям подготовки 02.03.03 – «Математическое обеспечение и администрирование информационных систем», 09.03.01 – «Информатика и вычислительная техника» и 09.03.04 – «Программная инженерия». – Брянск: БГТУ, 2017. – 33с.

Разработал:

Д.Н.Панус

ст.преп.

Рекомендовано кафедрой «Информатика и программное обеспечение» БГТУ (протокол №2 от 16.09.2016)

Научный редактор Д.А.Коростелев

Редактор издательства Л.И.Афонина

Компьютерный набор Д.Н. Панус

Темплан 2017 г., п.273

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Подписано в печать 23.09.17. Формат 60х84 1/16 Бумага офсетная. Офсетная печать. Усл.печ.л. 1,8. Уч.-изд.л. 1,8 Тираж 1 экз. Заказ Бесплатно.

Издательство Брянского государственного технического университета

241035, Брянск, бульвар 50-летия Октября, 7, БГТУ. 58-82-49.

Лаборатория оперативной полиграфии БГТУ, ул. Институтская, 16.

# Цель работы

Целью работы является приобретение навыка разработки интерфейсов мобильных приложений, при помощи описания в виде XML ресурсов.

Продолжительность работы – 2 часа.

# Порядок выполнения работы

1. Ознакомится с возможностями IDE по проектированию интерфейсов.
2. Выяснить программные возможности, предоставляемые тестовой средой (телефон или эмулятор ОС Android).
3. Разобраться, какие компоненты, используемые в ОС Android, необходимо применить в данной лабораторной работе.
4. Ознакомиться со структурой файла манифеста приложения и описать в нем требуемый от приложений функционал, а также требования, предъявляемые к аппаратуре.
5. Ознакомиться с правилами хранения ресурсов приложения. Реализовать в дереве проекта требуемую иерархию файловой системы.
6. Описать в виде XML требуемые ресурсы приложения: анимации, меню, рисуемые объекты.
7. Произвести сборку готового приложения в виде \*.apk файла приложения средствами IDE.
8. Продемонстрировать полученный результат преподавателю.

# Отделение ресурсов от кода программы

Неважно, для какой системы ведется разработка, такие ресурсы, как изображения и строковые константы, всегда лучше держать за пределами исходного кода. Android поддерживает выделение ресурсов во внешние файлы, начиная с простых значений: строк и цветов, заканчивая более сложными данными вроде изображений (объектов *Drawable*), анимации и визуальных стилей. Внешние ресурсы легче поддерживать, обновлять и контролировать. Также можно описывать альтернативные ресурсы для поддержки различного аппаратного обеспечения и локализации.

Android динамически выбирает данные из дерева ресурсов, содержащего разные значения для разных аппаратных конфигураций, языков и регионов. Это позволяет описывать уникальные значения для конкретных языков, стран, экранов и клавиатур. При запуске приложения Android автоматически выберет ресурс с соответствующими данными. Это дает возможность изменять разметку, учитывая размер экрана и его ориентацию, выводить разные текстовые подсказки в зависимости от языка и страны.

# Создание ресурсов

Ресурсы приложения хранятся в каталоге res/ внутри дерева проекта. Каждый тип ресурсов представлен в виде подкаталога, содержащего соответствующие данные. При создании нового проекта дополнение ADT автоматически добавит в него каталог *res* с подкаталогами *values*, *drawable-ldpi*, *drawable-mdpi*, *drawable-hdpi* и *layout*. В них будут храниться следующие ресурсы: разметка по умолчанию, значок приложения и определения строковых констант. Каждый из каталогов drawable-\* содержит разные значки ‒ для экранов с низким, средним и высоким значением DPI.

Разные каталоги предусмотрены для девяти главных типов ресурсов: простых значений, ресурсов Drawable, менеджеров компоновки, анимации, стилей, меню, настроек поиска, XML и «сырых» (необработанных) данных. При сборке приложения эти ресурсы скомпилируются самым эффективным образом и включатся в программный пакет. При этом генерируется файл для класса R, содержащий ссылки на все ресурсы проекта, что позволяет ссылаться на ресурсы внутри кода программы. Это дает одно преимущество ‒ проверку синтаксиса во время разработки. Имена файлов для ресурсов должны состоять исключительно из букв в нижнем регистре, чисел, а также символов . (точка) и \_ (нижнее подчеркивание).

### Создание простых значений

Поддерживаются простые значения ‒ строки, цвета, размеры и массивы (строковые и целочисленные), эти данные хранятся в формате XML внутри каталога res/values. Используя теги, указывайте типы хранимых значений, как показано на примере простого XML-файла.

<?xml version="1.0" encoding="utf-8"?>

<resources>

<string name="app\_name">To Do List</string>

<color name="app\_background">#FF0000FF</color>

<dimen name="default\_border">5px</dimen>

<array name="string\_array">

<item>Item 1</item>

<item>Item 2</item>

<item>Item 3</item>

</array>

<array name="integer\_array">

<item>3</item>

<item>2</item>

<item>1</item>

</array>

</resources>

В этом примере содержатся все доступные типы простых значений. Каждый тип ресурсов принято хранить в отдельном файле, например, файл *res/values/strings.xml* включает только строковые константы.

### Строки

Внешние строковые ресурсы помогают поддерживать совместимость внутри приложения, упрощая процесс создания локализованных версий.

Строковые ресурсы обозначаются тегом *<string>,* как показано в следующем фрагменте:

*<string name="stop\_message">Stop.</string>*

Android поддерживает простую текстовую разметку, поэтому можно использовать теги <b>, <i> и <u> из языка HTML, чтобы выделять части текста полужирным, наклонным или подчеркнутым стилем соответственно:

*<string name="stop\_message"><b>Stop.</b></string>*

Можно использовать строковые ресурсы в качестве входящих параметров для метода *String.format*. Однако String.format не поддерживает стилизацию текста, описанную выше. Чтобы форматировать строку, при создании ресурса экранируйте HTML-теги:

*<string name="stop\_message">&lt;b>Stop&lt;/b>. %1$s</string>*

Внутри кода используйте метод *Html.fromHtml*, чтобы преобразовать эту строку обратно в форматированную последовательность символов:

String rString = getString(R.string.stop\_message);

String fString = String.format(rString, "Collaborate and listen.");

CharSequence styledString = Html.fromHtml(fString);

### Цвета

Для описания цветовых ресурсов применяется тег *<color>*. Цвет указывается помощью символа #, за которым следуют альфа-канал (необязательно) и значения для красного, зеленого и синего цветов в виде одного или двух шестнадцатеричных чисел. Поддерживаются следующие форматы записи: #RGB, #RRGGBB, #ARGB, #AARRGGBB.

В примере описываются два цвета: полностью непрозрачный синий и полупрозрачный зеленый:

<color name="opaque\_blue">#00F</color>

<color name="transparent\_green">#7700FF00</color>

### Размеры

Ссылки на размеры чаще всего встречаются внутри ресурсов со стилями и разметкой. Они пригодятся при создании констант — толщины рамки или высоты шрифта.

Чтобы описать ресурс, используйте тег *<dimen>*, указывая масштаб и один из видов размерности: *px* (экранные пикселы), *in* (физические дюймы), *pt* (физические точки), *mm* (физические миллиметры), *dp* (аппаратно-независимые пикселы, которые вычисляются относительно экрана с плотностью 160 dpi), *sp* (пикселы, не зависящие от масштаба).

В итоге можно описывать размеры не только в абсолютных, но и в относительных значениях, которые зависят от разрешения и плотности экрана, упрощая тем самым масштабирование интерфейса на разных устройствах. В следующем примере указаны размеры для большого шрифта и стандартной рамки:

<dimen name="standard\_border">5dp</dimen>

<dimen name="large\_font\_size">16sp</dimen>

### Визуальные стили и темы

Ресурсы со стилями позволяют поддерживать единство внешнего вида приложения с помощью атрибутов, используемых Представлениями. Чаще всего визуальные стили и темы используются для хранения цветовых значений и шрифтов для программы.

Вы можете легко менять внешний вид приложения, указывая различные стили в качестве темы в манифесте своего проекта.

Чтобы создать стиль, используйте тег *<style>*, включающий атрибут *name*, а также один или несколько вложенных узлов *item*. Каждый тег *item*, в свою очередь, также должен иметь атрибут *name*, содержащий тип описываемого значения (например, размер шрифта или цвет). Внутри тега должно храниться само значение. Пример описания визуального стиля показан в следующем фрагменте:

<?xml version="1.0" encoding="utf-8"?>

<resources>

<style name="StyleName">

<item name="attributeName">value</item>

</style>

</resources>

Тег *<style>* поддерживает наследование с помощью атрибута *parent*, благодаря чему стили можно свободно варьировать.

В следующем примере демонстрируются два стиля (могут быть использованы в качестве визуальной темы): базовый, описывающий несколько свойств для текста, и дочерний, изменяющий ранее заданный шрифт на более мелкий:

<?xml version="1.0" encoding="utf-8"?>

<resources>

<style name="BaseText">

<item name="android:textSize">14sp</item>

<item name="android:textColor">#111</item>

</style>

<style name="SmallText" parent="BaseText">

<item name="android:textSize">8sp</item>

</style>

</resources>

### Ресурсы Drawable

Ресурсы *Drawable* содержат растровые и растягиваемые (*NinePatch*) изображения. В эту категорию также входят сложные композитные ресурсы, такие как *LevelListDrawables* и *StateListDrawables*, которые могут быть описаны в формате XML.

Все ресурсы *Drawable* хранятся в виде отдельных файлов в каталоге *res/drawable*. Идентификаторами для них служат имена файлов в нижнем регистре без расширения. Рассмотрим примеры ресурсы *Drawable* более подробно.

Android включает простые ресурсы для рисования, которые можно полностью описать в формате XML. Это касается классов *ColorDrawable*, *ShapeDrawable* и *GradientDrawable*. Данные ресурсы хранятся в каталоге *res/drawable* и могут быть идентифицированы в коде приложения по именам файлов, записанным в нижнем регистре.

Если описывать эти ресурсы в формате XML и указывать атрибуты для них с помощью аппаратно-независимых пикселов (*density-independent pixels*), система сможет их плавно масштабировать. Как и в случае с векторной графикой, эти ресурсы могут динамически масштабироваться, отображаясь корректно и без артефактов при любых размерах и разрешениях экрана, независимо от плотности пикселов. Исключение ‒ ресурс *GradientDrawable*, радиус для которого должен быть указан в пикселах.

**ColorDrawable** ‒ простейший ресурс для рисования, он позволяет указывать свойство изображения, основанное на единственном сплошном цвете. ColorDrawable описывается в виде XML-файлов (хранящихся в каталоге с ресурсами) с помощью тега *<color>*. Ниже показан код для ресурса, описывающего сплошной красный цвет.

<color xmlns:android="http://schemas.android.com/apk/res/android"

android:color="#FF0000"

/>

Данный вид ресурсов позволяет описывать простые геометрические фигуры, указывая их размеры, фон и контур с помощью тега *<shape>*.

Каждый такой тег состоит из типа (указывается с помощью атрибута *android:shape*), атрибутов, определяющих размер фигуры, и дочерних узлов, в которых задаются значения для отступов, контура (или очертания) и фона.

На сегодняшний день Android поддерживает несколько типов фигур, задать которые можно в атрибуте *android:shape*:

* **oval**. Простой овал.
* **rectangle**. Поддерживает также вложенный тег *<corners>*, с помощью которого можно создать прямоугольник с закругленными углами (используя атрибут *radius*).
* **ring** (кольцо). Поддерживает атрибуты *innerRadius* и thickness, с помощью которых задаются внутренний радиус кольца и его толщина соответственно. В качестве альтернативы вы можете использовать атрибуты *innerRadiusRatio* и/или *thicknessRatio*, чтобы указать те же параметры в виде значений, пропорциональных ширине (где внутренний радиус, равный четверти ширины, будет использовать значение 4).

Вложенный тег *<stroke>* используется, чтобы с помощью атрибутов *width* и *color* задать контур для своих фигур. Также можно добавить узел *<padding>*, чтобы задать отступ при позиционировании фигуры на Холсте. Кроме того, можно включить в описание дочерний тег для определения фонового цвета. В простейшем случае это использование узла *<solid>* в сочетании с атрибутом *color*, который описывает сплошной цвет заливки.

Ниже приводится пример ресурса с фигурой (прямоугольником), которая имеет сплошной фон, закругленные углы, отступ от каждой грани размером 10 dp и такой же толщины контур.

<?xml version="1.0" encoding="utf-8"?>

<shape xmlns:android="http://schemas.android.com/apk/res/android"

android:shape="rectangle">

<solid

android:color="#f0600000"/>

<stroke

android:width="10dp"

android:color="#00FF00"/>

<corners

android:radius="15dp" />

<padding

android:left="10dp"

android:top="10dp"

android:right="10dp"

android:bottom="10dp"

/>

</shape>

**GradientDrawable** позволяет создавать сложные градиентные заливки. Каждый градиент описывает плавный переход между двумя или тремя цветами с помощью линейного/радиального алгоритма или же используя метод развертки. *GradientDrawable* описывается в виде тега *<gradient>*, находясь внутри определения ресурса *ShapeDrawable*. Каждый ресурс с градиентом должен содержать как минимум по одному атрибуту *startColor* и *endColor*. Атрибут *middleColor* необязателен. Используя атрибут *type*, можно описать свой градиент.

*Композитные ресурсы для рисования* используются для объединения и манипулирования другими ресурсами. Внутри описания композитных ресурсов могут быть использованы растровые изображения, геометрические фигуры и цвета. Кроме того, сами композитные ресурсы можно использовать один внутри другого, назначая их для Представлений точно так же, как и любые другие виды ресурсов.

*Ресурсы, описывающие преобразования*

Вы можете масштабировать и поворачивать ресурсы Drawable, используя классы ScaleDrawable и RotateDrawable. Такие преобразования чрезвычайно полезны при создании индикаторов выполнения задач или для добавления анимации к Представлениям.

* **ScaleDrawable**. Используйте атрибуты *scaleHeight* и *scaleWidth* внутри тега *<scale>*, чтобы описать высоту и ширину относительно границ оригинального объекта *Drawable*. Добавьте атрибут *scaleGravity* для изменения опорной точки масштабированного изображения.
* **RotateDrawable**. Используйте атрибуты *fromDegrees* и *toDegrees* внутри тега *<rotate>*, чтобы задать начальный и конечный углы поворота вокруг опорной точки. Опорная точка указывается с помощью атрибутов *pivotX* и *pivotY*, которые содержат процентные значения относительно ширины и высоты объекта *Drawable* соответственно. Запись делается в виде nn%.

Чтобы применить масштабирование и поворот в процессе выполнения программы, используйте метод *setLevel* из Представления, содержащего объект *Drawable*, переходя при этом от начального к конечному значению (от 0 до 10 000).

В процессе перехода уровень 0 представляет начальный угол (или наименьший масштаб). Уровень 10 000 указывает на завершение преобразования (конечный угол или самый большой масштаб).

Ниже описаны ресурсы *ScaleDrawable* и *RotateDrawable*

<!-- Ресурс RotationDrawable -->

<?xml version="1.0" encoding="utf-8"?>

<rotate xmlns:android="http://schemas.android.com/apk/res/android"

android:drawable="@drawable/icon"

android:fromDegrees="0"

android:toDegrees="90"

android:pivotX="50%"

android:pivotY="50%"

/>

<!-- Ресурс ScaleDrawable -->

<?xml version="1.0" encoding="utf-8"?>

<rotate xmlns:android="http://schemas.android.com/apk/res/android"

android:drawable="@drawable/icon"

android:scaleHeight="100%"

android:scaleWidth="100%"/>

В примере ниже показано, как управлять этими ресурсами в коде программы после того, как они были назначены для объекта *ImageView*.

ImageView rotatingImage = (ImageView)findViewById(R.

id.RotatingImageView);

ImageView scalingImage = (ImageView)findViewById(R.id.ScalingImageView);

// Поверните изображение на 50% от итогового угла.

rotatingImage.setImageLevel(5000);

// Масштабируйте изображение до 50% от его финального размера.

scalingImage.setImageLevel(5000);

**LayerDrawable** позволяет накладывать несколько объектов *Drawable* один поверх другого. Описав массив полупрозрачных объектов *Drawable*, вы можете создать сложную комбинацию динамических фигур и преобразований.

Кроме того, вы можете применять к *LayerDrawable* те же преобразования, которые были описаны в предыдущем разделе, а также сочетать их с ресурсами *StateListDrawable* и *LevelListDrawable*, речь о которых пойдет дальше.

Ниже описывается с помощью тега *<layerlist>,* внутри которого для каждого дочернего узла *<item>* используется атрибут *drawable*, указывающий на ресурс для наложения.

Каждый объект *Drawable* будет накладываться в соответствии со своим индексом ‒ первый элемент массива размещается в самом низу.

<?xml version="1.0" encoding="utf-8"?>

<layer-list xmlns:android="http://schemas.android.com/apk/res/android">

<item android:drawable="@drawable/bottomimage"/>

<item android:drawable="@drawable/image2"/>

<item android:drawable="@drawable/image3"/>

<item android:drawable="@drawable/topimage"/>

</layer-list>

**StateListDrawable** ‒ это композитный ресурс, позволяющий отображать разные объекты Drawable в зависимости от состояния Представления, для которого они были назначены.

Ресурс *StateListDrawable* используется в большинстве стандартных Представлений в Android, например в виде изображений кнопок или фона для обычных элементов списка *ListView*.

Чтобы описать *StateListDrawable*, создайте файл в формате XML, в котором указываются разные ресурсы Drawable для каждого состояния.

Используя **LevelListDrawable**, можно эффективно размещать ресурсы Drawable один поверх другого, указывая целочисленный индекс для каждого слоя.

Изображения формата **NinePatch** (растягивающиеся)‒ это PNG-файлы, где некоторые помеченные части могут быть растянуты. Они должны описываться в формате PNG и иметь расширение .9.png. Идентификатор ресурсов для *NinePatch* ‒ это имя файла без окончания .9.png.

### Разметка

Ресурсы с разметкой (или менеджеры компоновки) позволяют отделять уровень представления от бизнес-логики. С помощью разметки вы можете проектировать пользовательские интерфейсы в формате XML, вместо того чтобы описывать их в коде программы.

Чаще всего разметка применяется при описании пользовательского интерфейса для Активности. Создав разметку в формате XML, можно загрузить ее в Активность с помощью метода *setContentView* (как правило, внутри обработчика *onCreate*). Вы также можете получать ссылки на экземпляры разметки, содержащиеся в других ресурсах (например, разметка для каждой строки в элементе *ListView*).

Использование менеджеров компоновки ‒ рекомендуемый подход при проектировании пользовательских интерфейсов в Android. Отделяя разметку от кода программы, вы получаете возможность оптимизировать пользовательский интерфейс для различных аппаратных конфигураций, учитывая размеры экрана, ориентацию, наличие клавиатуры и сенсорного экрана. Каждый ресурс, описывающий разметку, хранится в отдельном файле в каталоге *res/layout*. Имя файла выступает как идентификатор ресурса.

В качестве примера менеджеров компоновки представлен ресурс, добавленный мастером создания проектов. Он содержит разметку *LinearLayout*, которая выступает в качестве контейнера для элемента *TextView*, отображающего приветствие Hello World!

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:orientation="vertical"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent">

<TextView

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Hello World!"

/>

</LinearLayout>

### Анимация

Android поддерживает два вида анимации. Анимация, основанная на расчете промежуточных кадров, используется для поворачивания, перемещения, растягивания и затемнения Представлений. Также можно создавать пошаговую анимацию, чтобы последовательно выводить на экран изображения.

Описывая анимацию в виде внешнего ресурса, можно использовать одну и ту же последовательность в разных местах программы. Вы также получаете возможность выбирать анимацию в зависимости от аппаратных особенностей устройства или ориентации в пространстве.

**Анимация, основанная на расчете промежуточных кадров.** Каждый экземпляр анимации данного типа хранится в отдельном XML-файле внутри каталога *res/anim*. Аналогично разметке и объектам *Drawable* имена файлов с описанием анимации служат идентификаторами для ресурсов.

Анимацию можно задать в виде изменений параметров **alpha** (затемнение), **scale** (масштабирование), **translate** (перемещение) или **rotate** (поворот).

Ниже приведены допустимые атрибуты и значения, которые поддерживаются при описании анимации.

|  |  |  |
| --- | --- | --- |
| **Тип**  **анимации** | **Атрибуты** | **Допустимые значения** |
| Alpha | fromAlpha/toAlpha | Значения типа Float от 0 до 1 |
| Scale | fromXScale/toXScale | Значения типа Float от 0 до 1 |
| fromYScale/toYScale | Значения типа Float от 0 до 1 |
| pivotX/pivotY | Описывает центральную точку масштабирования в процентах от ширины/высоты —  от 0 % до 100 % |
| Translate | fromX/toY | Значения типа Float от 0 до 1 |
| fromY/toY | Значения типа Float от 0 до 1 |
| Rotate | fromDegrees/toDegrees | Значения типа Float от 0 до 360о |
| pivotX/pivotY | Описывает опорную точку для поворота в процентах от ширины/высоты — от 0 % до 100 % |

Можно комбинировать разные экземпляры анимации, используя тег *set*. Такой набор содержит одно или несколько анимационных преобразований и поддерживает различные дополнительные теги и атрибуты, с помощью которых можно указать, как и когда должен запускаться каждый экземпляр.

Ниже перечислены некоторые атрибуты, доступные для тега *set*:

* **duration** ‒ продолжительность анимации в миллисекундах;
* **startOffset** ‒ миллисекундная задержка перед началом анимации;
* **fillBefore** ‒ установите значение true, чтобы применить преобразование перед началом анимации;
* **fillAfter** ‒ установите значение true, чтобы применить преобразование после завершения анимации;
* **interpolator** ‒ описывает изменения в скорости эффекта.

Чтобы использовать один из них, укажите ссылку на системный ресурс с анимацией вида *android:anim/interpolatorName*.

В следующем примере показан анимационный набор, с помощью которого целевой элемент одновременно поворачивается на 360о, сжимается и исчезает:

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android"

android:interpolator="@android:anim/accelerate\_interpolator">

<rotate

android:fromDegrees="0"

android:toDegrees="360"

android:pivotX="50%"

android:pivotY="50%"

android:startOffset="500"

android:duration="1000" />

<scale

android:fromXScale="1.0"

android:toXScale="0.0"

android:fromYScale="1.0"

android:toYScale="0.0"

android:pivotX="50%"

android:pivotY="50%"

android:startOffset="500"

android:duration="500" />

<alpha

android:fromAlpha="1.0"

android:toAlpha="0.0"

android:startOffset="500"

android:duration="500" />

</set>

**Пошаговая анимация.** Она подразумевает создание последовательности объектов *Drawable*, каждый из которых будет отображаться в качестве фона для Представления на протяжении указанного промежутка времени.

В отличие от анимации, основанной на расчете промежуточных кадров, пошаговая хранится в виде ресурсов *Drawable* в каталоге *res/drawable*. Имена файлов (без расширения .xml) используются в качестве идентификаторов.

В следующем фрагменте представлена простая анимация, в ходе которой происходит перебор последовательности растровых ресурсов и вывод каждого из них на экран (отображаются полсекунды). Чтобы использовать этот пример, необходимо создать три новых ресурса с изображениями rocket (1, 2, 3).

<animation-list xmlns:android="http://schemas.android.com/apk/res/android"

android:oneshot="false">

<item android:drawable="@drawable/rocket1" android:duration="500" />

<item android:drawable="@drawable/rocket2" android:duration="500" />

<item android:drawable="@drawable/rocket3" android:duration="500" />

</animation-list>

### Меню

Меню можно описать в виде отдельных ресурсов в формате XML, вместо того чтобы создавать их прямо в коде приложения. Это поспособствует дальнейшему повышению автономности уровня представления вашей программы.

Данный вид ресурсов может использоваться для описания как главного (принадлежащего Активности), так и контекстного меню, и предоставляет те же свойства, какие доступны при создании меню программным способом. Меню, описанное в формате XML, загружается в виде программного объекта с помощью метода *inflate*, принадлежащего Сервису *MenuInflator*. Как правило, это происходит внутри обработчика *onCreateOptionsMenu*.

Описание каждого экземпляра меню хранится в отдельном файле в каталоге *res/menu*. Имена файлов автоматически становятся идентификаторами ресурсов. Именно такой способ определения меню наиболее предпочтителен в Android.

<?xml version="1.0" encoding="utf-8"?>

<menu xmlns:android="http://schemas.android.com/apk/res/android">

<item android:id="@+id/menu\_refresh"

android:title="Refresh" />

<item android:id="@+id/menu\_settings"

android:title="Settings" />

</menu>

### Спецификаторы ресурсов для указания размеров экрана и плотности пикселов

Спецификаторы для имен каталогов, которые можно использовать при добавлении альтернативных ресурсов, чтобы поддерживать разные характеристики экрана, такие как размер, плотность пикселов и соотношение сторон, приведены ниже:

* **Размер экрана.** Размер экрана относительно «стандартного» смартфона (например, G1 или Droid):small ‒ экран меньший, чем стандартные 3,2”, medium ‒ типичный размер экрана смартфона, large ‒ экран значительно больший, чем у типичного смартфона (например, экран планшетного компьютера или нетбука).
* **Плотность пикселов.** Описывает плотность пикселов на экране. Как правило, измеряется в точках на квадратный дюйм (dpi) и зависит от размеров экрана и его разрешения:
  + *ldpi* ‒ предназначен для хранения ресурсов, рассчитанных на экраны с низкой плотностью пикселов (100–140 dpi);
  + *mdpi* ‒ для экранов со средней плотностью пикселов (140–180 dpi);
  + *hdpi* ‒ для экранов с высокой плотностью пикселов (190–250 dpi);
  + *nodpi* ‒ для ресурсов, которые не должны масштабироваться, в зависимости от плотности пикселов на экране устройства.
* **Соотношение сторон.** Описывает отношение высоты экрана к его ширине: *long* ‒ для экранов, которые в альбомном режиме значительно шире, чем на стандартных смартфонах (таких как G1), *notlong* ‒ для экранов с обычным соотношением сторон.

Каждый из этих спецификаторов может быть использован в комбинации с любым другим или независимо от остальных.

### Определение поддерживаемых экранных размеров.

Пользовательский интерфейс некоторых приложений просто не получится оптимизировать для всех возможных типов экранов. Можно использовать тег *<supports-screens>* в манифесте, чтобы указать, на устройствах с какими экранами может работать ваша программа.

Ниже приведет код элемента манифеста, описывающий поддержку нормальных и больших экранов.

<supports-screens

android:smallScreens="false"

android:normalScreens="true"

android:largeScreens="true"

android:anyDensity="true"

/>

В данном случае маленьким экраном можно назвать любой дисплей с разрешением меньше, чем HVGA. Под большим экраном подразумевается такой, который значительно больше, чем у смартфона (например, у планшетных компьютеров). Экран нормальных размеров имеет большинство смартфонов.

Атрибут *anyDensity* говорит о том, каким образом ваше приложение будет масштабироваться при отображении на устройствах с разной плотностью пикселов. Если вы учитываете это свойство экрана в своем интерфейсе (а делать это необходимо), установите этому атрибуту значение **true**.

При значении **false** Android будет использовать режим совместимости, пытаясь корректно масштабировать пользовательский интерфейс приложения. Как правило, это снижает качество изображения и приводит к артефактам при масштабировании.

Для приложений, собранных с помощью SDK с API level 4 и выше, этот атрибут по умолчанию имеет значение **true**.

# Рекомендации по разработке интерфейсов, не зависящих от разрешения

Помимо возможностей, предоставляемых широким разнообразием устройств под управлением Android, разработчик приложений не застрахован и от потенциальных опасностей.

Здесь собраны некоторые из наиболее популярных методик по созданию приложений, работающих одинаково эффективно на устройствах с любым экраном.

Главное, что нужно помнить: никогда не пытайтесь угадать, какой экран будет у устройства, на котором должно работать ваше приложение.

Создавайте ресурсы и разметку для разных типов экранов (маленький, нормальный и большой размер в сочетании с низкой, средней и высокой плотностью пикселов), а не для конкретных разрешений или показателей dpi. Изначально ориентируясь на то, что приложение будет слегка масштабироваться на каждом устройстве, вы можете быть уверены, что пользовательский интерфейс не пострадает.

### Менеджер компоновки RelativeLayout и аппаратно-независимые пикселы

По возможности следует избегать использования пиксельных значений, прописанных в коде программы. Это касается разметки, объектов *Drawable* и размеров шрифтов.

В частности, нужно как можно меньше (насколько это возможно) использовать класс *AbsoluteLayout*, так как он предусматривает указывание пиксельных координат для каждого дочернего Представления. Вместо этого применяйте другие менеджеры компоновки, размещайте дочерние элементы друг относительно друга или основываясь на границах экрана. Для большинства сложных пользовательских интерфейсов лучше всего подойдет разметка *RelativeLayout*. Внутри экземпляров своей разметки также стоит избегать использования пиксельных значений при указании размеров для Представлений, объектов *Drawable* и шрифтов. Вместо этого описывайте высоту и ширину элементов, применяя атрибуты *wrap\_content* или *fill\_parent* везде, где это уместно. При необходимости пользуйтесь аппаратно-независимыми пикселами (*density-independent pixels* или *dp*), чтобы указывать размеры Представлений, и значениями *sp* (*scale-independent pixels*) в случае со шрифтами.

### Использование возможностей масштабируемой графики

По возможности вместо фиксированных растровых изображений используйте следующие ресурсы *Drawable*: *NinePatch*, *ShapeDrawable*, *GradientDrawable*. Из композитных ресурсов и ресурсов для описания преобразований предпочтительнее использовать следующие: *RotateDrawable* и *ScaleDrawable*, *LevelListDrawable*, *StateListDrawable*. При описании этих ресурсов необходимо использовать аппаратно-независимые пикселы (dp).

Преимущество от использования масштабируемых ресурсов ‒ универсальная поддержка экранов с разными размерами и разрешениями, фреймворк автоматически масштабирует ваши элементы, обеспечивая самое высокое качество изображения.

### Описание ресурсов, оптимизированных для разных экранов

При использовании ресурсов Drawable, которые не могут достаточно хорошо масштабироваться динамически, вам необходимо создавать наборы изображений, оптимизированные для каждой категории пиксельной плотности (низкой, средней и высокой). Отличный пример ресурса, который должен быть оптимизирован для экранов с разной плотностью пикселов, ‒ значки приложений.

Используя фреймворк для управления ресурсами можно создавать директории со спецификаторами, чтобы хранить наборы ресурсов для всех экранов с поддерживаемой плотностью пикселов, например: *res/drawable-ldpi*, *res/drawable-mdpi*, *res/drawable-hdpi*.

Разметка, оптимизированная для экрана обычного смартфона, может не вместить всю важную информацию, если ее использовать на маленьком телефоне, если же ее отобразить на большом устройстве, таком как планшетный компьютер, она может выглядеть слишком разреженной. С помощью системы для управления ресурсами добавляйте спецификаторы к каталогам, создавая разметку, оптимизированную под маленькие, обычные и большие экраны: *res/layout-small*, *res/layout-normal*, *res/layout-large*.

# Создание ресурсов для разных языковых настроек и аппаратных конфигураций

Одна из наиболее очевидных выгод от применения внешних ресурсов ‒ возможность использовать механизм динамического выбора ресурсов, доступный в Android.

В следующем примере показано дерево каталогов, которое наряду со стандартными строковыми значениями хранит варианты для французского языка и франкоканадского региона:

Project/

res/

values/

strings.xml

values-fr/

strings.xml

values-fr-rCA/

strings.xml

Ниже перечислены спецификаторы, которые можно применить для предоставления альтернативных значений в ресурсах:

* Мобильный код страны и код мобильного оператора (MCC/MNC). Информация о стране и опционально о мобильной сети привязана к SIM-карте устройства. MCC состоит из символов mcc, за которыми следует трехзначный код страны. При желании можете добавить MNC, используя символы mnc и двузначный код мобильной сети (например, mcc234-mnc20 или mcc310).
* Язык и регион. Язык указывается с помощью языкового кода в формате ISO 639-1, состоящего из двух символов в нижнем регистре. В случае необходимости за ним может следовать обозначение региона в виде буквы r и двухсимвольного кода в формате ISO 3166-1-alpha-2, записанного в верхнем регистре (например, en, en-rUS или en-rGB).
* Размер экрана. Может иметь одно из следующих значений: small (меньше, чем HVGA), medium (HVGA или меньше, чем VGA) или large (VGA или больше).
* Высота и ширина экрана. Указывайте значения long или notlong, если хотите создать ресурсы, предназначенные специально для широкоформатных дисплеев (например, long для WVGA, notlong для QVGA).
* Ориентация экрана в пространстве. Поддерживаются режимы port (портретный), land (альбомный) и square (если высота экрана равна ширине).
* Плотность пикселов на экране. Плотность пикселов, измеряемая в точках на дюйм (dpi). Для экранов с низкой (120 dpi), средней (160 dpi) и высокой (240 dpi) плотностью рекомендуется использовать значения ldpi, mdpi и hdpi соответственно. Вы можете указывать значение nodpi для растровых ресурсов, которые не должны масштабироваться, чтобы поддерживать конкретную плотность пикселов.

При выборе именно этого типа ресурсов (в отличие от остальных) система не требует точного совпадения. Подбирая подходящий каталог, Android остановится на спецификаторе, который точнее всего описывает плотность пикселов экрана устройства, и откорректирует масштаб результирующего объекта Drawable соответствующим образом:

1. Тип сенсорного экрана: notouch, stylus или finger.
2. Наличие клавиатуры: keysexposed, keyshidden или keyssoft.
3. Тип ввода, поддерживаемый клавиатурой: nokeys, qwerty или 12key.
4. Способ навигации по пользовательскому интерфейсу: nonav, dpad, trackball или wheel.

Можно задать несколько спецификаторов для любого типа ресурсов, разделив их дефисами. Поддерживаются любые сочетания, однако они должны использоваться в порядке из вышеприведенного списка. В одном спецификаторе может применяться не более одного значения.

При извлечении ресурсов во время выполнения программы Android найдет самый подходящий вариант из всех доступных. Пройдясь по списку каталогов, где хранятся нужные значения, он выберет тот, у которого больше всего совпавших спецификаторов. Если требованиям соответствуют сразу два каталога, учитывается порядок совпавших спецификаторов из предыдущего списка.

# Изменение конфигурации во время выполнения программы

При изменении языка, региона или аппаратной конфигурации Android прерывает работу всех приложений и затем запускает их повторно, перезагружая значения из ресурсов.

Чтобы заставить Активность отслеживать изменения конфигурации при выполнении программы, добавьте в ее узел в манифесте атрибут android:configChanges, указав, какие именно события хотите обрабатывать.

Значения, с помощью которых можно описать изменения конфигурации:

* **оrientation** ‒ положение экрана изменено с портретного на альбомное (или наоборот);
* **keyboardHidden** ‒ клавиатура выдвинута или спрятана;
* **fontScale** ‒ пользователь изменил предпочтительный размер шрифта;
* **locale** ‒ пользователь выбрал новые языковые настройки;
* **keyboard** ‒ изменился тип клавиатуры; например, телефон может иметь 12-клавишную панель, при повороте которой появляется полноценная клавиатура;
* **touchscreen** или **navigation** ‒ изменился тип клавиатуры или способ навигации. Как правило, такие события не встречаются.

В некоторых случаях одновременно будут срабатывать несколько событий. Например, когда пользователь выдвигает клавиатуру, большинство устройств генерируют события *keyboardHidden* и *orientation*.

# Основы проектирования пользовательского интерфейса в Android

Пользовательский интерфейс (user interface, UI), впечатления от использования (user experience, UX), взаимодействие человека с компьютером (human computer interaction, HCI), юзабилити (usability) ‒ весьма обширные темы. Тем не менее при создании собственных пользовательских интерфейсов вы должны в них ориентироваться.

С появлением Android введено несколько новых терминов для обозначения уже известных программных абстракций:

* **Представления.** Это базовый класс для всех визуальных элементов интерфейса (более известных как элементы управления или виджеты). Все элементы UI, включая разметку, ‒ производные от класса View;
* **Группы представлений.** Это потомок класса View, который может содержать внутри себя несколько дочерних Представлений. Наследуйте класс ViewGroup, чтобы создавать сложные Представления, состоящие из взаимосвязанных элементов. Класс ViewGroup также стал основой для менеджеров компоновки, которые помогают размещать элементы управления внутри Активностей.
* **Активности.** Активности ‒ это отображаемые окна (или экраны). Активность ‒ эквивалент Формы для Android. Чтобы вывести на экран пользовательский интерфейс, необходимо назначить для Активности хотя бы одно Представление (как правило, разметку).

Android предоставляет несколько универсальных элементов пользовательского интерфейса, виджеты и менеджеры компоновки (разметку).

Чтобы создавать собственные уникальные графические приложения нужно расширять и модифицировать стандартные Представления (комбинировать имеющиеся или воплощать совершенно новые).

# Создание пользовательского интерфейса для Активностей с помощью Представлений

Все визуальные компоненты в Android ‒ потомки класса View и, как правило, называются Представлениями. Новая Активность изначально ‒ пустой экран, где разработчик должен разместить пользовательский интерфейс. Для этого необходимо вызвать метод setContentView, передав ему экземпляр Представления или ресурс с разметкой, который вы хотите отобразить. Так как пустой дисплей выглядит не очень вдохновляюще, при переопределении обработчика onCreate почти всегда используется метод setContentView, чтобы назначать пользовательский интерфейс для Активности.

Этот метод принимает либо идентификатор ресурса с разметкой, либо единственный экземпляр Представления. Благодаря этому можно описывать пользовательский интерфейс как внутри кода программы, так и с помощью внешних ресурсов с разметкой, что более предпочтительно.

Используя ресурсы с разметкой, вы отделяете уровень представления от бизнес-логики. Благодаря такому гибкому подходу можно изменять внешний вид, не затрагивая код программы. Это позволяет указывать различные экземпляры разметки, оптимизированные под разные аппаратные конфигурации, вы даже можете менять их во время выполнения программы, основываясь на аппаратных изменениях (например, при повороте экрана).

Ниже показано как с помощью внешнего ресурса с разметкой задать пользовательский интерфейс для Активности. Можно получить ссылки на Представления, размещенные внутри разметки, используя метод *findViewById*. В этом примере предполагается, что файл *main.xml* хранится в каталоге проекта *res/layout*.

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

TextView myTextView = (TextView)findViewById(R.id.myTextView);

}

Ниже приводится пример, как назначить новый объект *TextView* в качестве пользовательского интерфейса.

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

TextView myTextView = new TextView(this);

setContentView(myTextView);

myTextView.setText("Hello, Android");

}

Метод *setContentView* в качестве параметра принимает единственный экземпляр Представления, поэтому чтобы добавить в Активность сразу несколько элементов, необходимо использовать разметку.

# Виджеты, доступные в Android

Android ‒ это набор стандартных элементов управления, с помощью которых можно создавать простые интерфейсы. Используя эти Представления (а также изменяя и расширяя их при необходимости), можно упростить процесс разработки и обеспечить преемственность между разными приложениями.

Некоторые из наиболее используемых элементов:

* **TextView.** Стандартная метка, предназначенная для вывода текста. Она поддерживает многострочное отображение, форматирование и автоматический перенос слов и символов.
* **EditText.** Редактируемое поле для ввода текста. Поддерживает многострочный ввод, перенос слов на новую строку и текст подсказки.
* **ListView.** Группа представлений, которая формирует вертикальный список элементов, отображая их в виде строк внутри списка. Простейший объект ListView использует TextView для вывода на экран значений toString, принадлежащих элементам массива.
* **Spinner.** Составной элемент, отображающий TextView в сочетании с соответствующим Представлением ListView, которое позволяет выбрать элемент списка для отображения в текстовой строке. Сама строка состоит из объекта TextView, показывающего текущий выбор, и кнопки, при нажатии которой всплывает диалог выбора.
* **Button.** Стандартная кнопка, которую можно нажимать.
* **CheckBox.** Кнопка, поддерживающая два состояния. Представлена в виде отмеченного или неотмеченного флажка.
* **RadioButton.** Переключатель, который поддерживает два состояния и группировку. Группы таких переключателей пользователь видит как набор двоичных вариантов, из которых в определенный момент времени может быть выбран только один.
* **ViewFlipper.** Группа представлений, позволяющая определить набор элементов и горизонтальную строку, в которой одновременно может выводиться только одно Представление. При этом переходы между отображаемыми элементами осуществляются с помощью анимации.
* **QuickContactBadge.** Выводит на экран эмблему со значком, присвоенным указанному контакту, используя такие данные, как номер телефона, имя, адрес электронной почты или сайта. Нажатие значка приведет к отображению панели, которая предоставляет различные варианты для связи с выбранным контактом, включая звонок, SMS, электронную почту и системы обмена мгновенными сообщениями (IM).

Это только некоторые из доступных виджетов. Android также поддерживает несколько более продвинутых реализаций Представлений, включая элементы для выбора даты и времени, поля ввода с автодополнением, карты, галереи и вкладки.

# Менеджеры компоновки

Менеджер компоновки (более известный как разметка) — это расширение класса *ViewGroup*, которое используется для позиционирования дочерних элементов внутри пользовательского интерфейса. Экземпляры разметки могут быть вложенными. Комбинируя их, вы можете создавать сколь угодно сложные интерфейсы.

Android SDK включает некоторые простые виды разметки, которые могут помочь конструировать пользовательские интерфейсы. Только от вас самих зависит выбор правильного сочетания менеджеров компоновки, которые помогут сделать интерфейсы понятными и простыми в использовании.

Наиболее универсальные доступные классы разметки:

* **FrameLayou**t. Самый простой из менеджеров компоновки, прикрепляет каждое дочернее Представление к верхнему левому углу экрана. Каждый новый элемент накладывается на предыдущий, заслоняя его.
* **LinearLayout.** Помещает дочерние Представления в ряд (горизонтальный или вертикальный). Вертикальная разметка представляет собой колонку с элементами, горизонтальная вытягивает их в строку. LinearLayout позволяет задавать «ширину» каждого дочернего Представления, благодаря чему можно контролировать их размеры в пределах доступного пространства.
* **RelativeLayout.** Наиболее гибкий среди стандартных видов разметки, позволяет задавать позицию каждого дочернего Представления относительного других элементов и границ экрана.
* **TableLayout.** Позволяет размещать Представления с помощью сетки, состоящей из строк и столбцов. При этом столбцы могут либо автоматически растягиваться, либо оставаться постоянной ширины.
* **Gallery.** Отображает элементы в виде однострочного горизонтального списка, который можно прокручивать.

В документации к Android подробно описаны возможности и свойства каждого класса разметки: http://developer.android.com/guide/topics/ui/layout-objects.html.

### Использование разметки

Предпочтительный способ реализации разметки ‒ использование XML-файлов в качестве внешних ресурсов. Любой такой файл должен содержать корневой элемент (узел), который, в свою очередь, может включать столько вложенных экземпляров разметки и Представлений, сколько необходимо для построения любых сложных интерфейсов.

Ниже показана простая вертикальная разметка *LinearLayout*, которая помещает *TextView* над элементом *EditText*.

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:orientation="vertical"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent">

<TextView

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Enter Text Below"

/>

<EditText

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Text Goes Here!"

/>

</LinearLayout>

Обратите внимание, что для каждого элемента разметки вместо абсолютных значений ширины и высоты в пикселах используются константы *wrap\_content* и *fill\_parent*. Это обеспечивает мощный механизм, благодаря которому экземпляры разметки не зависят от размера и разрешения экрана. Константа *wrap\_content* задает Представлению минимальный размер, необходимый для отображения содержимого (например, высоту, которая нужна для вывода многострочного текста). Константа *fill\_parent* расширяет Представление, чтобы оно заполнило все доступное пространство внутри родительского элемента (или экрана). В примере разметка заполняет весь экран, тогда как оба текстовых представления пытаются вытянуться во всю доступную ширину. Их высота ограничена размерами, необходимыми для отображения текста.

Реализация разметки в виде XML-файлов ведет к отделению уровня представления от логики, содержащейся в элементах управления и Активностях. Это также позволяет создавать разновидности разметки, предназначенные для конкретной аппаратной платформы, и загружать их динамически, без изменений в коде программы.

# Обработка событий, основанных на взаимодействии с пользователем

Чтобы новое Представление было интерактивным, оно должно реагировать на нажатие клавиш и касание экрана. В Android есть несколько обработчиков событий, которые позволяют реагировать на пользовательский ввод.

* **onKeyDown.** Вызывается при нажатии любой аппаратной клавиши, включая манипулятор D-pad, клавиатуру, а также кнопки для телефонного вызова, отмены звонка, возврата и управления камерой.
* **onKeyUp.** Вызывается, когда пользователь отпускает нажатую клавишу.
* **onTrackballEvent.** Вызывается при перемещении трекбола.
* **onTouchEvent.** Вызывается при нажатии / отпускании сенсорного экрана или же при обнаружении движения.

Ниже показан каркас класса, в котором переопределяются все обработчики событий, отвечающие за взаимодействие с пользователем.

@Override

public boolean onKeyDown(int keyCode, KeyEvent keyEvent) {

// Верните значение true, если событие было обработано.

return true;

}

@Override

public boolean onKeyUp(int keyCode, KeyEvent keyEvent) {

// Верните значение true, если событие было обработано.

return true;

}

@Override

public boolean onTrackballEvent(MotionEvent event ) {

// Получите тип действия, которое представлено данным событием.

int actionPerformed = event.getAction();

// Верните значение true, если событие было обработано.

return true;

}

@Override

public boolean onTouchEvent(MotionEvent event) {

// Получите тип действия, которое представлено данным событием.

int actionPerformed = event.getAction();

// Верните значение true, если событие было обработано.

return true;

}

# Использование нестандартных элементов управления

В Android можно создавать свои Представления, наследуя класс *View*. Например, можно создать элемент компас, который будет выводить на экран традиционное изображение компаса (в виде розы ветров), указывая курс (направление).

Создавая собственные Представления, их можно использовать внутри кода программы и в разметке, как и любые другие элементы. Ниже показано, как переопределить метод *onCreate*, чтобы добавить в Активность кастомный элемент *CompassView*.

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

CompassView cv = new CompassView(this);

setContentView(cv);

cv.setBearing(45);

}

Чтобы использовать этот же элемент внутри ресурса, укажите полное имя класса при создании нового узла в описании разметки, как показано в следующем фрагменте XML-кода:

<com.paad.compass.CompassView

android:id="@+id/compassView"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

/>

Вы можете наполнить разметку и получить ссылку на CompassView, используя следующий код:

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

CompassView cv = (CompassView)this.findViewById(R.id.compassView);

cv.setBearing(45);

}

# Введение в Linkify

Linkify ‒ вспомогательный класс, который автоматически создает гиперссылки внутри элементов *TextView* (и их производных) на основе регулярных выражений RegEx.

Текст, соответствующий заданному регулярному выражению, будет преобразован в гиперссылку, при нажатии которой срабатывает код вида *startActivity* (new Intent(Intent.ACTION\_VIEW, uri)), где uri ‒ совпавший текст.

С помощью *Linkify* можно задать шаблон строк, которые нужно превратить в ссылки. Для удобства класс *Linkify* предлагает предустановленные шаблоны для часто встречающихся типов содержимого (таких как телефонные номера или адреса электронной почты).

### Стандартные типы ссылок в Linkify

Статический метод *Linkify.addLinks* в качестве параметров принимает Представление, к которому будут применены шаблоны, а также битовые маски для одного или нескольких стандартных типов содержимого, предоставляемые классом *Linkify*: WEB\_URLS, EMAIL\_ADDRESSES, PHONE\_NUMBERS и ALL.

Ниже показано, как с помощью класса *Linkify* отобразить адреса веб-сайтов и электронной почты, содержащихся в элементе *TextView*, в виде гиперссылок. При нажатии ссылки откроются браузер и почтовый клиент соответственно.

TextView textView = (TextView)findViewById(R.id.myTextView);

Linkify.addLinks(textView, Linkify.WEB\_URLS|Linkify.EMAIL\_ADDRESSES);

Также можно применить класс *Linkify* к Представлению прямо внутри ресурса с разметкой, используя атрибут *android:autoLink*. Он поддерживает одно или несколько значений (разделенных символом |), названия которых говорят сами за себя: none, web, email, phone и all.

Ниже показано, как добавить гиперссылку для телефонных номеров и адресов электронной почты.

<TextView

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:text="@string/linkify\_me"

android:autoLink="phone|email"

/>

### Создание собственных шаблонов для Linkify

Чтобы описать собственный шаблон для *Linkify*, необходимо создать новое регулярное выражение *RegEx*, соответствующее тексту, который вы хотите отобразить в виде ссылки.

Как и в случае со стандартными типами, применять *Linkify* к Представлению можно с помощью метода *Linkify.addLinks*, но вместо константы необходимо передать новое регулярное выражение *RegEx*. Вы также можете передать префикс, который будет добавлен к целевому пути URI после нажатия ссылки.

В листинге 5.14 показано, как применить *Linkify* к Представлению для добавления поддержки данных о землетрясениях, предоставляемых с помощью Источника данных. Чтобы не добавлять всю схему, шаблон для *Linkify* считает за совпадение любой текст, начинающийся со строки quake, за которым следует номер. Потом схема добавляется в начало пути URI, прежде чем сработает Намерение.

int flags = Pattern.CASE\_INSENSITIVE;

Pattern p = Pattern.compile("\\bquake[0-9]\*\\b", flags);

Linkify.addLinks(myTextView, p,

"content://com.paad.earthquake/earthquakes/");

### Использование интерфейса MatchFilter

*Linkify* также поддерживает интерфейсы *TransformFilter* и *MatchFilter*, что позволяет установить дополнительный контроль над структурой целевого пути URI и описание регулярного выражения.

Ниже показана реализация интерфейса *MatchFilter*, которая отменяет любое совпадение, если перед найденной строкой находится знак восклицания.

class MyMatchFilter implements MatchFilter {

public boolean acceptMatch(CharSequence s, int start, int end) {

return (start == 0 || s.charAt(start-1) != ‘!’);

}

### Использование интерфейса TransformFilter

*TransformFilter* дает больше свободы для форматирования текстовых строк, изменения внешнего вида генерируемых ссылок. Отделение текста ссылки от целевого пути URI позволяет менять способ вывода текстовых данных на экраны.

Чтобы задействовать интерфейс *TransformFilter*, необходимо переопределить метод *transformUrl*. Он начнет вызываться при нахождении совпадения. В качестве параметров он принимает регулярное выражение и строку URI, которую должен создать. Вы можете изменить совпавшую строку и вернуть путь URI в качестве цели, подходящей для отображения с помощью другой программы.

Реализация интерфейса *TransformFilter*, приведенная ниже, преобразует совпавшую строку в путь URI, возвращаемый в нижнем регистре.

class MyTransformFilter implements TransformFilter {

public String transformUrl(Matcher match, String url) {

return url.toLowerCase();

}

}

# Задание на лабораторную работу

Необходимо повторить интерфейс Android приложения, выбранного студентом, содержащее определенные особенности пользовательского интерфейса.

**Общие требования** при выполнении лабораторной работы:

1. Экраны могут быть реализованы либо как отдельные Activity, либо как фрагменты одного Activity. Можно строить экраны пользовательского интерфейса с помощью Фрагментов.
2. Реализовать системное меню в приложении, или боковую навигацию, для быстрого перехода к любому из демонстрационных экранов, если такое реализовано в оригинальном приложении.
3. Для View элементов, располагаемых на экране, необходимо применить стилистику.
4. View объекты не должны иметь каких либо XML атрибутов отвечающих за стилизацию их отображения, кроме имени стиля.

* Все что отвечает за стилизацию элементов на экране должно быть описано в XML файле с описанием стилей;
* Должно обязательно быть применено наследование стилей;
* Наследование стилей подразумевает, что в новом стиле либо добавляется новое свойство, либо меняется значение родительского свойства.

1. На одном из экранов должна присутствовать демонстрацию анимации. В сложных случаях данных пункт будет обязательно реализовываться в следующей лабораторной работе.
2. К экранам приложения предъявляются следующие требования по содержанию изображений.

* Фон экрана или значимый элемент интерфейс должны иметь градиент при его наличии в интерфейсе;
* При оформлении элементов экрана необходимо применить в стилях не менее 2 описанных через XML векторных Drawable объектов;
* В приложении должно быть применено не менее двух растровых Drawable изображенией, для следующих плотностей экрана: mdpi, hdpi, xhdpi, xxhdpi.

1. Экраны в рамках данной лабораторной работы создаются при помощи XML разметки и только.
2. В приложении должна быть реализована собственная иконка, для всех типов плотностей экранов, без использования генератора иконок IDE.
3. Приложение должно выводить через объект Log всю информацию о своей работе, с применением разных уровней информирования разработчика.
4. Все текстовые константы и константные строки, в обязательном порядке должны быть вынесены в ресурсы приложения.
5. Допускается проектировать интерфейс приложения с расчетом на использование только на планшете или телефоне, что должно быть отражено соответствующим образом в манифесте приложения, в ином случае интерфейс должен быть рабочим в любом из вариантов.

**Контрольные вопросы**

1. Как организовано хранение ресурсов приложения. Опишите структуру директории с ресурсами.
2. Хранение и использование строк как ресурсов. Правила описания строковых констант. Локализация приложения.
3. Правила описания цветовых констант.
4. Единицы размеров применяемые в Android.
5. Стили в Android. Наследование стилей.
6. Drawable объекты. Виды, особенности и назначение.
7. Ресурсы типа NinePatch. Особенности. Назначение. Применение.
8. Разметка экрана в Android. Правила описания и расположения ресурсов разметки.
9. Анимация в Android. XML описание в качестве ресурсов. Использование в Java коде.
10. Меню в Android. Описание в виде XML ресурсов.
11. Создание ресурсов для разных языковых и аппаратных конфигураций.
12. Правила ссылки на ресурсы Android. Применение системных и собственных ресурсов.
13. Изменение аппаратной конфигурации во время работы приложения.
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