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1. Лабораторная работа №1
   1. Задание «Сжатие текста»

Разработать программу для сжатия строк путем удаления из нее пробелов. Ввод строки производится с клавиатуры. Результат вывести на экран.

*Определить значения метрик Холстеда, на основе которых дать оценку качества разработанного исходного текста программы.*

* + 1. Реализация программы

Текст программы для реализации возможного решения поставленной задачи, разработанной с использованием языка программирования C#, приведен в табл.ица 1.

Таблица 1

Исходный текст программы

|  |  |
| --- | --- |
| Номера строк | Строки программы |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | using System;  namespace lab01  {  class Program  {  static void Main()  {  string someStr;  Console.Write("Исхд. строка: ");  someStr = Console.ReadLine();  someStr = someStr.Replace(" ", string.Empty);  Console.WriteLine("Форм. строка: " + someStr);  }  }  } |

* + 1. Словарь программы

В табл.ица 2 приведены операторы и операции, используемые в программе (столбец 2). Номера строк исходной программы, где встречается каждый оператор или операция, указаны в третьем столбце. В четвертом столбце указано число повторений каждого оператора или операции в исходном тексте программы. Таким образом, количество строк этой таблицы есть число уникальных операторов и операций, появляющихся в данном тексте. Если вычислить сумму значений из четвертого столбца, то получим общее число всех операторов и операций, используемых в исходном тексте программы. Отметим, что для фигурных скобок, определяющих блок, приведены два номера строки. Первый определяет левую фигурную скобку, открывающую блок, а второй – закрывающую. Отметим, что такая пара в словаре учитывается только один раз.

Таблица 2

Словарь операторов и операций программы

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Операторы, операции | Номера строк | Количество повторений |
| 1 | using … | 1 | 1 |
| 2 | namespace … | 2 | 1 |
| 3 | class … | 4 | 1 |
| 4 | static void … | 6 | 1 |
| 5 | string … | 8 | 1 |
| 6 | Console.Write() | 9 | 1 |
| 7 | Console.ReadLine() | 10 | 1 |
| 8 | someStr.Replace() | 11 | 1 |
| 9 | Console.WriteLine() | 12 | 1 |
| 10 | + | 12 | 1 |
| 11 | {} | 3(23), 5(22), 7(13), | 3 |
| 12 | “” | 9, 12, 18 | 3 |
| 13 | () | 6, 9, 10, 11, 12 | 5 |
| 14 | ; | 1, 8, 9, 10, 11, 12 | 6 |
| 15 | , | 18 | 1 |
| 16 | . | 9, 10, 12, 16, 18 | 5 |
| 17 | = | 10, 11 | 2 |
| **Всего** | | | 35 |

Словарь всех операторов в исходном тексте этой реализации программы сведен в столбце 2. В третьем столбце этой таблицы приведены номера строк исходной программы, где встречаются операторы. В последнем столбце приводится количество повторений (число вхождений) операторов в тексте программы. Таким образом, количество строк этой таблицы есть число уникальных операторов программы. Сложив значения четвертого столбца, получим общее число вхождений всех операторов. Проведем подробный анализ исходного текста программы в соответствии с полученной таблицей, начиная с первой позиции (первая строка программы (𝑢𝑠𝑖𝑛𝑔 𝑆𝑦𝑠𝑡𝑒𝑚;).

Ключевое слово 𝑢𝑠𝑖𝑛𝑔 представляет собой команду (инструкцию), обеспечивающую доступ к именам пространства имен 𝑆𝑦𝑠𝑡𝑒𝑚, следовательно, команду можно отнести к выполняемым операторам. Оператор 𝑢𝑠𝑖𝑛𝑔 встречается в программе всего один раз. Слово 𝑆𝑦𝑠𝑡𝑒𝑚 представляет собой имя, над которым осуществляется операция 𝑢𝑠𝑖𝑛𝑔. Таким образом, имя 𝑆𝑦𝑠𝑡𝑒𝑚 заносится в таблицу словаря операндов (табл.ица 3). Имя 𝑆𝑦𝑠𝑡𝑒𝑚 встречается в программе один раз.

Следующая строчка программы namespace lab01 состоит из оператора namespace и операнда lab01, которые присутствуют в тексте программы в единственном экземпляре. Оператор занесен в таблицу операторов, а операнда в таблицу операндов.

Как и предыдущая пара оператор–операнда, следующие строки

* class Program;
* static void Main().

также представляют собой сочетания, которые один раз в тексте программы, где ключевые слова class и static void представляю представляют соответственно операции, а Program и Main() – операнды. Все операции попадают в словарь операторов, а имена – в словарь операндов.

Следующая пара оператор–операнда string someStr, где string обозначает оператор типа данных, возвращаемого оперируемой переменной (операндой), а someStr, собственно, саму переменную. Оператор string встречается в тексте программы 1 раз, операнда someStr – 5 раз.

Следующей операцией является вызов функции вывода строк без переноса на следующую строку Console.Write(). Операция используется всего 1 раз. Входным параметром функции является строка со значением "Исхд. строка: ".

Следующая операция someStr = Console.ReadLine(); включает в себя операнду, над которой производятся действия и два оператора:

* = – оператор присваивания, используется в программе 2 раза;
* Console.ReadLine() – оператор вызова функции считывания строки с клавиатуры используется в программе 1 раз.

Операция someStr = someStr.Replace(" ", string.Empty); состоит из операнды someStr, оператора присваивания = и оператора вызова функции замены символов строковой константы someStr.Replace(), который используется в программе 1 раз.

Далее идет операция вызова функции вывода строк на экран монитора с переносом на следующую строку – Console.WriteLine(). Данная операция встречается в тексте программы 1 раз. Входными параметрами функции являются строка, значение которой "Форм. строка: " и переменная someStr.

Имена “ ” и string.Empty являются операндами, где “ ” – строка, все вхождения которой будут заменены на пустое поле string.Empty при вызове метода someStr.Replace(), т.е. удалены.

Символы “;”, “,”, “+”, “.”, используемые в программе, обозначают следующие операции:

* “;” – операция определения завершения оператора, используется 6 раз;
* “,” – операция отделения элементов списка, используется 1 раз;
* “.” – операция связывания имен, используется 5 раз;
* “+” – операция сложения (сцепления строк), используется 1 раз.

В позициях 11 и 13 таблицы операторов представлены символы, определяющие следующие операции:

* {} – операция начала и завершения блока инструкций, используется 3 раза;
* () – операция начала и завершения списка параметров или условия, используется 5 раз.

Оставшийся в табл.ица 2 символ в позиции 12: “” – представляет собой операцию определения строковых констант, используется 1 раз.

Таблица 3

Словарь операндов программы

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Операнды | Номера строк | Количество повторений |
| 1 | System | 1 | 1 |
| 2 | lab01 | 2 | 1 |
| 3 | Program | 3 | 1 |
| 4 | Main | 6 | 1 |
| 5 | someStr | 8, 10, 11, 11, 12 | 5 |
| 6 | “Исхд. Строка: ” | 9 | 1 |
| 7 | “Форм. Строка: ” | 12 | 1 |
| 8 | “ ” | 11 | 1 |
| **Всего** | | | 12 |

Проанализируем содержание табл.ицы 3. Позиции 1, 2, 3 и 4 содержат имена операндов 𝑆𝑦𝑠𝑡𝑒𝑚, lab01, 𝑃𝑟𝑜𝑔𝑟𝑎𝑚, 𝑀𝑎𝑖𝑛(), которые используются в программе по одному разу. Операнда someStr представляет собой строковую константу, содержащую в себе произвольный набор символов, введенный с клавиатуры, используется 5 раз. Строковые константы в позициях 6, 7 и 8 в табл.ица 3:

* “Исхд. Строка: ”;
* “Форм. Строка: ”;
* “ ”;

используются в программе однократно.

Список входных и выходных параметров рассматриваемой программы приведен в табл.ице 4. Единственным входным параметром программы является значение переменной someStr = Console.ReadLine();

Таблица 4

Входные и выходные переменные программы

|  |  |
| --- | --- |
| Входные переменные | Выходные переменные |
| someStr | “Исхд. строка: ” |
|  | “Форм. строка: ” |
|  | someStr |

Выходными значениями являются три строковые константы:

* Console.Write("Исхд. строка: ");
* Console.WriteLine("Форм. строка: " + someStr) – в этом случае два выходных параметра: строковая константа "Форм. Строка: " и переменная someStr;
  + 1. Оценка характеристик программы

Используя сформированные таблицы с необходимыми параметрами для расчета и применяя соотношения Холстеда, вычислим характеристики рассматриваемой программы:

* словарь программы:

;

* длина реализации:

;

* длина программы:
* объем программы в битах:

;

* потенциальный объем программы:
* уровень программы:
* уровень языка:

;

* интеллектуальное содержание программы:

;

* работа по программированию:

Сведем все результаты расчетов метрик Холстеда в табл.ице 5.

Таблица 5

Значения метрик Холстеда для программы

|  |  |  |
| --- | --- | --- |
| Наименование характеристики | Обозначение и формула для вычисления | Значение |
| Число простых (уникальных) операторов и операций |  | 17 |
| Число простых (уникальных) операндов |  | 8 |
| Общее число всех операторов и операций |  | 35 |
| Общее число всех операндов |  | 12 |
| Число входных и выходных переменных (параметров) |  | 4 |
| Словарь программы |  | 25 |
| Длина реализации программы |  | 47 |
| Объем программы (в битах) |  |  |
| Потенциальный объем программы |  |  |
| Уровень реализации программы |  |  |
| Уровень реализации языка |  |  |
| Работа программирования |  |  |

* 1. Вывод

Реализация исследуемой программы достаточно посредственная, т.к. реальный объем программы в 14 раз превышает потенциальный. Возможна дальнейшая оптимизация.

1. Лабораторная работа №2
   1. Задание «Вычисление суммы первых 𝑁 членов ряда»

Вычислить сумму первых 𝑁 членов ряда 1, 3, 5, 7, … Количество суммируемых членов ряда 𝑁 задается с клавиатуры.

*Необходимо разработать программу для вычисления суммы первых N членов ряда и на основе лексического анализа исходного текста программы, оценить её качество с использованием метрик Джилба.*

* + 1. Реализация программы

Текст программы для реализации возможного решения поставленной задачи, разработанной с использованием языка программирования C#, приведен в табл.ице 6.

Таблица 6

Исходный текст программы

|  |  |
| --- | --- |
| Номера строк | Строки программы |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | using System;  namespace lab02  {  class Program  {  static void Main()  {  bool isRepeat;  do  {  int[] row = { 1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23, 25, 27, 29 };  Console.WriteLine("Введите число элементов: ");  int numb = Convert.ToInt32(Console.ReadLine()), summ = 0;  for (int i = 0; i < numb; i++)  {  summ += row[i];  }  Console.WriteLine("Сумма элементов ряда: " + summ);  Console.WriteLine("Повторить?(Y/N)");  char input = Convert.ToChar(Console.ReadLine());  if (input == 'Y' || input == 'y')  isRepeat = true;  else  isRepeat = false;  } while ( isRepeat );  }  }  } |

Программа, разработанная для реализации заданного алгоритма, имеет циклы и один оператор ветвления. Следовательно, из перечисленного набора характеристик можно определить следующие: 𝐿, , , 𝐶𝐿 и 𝑐𝑙.

* + 1. Словарь программы

При подсчете общего количества операторов 𝐿 программы будем руководствоваться правилами, определенными при подсчете операторов в метриках Холстеда. В табл.ице 7 приведены операторы и операции, используемые в программе.

Таблица 7

Словарь операторов и операций программы

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Операторы, операции | Номера строк | Количество повторений |
| 1 | using … | 1 | 1 |
| 2 | namespace … | 2 | 1 |
| 3 | class … | 4 | 1 |
| 4 | static void … | 6 | 1 |
| 5 | bool … | 8 | 1 |
| 6 | do … while() | 9 – 25 | 1 |
| 7 | int[] … | 11 | 1 |
| 8 | Console.WriteLine() | 12, 18, 19 | 3 |
| 9 | int … | 13, 14 | 1 |
| 10 | Convert.ToInt32() | 13 | 1 |
| 11 | Console.ReadLine() | 13, 20 | 2 |
| 12 | for() | 14 | 1 |
| 13 | char … | 20 | 1 |
| 14 | Convert.ToChar() | 20 | 1 |
| 15 | if() … else … | 21(24) | 1 |
| 16 | [] | 11, 16 | 2 |
| 17 | += | 16 | 1 |
| 18 | < | 14 | 1 |
| 19 | == | 21, 21 | 2 |
| 20 | ++ | 14 | 1 |
| 21 | + | 18 | 1 |
| 22 | {} | 3(28), 5(27), 7(26), 10(25), 11(11), 15(17) | 6 |
| 23 | “” | 12, 18, 19 | 3 |
| 24 | () | 6, 12, 13, 13, 14, 18, 19, 20, 21, 25 | 10 |
| 25 | ; | 1, 8, 11, 12, 13, 14, 14, 16, 18, 19, 20, 22, 24, 25 | 14 |
| 26 | , | 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 13 | 15 |
| 27 | . | 12, 13, 13, 18, 19, 20, 20 | 7 |
| 28 | = | 11, 13, 13, 14, 20, 22, 24 | 7 |
| 29 | || | 21 | 1 |
| **Всего** | | | 89 |

* + 1. Оценка характеристик программы

Согласно теории Джилба, необходимо определить количество операторов условия, используемых в исходном тексте программы для реализации алгоритма решения поставленной задачи. В языке программирования С# к такой категории инструкций могут относиться условные операторы ветвления 𝑖𝑓 операторы циклов 𝑓𝑜𝑟 ... 𝑤ℎ𝑖𝑙𝑒 и 𝑑𝑜 ... 𝑤ℎ𝑖𝑙𝑒, которые в своем составе в обязательном порядке содержат логическое выражение, являющееся условием выполнения указанных операторов. В зависимости от соблюдения условия программа может существенно изменить ход выполнения, поэтому значимость условных операторов достаточно велика. Именно поэтому автор для них определил отдельную метрику.

В исходном тексте разработанной программы используются условный оператор ветвления if который располагается в строке 21, операторы циклов do ... while и for, в строках 9(25) и 14(17) соответственно.

* количество операторов цикла равно 2;
* количество операторов условия равно 1;
* абсолютная сложность ;
* относительная сложность программы равна:
  1. Вывод

Основываясь на результатах лексического анализа исходного текста программы можно сделать вывод о невысокой сложности представленного решения, т.к. количество ветвлений в программе достаточно небольшое (2 оператора цикла и 1 оператор условия), что подтверждается низким числом метрики относительной сложности программы, которое равно 0.0337.

1. Лабораторная работа №3
   1. Задание «Подсчет суммы элементов матрицы из заданного диапазона»

В целочисленной матрице А размером 𝑁 × 𝑀 подсчитать сумму элементов главной диагонали и расположенных выше нее (числа 𝑁 и М задаются с клавиатуры в диапазоне от 3 до 10). Заполнение массива А осуществить при помощи датчика случайных чисел в диапазоне от -5 до 5. Исходную матрицу и сумму элементов заданной области матрицы вывести на экран.

*Разработать программу для решения задачи. На основе лексического анализа исходного текста программы определить значение метрики Чепина.*

* + 1. Реализация программы

Текст программы для реализации возможного решения поставленной задачи, разработанной с использованием языка программирования C#, приведен в табл. ице 8.

Таблица 8

Исходный текст программы

|  |  |
| --- | --- |
| Номера строк | Строки программы |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 | using System;  namespace lab03  {  class Program  {  static void Main()  {  bool isRestart;  do  {  Random rand = new Random();  int N, M, summ = 0;  int i, j;  Console.Write("Введите кол-во строк [3-10]\nВВОД: ");  N = Convert.ToInt32(Console.ReadLine());  Console.Write("\nВведите кол-во столбцов [3-10]\nВВОД: ");  M = Convert.ToInt32(Console.ReadLine());  int[,] matrix = new int[N, M];  for (i = 0; i < N; i++)  {  for (j = 0; j < M; j++)  {  matrix[i, j] = rand.Next(11) - 5;  }  }  Console.WriteLine("\nМатрица: ");  for (i = 0; i < N; i++)  {  for (j = 0; j < M; j++)  {  Console.Write(String.Format("[{0, 2}]", matrix[i, j]));  if (i == j)  {  if (j < M - 1)  {  summ = summ + matrix[i, j] + matrix[i, j + 1];  }  else if (j == M - 1)  {  summ += matrix[i, j];  }  }  }  Console.WriteLine();  }  Console.WriteLine("\nСумма элементов\nСУММА: " + summ);  char input = Convert.ToChar(Console.ReadLine());  if (input == 'Y' || input == 'y')  isRestart = true;  else  isRestart = false;  } while (isRestart);  }  }  } |

* + 1. Оценка характеристик программы

Рассмотрим текст программы для оценки ее качества с помощью метрики Чепина, которая позволяет оценить меру трудности понимания программы на основе входных и выходных данных. Все множество переменных, составляющих список ввода-вывода, разбивается на четыре функциональные группы:

* 𝑃 – вводимые переменные для расчетов и для обеспечения вывода;
* 𝑀 – модифицируемые, создаваемые внутри программы переменные;
* 𝐶 – переменные, участвующие в управлении работой программного модуля (управляющие переменные);
* 𝑇 – не используемые в программе переменные.

Проанализируем исходный текст программы, чтобы определить ее характеристики для расчета метрики Чепина (табл.ица 9).

Таблица 9

Результат анализа объявленных переменных

|  |  |  |
| --- | --- | --- |
| № п/п | Наименования переменных | Номера строк |
| P (для расчетов и обеспечения вывода) | | |
| 1 | N | 12 |
| 2 | M | 12 |
| 3 | matrix | 20 |
| M (модифицируемые или создаваемые) | | |
| 1 | summ | 12 |
| 2 | i | 13 |
| 3 | j | 13 |
| C (управляемые переменные) | | |
| 1 | isRestart | 8 |
| 2 | input | 51 |
| T (не используемые в программе) | | |
|  | Отсутствуют |  |

Переменные N, M, matrix используются в качестве исходных данных.

Переменные summ, i и j. в процессе выполнения программы создаются и модифицируются.

Переменные isRestart и input используются для управления выполнением программы.

Таким образом, исходя из результатов анализа исходного текста программы, получаем следующие значения характеристик:

* – количество переменных для расчетов;
* – количество модифицируемых переменных;
* – количество переменных, используемых в управлении программой;
* – количество неиспользуемых переменных (такие переменные в программе отсутствуют).

Расчет метрики Чепина:

* 1. Вывод

Основываясь на результатах анализа, полученных с использованием метрики Чепина можно сделать вывод об низком уровне сложности данного решения, так как в исходном тексте программы было использовано относительно небольшое количество переменных, что не затрудняет чтение и понимание исходного кода.

1. Лабораторная работа №4
   1. Задание «Вывод всех чисел диапазона, кратных некоторому n»

Вывести на экран все целые числа от a до b, кратные некоторому числу c.

Разработать программу. В соответствии с разработанной программой составить блок-схему алгоритма решения задачи. На основании блок-схемы составить управляющий граф и оценить алгоритмическую сложность программы с использованием метрики Маккейба.

* + 1. Реализация решения

Текст программы для реализации возможного решения поставленной задачи, разработанной с использованием языка программирования C#, приведен в табл.ице 10.

Таблица 10

Исходный код программы

|  |  |
| --- | --- |
| Номера  Строк | Строки программы |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | using System;  namespace lab04  {  class Program  {  static void Main()  {  Console.Out.WriteLine("ВВОД A: ");  int a = Convert.ToInt32(Console.ReadLine());  Console.Out.WriteLine("ВВОД B: ");  int b = Convert.ToInt32(Console.ReadLine());  Console.Out.WriteLine("ВВОД C: ");  int c = Convert.ToInt32(Console.ReadLine());  for (int i = a; i < b; i++)  {  if (i % c == 0)  Console.Out.WriteLine(i);  }  }  }  } |

Алгоритм решения задачи выглядит так, как показано на рис.унке 1
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Рис. 1. Алгоритм вывода значений кратных «c»

* + 1. Оценка алгоритмической сложности

Граф потока управления для задачи вывода значений кратных «c» приведен на рис.унке 2.

Проведем оценку алгоритмической сложности графа по первому критерию. Определим минимальный набор маршрутов, проходящих через каждый оператор ветвления и по каждой дуге.

Для составленного управляющего графа можно выделить два маршрута:

;

;

;

;

Данные маршруты проходят по всем вершинам ветвления, причем хотя бы один раз по каждой дуге графа, представленного на рис.унке 2, что соответствует требованиям первого критерия.
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Рис. 2. Граф управления программой

В перечне участков маршрутов номера вершин ветвления выделены подчеркиванием. Таким образом, в соответствии с первым критерием оценки алгоритмической сложности необходимое количество маршрутов равно 2, количество вершин ветвления в маршрутах определяет уровень сложности:

Проведем оценку алгоритмической сложности по второму критерию. Необходимо определить число проверок каждого линейно независимого цикла и линейно независимого ациклического участка программы. Количество проверок определяется цикломатическим числом графа, которое определяется следующим соотношением:

,

где – число вершин ветвления.

Число вершин ветвления в составленном графе составляет 2, отсюда

.

Таким образом, общее число циклических и ациклических участков равно 3. Выделим маршруты на заданном графе:

* ациклические маршруты:

;

;

* циклические маршруты:

;

Тестирование программы по указанным маршрутам позволит проверить все операторы ветвления программы. Метрика структурной сложности определяется по следующему соотношению:

.

Для организации автоматического анализа заданного графа по второму критерию с помощью вычислительных средств построим матрицы смежности и достижимости.

Напомним, что матрица смежности представляет собой квадратную матрицу, размер которой определяется количеством вершин графа. Полученный граф имеет 8 вершин, следовательно, матрица смежности будет иметь размер 8 × 8. При заполнении матрицы следует придерживаться следующего правила: для дуги, соединяющей вершину 1 с вершиной 2, в первый столбец и вторую строку матрицы смежности записываем 1 (табл.ица 11). Номер столбца соответствует номеру вершины, из которой выходит дуга, а номер строки соответствует номеру вершины, в которую входит дуга. Аналогичным образом заполняем матрицу для всех дуг управляющего графа.

Таблица 11

Матрица смежности

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| 1 |  |  |  |  |  |  |  |  |
| 2 | 1 |  |  |  |  |  |  |  |
| 3 |  | 1 |  |  |  |  |  |  |
| 4 |  |  | 1 |  |  | 1 |  |  |
| 5 |  |  |  | 1 |  |  |  |  |
| 6 |  |  |  |  | 1 |  | 1 |  |
| 7 |  |  |  |  | 1 |  |  |  |
| 8 |  |  |  | 1 |  |  |  |  |

Для выделения маршрутов можно использовать матрицу достижимости, которая представляет собой для полученного графа управления квадратную таблицу размером 8 × 8. Номер столбца матрицы определяет номер вершины графа, из которого можно достичь другие вершины этого же графа, используя цикличные и ацикличные маршруты. Номера строк определяют номера достижимых вершин графа управления. Из вершины 1 возможно достичь вершины со второй по десятую, т. е. достижимы все вершины графа (рис.унок 2). Для первого столбца матрицы достижимости строки, начиная со второй, заполняются единицами (табл.ица 12). Далее аналогично заполняются столбцы для остальных вершин.

Таблица 12

Матрица достижимости

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| 1 |  |  |  |  |  |  |  |  |
| 2 | 1 |  |  |  |  |  |  |  |
| 3 | 1 | 1 |  |  |  |  |  |  |
| 4 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |
| 5 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |
| 6 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |
| 7 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |
| 8 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |

Выделенные диагональные элементы матрицы определяют номера вершин, которые входят в состав циклических маршрутов. Идентичные строки матрицы определяют номера вершин, которые входят в состав ацикличных маршрутов. Элементы, выделенные черным цветом, соответствуют маршруту . Все строки матрицы получились идентичными, так как все вершины графа входят в состав ацикличных маршрутов.

Проведем оценку алгоритмической сложности по третьему критерию. В соответствии с третьим критерием необходимо выделить все реально возможные маршруты управления:

;

;

;

;

Оценку структурной сложности программы рассчитываем по следующему соотношению:

.

На основании полученных результатов расчета метрик структурной сложности по первому (), второму () и третьему () критериям выделения маршрутов можно сделать вывод, что программа, характеризуемая заданным графом управления, имеет низкую алгоритмическую сложность, так как количество используемых в тексте операторов условий всего 2, для проверки которых необходимо проверить от 3 до 12 тестовых вариантов исходных данных.

Произведем оценку алгоритмической сложности программы на основе метрики Маккейба. В соответствии с теорией Маккейба сложность алгоритма оценивается величиной цикломатического числа, которое определяется по следующему соотношению: , где – количество дуг управляющего графа, построенного на основе алгоритма программы, n – количество вершин графа. В соответствии с полученным управляющим графом , , тогда цикломатическое число равно:

.

Таким образом, опираясь на полученное значение цикломатического числа () в полученном графе управления программой можно выделить три независимых контура, определяющих три управляющих маршрута и ведущих из начальной вершины в конечную. Значение цикломатического числа для полученного графа () не превышает значения 10, из чего можно сделать вывод о невысокой сложности алгоритма решения задачи вывода всех значений определенного диапазона, кратных некоторому числу.

1. Лабораторная работа №5
   1. Задание «Вывод суммы элементов n-й строки матрицы»

Задана целочисленная матрица размером элементов. Необходимо подсчитать сумму элементов n-й строки, номер строки вводится с клавиатуры. Матрица заполняется случайными числами в диапазоне от 0 до 9.

Разработать программу и подготовить данные для оценки ее качества на основе применения функционально-ориентированных метрик, для чего определить количество функциональных указателей, уровни связности и сцепления программных модулей.

* + 1. Реализация программы

Текст программы для реализации возможного решения поставленной задачи, разработанной с использованием языка программирования С#, приведен в табл.ице 13.

Таблица 13

Исходный код программы

|  |  |
| --- | --- |
| Номера  Строк | Строки программы |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55 | using System;  namespace lab05  {  class Program  {  static void Main(string[] args)  {  int N, M, summ;  Console.Write("Введите кол-во строк\nВВОД: ");  N = Convert.ToInt32(Console.ReadLine());  Console.Write("\nВведите кол-во столбцов\nВВОД: ");  M = Convert.ToInt32(Console.ReadLine());  int[,] matrix = new int[N, M];  fillMatrix(N, M, ref matrix);  Console.Write("\nВведите номер строки [1-" + N + "]\nВВОД: ");  int rowNumber = Convert.ToInt32(Console.ReadLine()) - 1;  summ = sumCount(M, matrix, rowNumber);  printMatrix(N, M, matrix);  Console.WriteLine("\nСумма элементов: " + summ);  }  private static void fillMatrix(int N, int M, ref int[,] matrix)  {  Random rand = new Random();  for (int i = 0; i < N; i++)  {  for (int j = 0; j < M; j++)  {  matrix[i, j] = rand.Next(10);  }  }  }  private static int sumCount(int M, int[,] matrix, int rowNumber)  {  int summ = 0;  for (int i = 0; i < M; i++)  {  summ += matrix[rowNumber, i];  }  return summ;  }  private static void printMatrix(int N, int M, int[,] matrix)  {  Console.WriteLine("\nМатрица: ");  for (int i = 0; i < N; i++)  {  for (int j = 0; j < M; j++)  {  Console.Write(String.Format("[{0, 1}]", matrix[i, j]));  }  Console.WriteLine();  }  }  }  } |

* + 1. Оценка характеристик программы

Рассмотрим значения для разработанного решения поставленной задачи, для определения количества функциональных указателей:

— количество внешних вводов (вводов данных пользователем) для рассматриваемой программы составляет 3 (ввод значений переменных , , – смотреть. табл.ица 13, строки 10, 12, 16);

— количество внешних выводов (отчеты, экраны, распечатки, сообщения) составляет 5 (диалоговые сообщения смотреть. табл.ица 13, строки 9, 11, 15, вывод результатов на экран строки – 19 и 44);

– количество внешних запросов (диалоговых вводов - выводов) равно нулю, так как отсутствуют обращения к внутренним и внешним логическим файлам;

– количество локальных внутренних логических файлов равно нулю, так как в решении такие файлы отсутствуют;

– количество внешних интерфейсных файлов равно нулю, так как в решении такие файлы отсутствуют.

Исходные данные для расчета количества функциональных указателей сведем в таблицу (табл.ице 14) с учетом сложности обращений к данным данных. Для внешних вводов, выводов и запросов обращение к 1-4 элементам данных представляет собой низкий уровень сложности, обращение к 5-19 элементам данных - средний уровень сложности, обращение к более 19 элементам - высокий уровень сложности.

Таблица 14

Исходные данные для расчета FP - метрик

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Характеристика | Количество с учетом сложности | | | Итого |
| Низкая | Средняя | Высокая |
| Внешние вводы |  |  |  | 9 |
| Внешние выводы |  |  |  | 20 |
| Внешние запросы |  |  |  | 0 |
| Внутренние логические файлы |  |  |  | 0 |
| Внешние интерфейсные |  |  |  | 0 |
| Общее количество | | | | 29 |

Для внутренних и внешних файлов обращение к 1-19 элементам соответствует низкому уровню сложности, к 20-50 соответствует среднему уровню сложности и к более 50 - высокому уровню сложности. В соответствии с уровнем сложности значение характеристики умножается на коэффициент сложности. В табл.ице 14 коэффициенты сложности расположены справа от знака умножения. При внешних вводах решения программы осуществляется обращение к одному элементу данных, что соответствует низкому уровню сложности (смотреть. табл.ица 13, строки 10, 12, 16). При внешних выводах также осуществляется обращение к одному элементу данных (смотреть. табл.ица 13, строки 9, 11, 15, 19 и 44). Внешние запросы, внутренние и внешние файлы отсутствуют.

Определим теперь значения коэффициентов регулировки сложности , отвечая на поставленные вопросы:

1. Какое влияние имеет наличие средств передачи данных? Ответ: влияние существенное, следовательно .
2. Какое влияние имеет распределенная обработка данных? Ответ: влияние случайное, поэтому .
3. Какое влияние имеет распространенность используемой аппаратной платформы? Ответ: влияние случайное, тогда .
4. Какое влияние имеет критичность к требованиям производительности и ограничению времени ответа? Ответ: случайное, значит .
5. Какое влияние имеет частота транзакций? Ответ: влияние случайное, следовательно .
6. Какое влияние имеет ввод данных в режиме реального времени? Ответ: влияние основное, тогда .
7. Какое влияние имеет эффективность работы конечного пользователя? Ответ: влияние среднее, поэтому .
8. Какое влияние имеет оперативное обновление локальных файлов в режиме реального времени? Ответ: случайное, отсюда .
9. Какое влияние имеет скорость обработки данных (вычислений)? Ответ: влияние случайное, следовательно .
10. Какое влияние имеют количество и категории пользователей? Ответ: влияние случайное, тогда .
11. Какое влияние имеет легкость инсталляции? Ответ: влияние случайное, значит .
12. Какое влияние имеет легкость эксплуатации? Ответ: влияние случайное, отсюда .
13. Какое влияние имеет разнообразие условий применения? Ответ: влияние случайное, тогда .
14. Какое влияние имеет простота внесения изменений? Ответ: влияние случайное, значит .

Подсчитываем сумму коэффициентов:

Подставляем полученные данные:

Теперь на основе рассчитанного значения количества функциональных указателей можно рассчитывать показатели качества, производительности, удельной стоимости и документированности.

Для определения уровня связности программных модулей полученного решения воспользуемся алгоритмом процедуры, описанным в теоретической части раздела. Представленное решение включает 4 программных модуля. Рассмотрим каждый модуль в отдельности.

Метод осуществляет суммирование элементов строки массива. Модуль реализует единственную прикладную функцию, следовательно, тип связности – функциональный, сила связности – 10.

Метод осуществляет заполнение матрицы значениями в диапазоне от 0 до 9 включительно. Модуль реализует единственную прикладную функцию, значит его тип связности – функциональный, сила связности – 10.

Метод осуществляет вывод матрицы в консоль (на экран монитора). Модуль реализует единственную прикладную функцию, следовательно, тип связности – функциональный, сила связности – 10.

Метод осуществляет решение поставленной задачи. Модуль реализует несколько прикладных функций. Действия внутри модуля связаны, а порядок действия важен, следовательно, тип связности – коммуникационный, сила связности – 7.

Таким образом в решении преобладают модули с силой связности 7 и 10, из чего можно сделать вывод о достаточно высоком качестве программы, простой ее тестируемости.

Определим уровень *сцепления* модулей, для чего проанализируем каждый из модулей разработанного решения на предмет межмодульной связи.

Метод является вызываемым. Его входными параметрами являются простые и структурные данные (массивы). Таким образом, данный модуль имеет сцепление по образцу, сила сцепления – 3.

Метод является вызываемым. Его входными параметрами являются простые и структурные данные (массивы), следовательно, рассматриваемый модуль имеет сцепление по образцу, сила сцепления – 3.

Метод является вызываемым. Его входными параметрами являются простые и структурные данные (массивы), следовательно, рассматриваемый модуль имеет сцепление по образцу, сила сцепления – 3.

Метод является вызывающим и передает вызываемым модулям списки управляющих параметров, явно влияющих на их работу. Таким образом, метод имеет сцепление по управлению, сила сцепления – 4.

Сила сцепления программных модулей рассматриваемого решения составляет 3-4, что говорит об уровне качества разработанной программы выше среднего.

1. Лабораторная работа №6
   1. Задание «Оценка трудоемкости программного проекта»

Рассмотрим расчет трудоемкости и сроков реализации программного проекта с использованием модели COCOMO на примере ПС, реализующего функции заполнения матрицы, подсчета суммы элементов ее строки и вывода матрицы на экран.

В качестве исходных данных о размере ПС используем оценку количества строк кода на языке C#, на одну функциональную точку среднее значение SLOC будет равно 51, подсчитав суммарное количество функциональных точек в проектируемом программном проекте (), можно вычислить SLOC проекта:

.

По всем признакам проекта (размеру, сложности, ограничениям и т.п.) его следует отнести к типу распространенных.

По этим исходным данным без учета влияния стоимостных факторов, т.е. при единичном коэффициенте нормирования трудозатрат , а также воспользовавшись значениями коэффициентов () для проекта, относящегося к типу распространенных, можно определить ненормированные номинальные трудозатраты (Nominal Effort) с помощью формулы:

человеко-месяца.

Далее определим ненормированную длительность проекта по следующей формуле (для распространенного типа проектов ):

месяца.

Произведем оценку стоимостных факторов данного проекта. Результаты оценки приведены в табл.ице 15.

При этом требования к надежности данного ПС – RELY, а также его сложность – CPLX были оценены как «очень низкие», что объясняется его функциональным назначением. Объем базы данных – DATA «низкий». Ограничений по быстродействию – TIME и по объему оперативной памяти – STOR у данного ПС не возникнет при его эксплуатации на современном персональном компьютере, поэтому примем их значения за «номинальные». Изменяемость виртуальной машины – VIRT и требуемое оборотное время – TURN примем «низкими», поскольку ПС предназначено для работы в диалоговом режиме в относительно стабильной операционной обстановке. Опыт и квалификацию разработчиков (ACAP, PCAP, AEXP, LEXP, VEXP) будем считать «низкими», т.к. разработка идет в рамках учебного проекта. Степень использования современных методов и технологий разработки ПО – MODP, а также программных средств и инструментов – TOOL примем за «высокую» и «очень высокую» соответственно. Требования к срокам поставки будем считать номинальными

Таблица 15

Стоимостные факторы и коэффициенты нормирования трудозатрат рассматриваемого программного средства

|  |  |  |
| --- | --- | --- |
| **Фактор** | **Уровень** | **Коэффициент** |
| RELY | Очень низкий | 0,75 |
| DATA | Низкий | 0,94 |
| CPLX | Очень низкий | 0,70 |
| TIME | Номинальный | 1,00 |
| STOR | Номинальный | 1,00 |
| VIRT | Низкий | 0,87 |
| TURN | Низкий | 0,87 |
| ACAP | Низкий | 1,19 |
| PCAP | Низкий | 1,13 |
| AEXP | Низкий | 1,17 |
| LEXP | Низкий | 1,07 |
| VEXP | Низкий | 1,10 |
| TOOL | Очень высокий | 0,83 |
| MODP | Высокий | 0,91 |
| SCED | Номинальный | 1,00 |

Вычислим по данным табл.ицы 15 коэффициент нормирования трудозатрат , который будет равен 0.52, и определим затем нормированные трудозатраты на реализацию проекта (Adjusted Effort):

человеко-месяца.

Вычислим нормированную длительность проекта (Time to Develop):

месяца.

Таким образом, чтобы разработать учебную программу, объединяющую в себе различные функции для работы с матрицей, необходимо произвести трудозатраты эквивалентные 2.52 человеко-месяцам. Оптимальным планируемым сроком разработки данного программного проекта в предполагаемых условиях будет 3.5 месяца.

1. Лабораторная работа №7