**Class Loader In java**

Java class loaders are used to load classes at runtime. ClassLoader in Java works on three principle: **delegation, visibility and uniqueness**. Delegation principle forward request of class loading to parent class loader and only loads the class, if parent is not able to find or load class. Visibility principle allows child class loader to see all the classes loaded by parent ClassLoader, but parent class loader can not see classes loaded by child. Uniqueness principle allows to load a class exactly once, which is basically achieved by delegation and ensures that child ClassLoader doesn't reload the class already loaded by parent. Correct understanding of class loader is must to resolve issues like NoClassDefFoundError in Java and java.lang.ClassNotFoundException, which are related to class loading. ClassLoader is also an important topic in advanced Java Interviews, where good knowledge of working of Java ClassLoader and How classpath works in Java is expected from Java programmer. I have always seen questions like, Can one class be loaded by two different ClassLoader in Java on various Java Interviews. In this Java programming tutorial, we will learn what is ClassLoader in Java, How ClassLoader works in Java and some specifics about Java ClassLoader.

**What is ClassLoader in Java**

ClassLoader in Java is a class which is used to load class files in Java. Java code is compiled into class file by javac compiler and JVM executes Java program, by executing byte codes written in class file. ClassLoader is responsible for loading class files from file system, network or any other source. **There are three default class loader used in Java, Bootstrap , Extension and System or Application class loader.** Every class loader has a predefined location, from where they loads class files. Bootstrap ClassLoader is responsible for loading standard JDK class files from rt.jar and it is parent of all class loaders in Java. Bootstrap class loader don't have any parents, if you call String.class.getClassLoader() it will return null and any code based on that may throw NullPointerException in Java. Bootstrap class loader is also known as Primordial ClassLoader in Java. Extension ClassLoader delegates class loading request to its parent, Bootstrap and if unsuccessful, loads class form jre/lib/ext directory or any other directory pointed by java.ext.dirs system property. Extension ClassLoader in JVM is implemented by sun.misc.Launcher$ExtClassLoader. Third default class loader used by JVM to load Java classes is called System or Application class loader and it is responsible for loading application specific classes from CLASSPATH environment variable, -classpath or -cp command line option, Class-Path attribute of Manifest file inside JAR. Application class loader is a child of Extension ClassLoader and its implemented by sun.misc.Launcher$AppClassLoader class. Also, except Bootstrap class loader, which is implemented in native language mostly in C, all Java class loaders are implemented using java.lang.ClassLoader.

In short here is the location from which Bootstrap, Extension and Application ClassLoader load Class files.

1) Bootstrap ClassLoader - JRE/lib/rt.jar

2) Extension ClassLoader - JRE/lib/ext or any directory denoted by java.ext.dirs

3) Application ClassLoader - CLASSPATH environment variable, -classpath or -cp option, Class-Path attribute of Manifest inside JAR file.

**How ClassLoader works in Java**

**Delegation principles**

As discussed on when a class is loaded and initialized in Java, a class is loaded in Java, when its needed. Suppose you have an application specific class called Abc.class, first request of loading this class will come to Application ClassLoader which will delegate to its parent Extension ClassLoader which further delegates to Primordial or Bootstrap class loader. Primordial will look for that class in rt.jar and since that class is not there, request comes to Extension class loader which looks on jre/lib/ext directory and tries to locate this class there, if class is found there than Extension class loader will load that class and Application class loader will never load that class but if its not loaded by extension class-loader than Application class loader loads it from Classpath in Java. Remember Classpath is used to load class files while PATH is used to locate executable like javac or java command.

**Visibility Principle**

According to visibility principle, Child ClassLoader can see class loaded by Parent ClassLoader but vice-versa is not true. Which mean if class Abc is loaded by Application class loader than trying to load class ABC explicitly using extension ClassLoader will throw either java.lang.ClassNotFoundException. as shown in below Example

import java.util.logging.Level;

import java.util.logging.Logger;

public class ClassLoaderTest {

public static void main(String args[]) {

try {

//printing ClassLoader of this class

System.out.println("ClassLoaderTest.getClass().getClassLoader() : " + ClassLoaderTest.class.getClassLoader());

//trying to explicitly load this class again using Extension class loader

Class.forName("test.ClassLoaderTest", true

, ClassLoaderTest.class.getClassLoader().getParent());

} catch (ClassNotFoundException ex) {

Logger.getLogger(ClassLoaderTest.class.getName()).log(Level.SEVERE, null, ex);

}

}

}

**Uniqueness Principle**

According to this principle a class loaded by Parent should not be loaded by Child ClassLoader again. Though its completely possible to write class loader which violates Delegation and Uniqueness principles and loads class by itself, its not something which is beneficial. You should follow all class loader principle while writing your own ClassLoader.

**How to load class explicitly in Java**

Java provides API to explicitly load a class by Class.forName(classname) and Class.forName(classname, initialized, classloader), remember JDBC code which is used to load JDBC drives we have seen in Java program to Connect Oracle database. As shown in above example you can pass name of ClassLoader which should be used to load that particular class along with binary name of class. Class is loaded by calling loadClass() method of java.lang.ClassLoader class which calls findClass() method to locate bytecodes for corresponding class. In this example Extension ClassLoader uses java.net.URLClassLoader which search for class files and resources in JAR and directories. any search path which is ended using "/" is considered directory. If findClass() does not found the class than it throws java.lang.ClassNotFoundException and if it finds it calls defineClass() to convert bytecodes into a .class instance which is returned to the caller.

**Where to use ClassLoader in Java**

ClassLoader in Java is a powerful concept and used at many places. One of the popular example of ClassLoader is AppletClassLoader which is used to load class by Applet, since Applets are mostly loaded from internet rather than local file system, By using separate ClassLoader you can also loads same class from multiple sources and they will be treated as different class in JVM. J2EE uses multiple class loaders to load class from different location like classes from WAR file will be loaded by Web-app ClassLoader while classes bundled in EJB-JAR is loaded by another class loader. Some web server also supports hot deploy functionality which is implemented using ClassLoader. You can also use ClassLoader to load classes from database or any other persistent store.

That's all about What is ClassLoader in Java and How ClassLoader works in Java. We have seen delegation, visibility and uniqueness principles which is quite important to debug or troubleshoot any ClassLoader related issues in Java. In summary knowledge of How ClassLoader works in Java is must for any Java developer or architect to design Java application and packaging.

http://tutorials.jenkov.com/java-reflection/dynamic-class-loading-reloading.html

**The ClassLoader**

All classes in a Java application are loaded using some subclass of java.lang.ClassLoader. Loading classes dynamically must therefore also be done using a java.lang.ClassLoader subclass.

When a class is loaded, all classes it references are loaded too. This class loading pattern happens recursively, until all classes needed are loaded. This may not be all classes in the application. Unreferenced classes are not loaded until the time they are referenced.

**The ClassLoader Hierarchy**

Class loaders in Java are organized into a hierarchy. When you create a new standard Java ClassLoader you must provide it with a parent ClassLoader. If a ClassLoader is asked to load a class, it will ask its parent class loader to load it. If the parent class loader can't find the class, the child class loader then tries to load it itself.

**Class Loading**

The steps a given class loader uses when loading classes are:

Check if the class was already loaded.

If not loaded, ask parent class loader to load the class.

If parent class loader cannot load class, attempt to load it in this class loader.

When you implement a class loader that is capable of reloading classes you will need to deviate a bit from this sequence. The classes to reload should not be requested loaded by the parent class loader. More on that later.

**Dynamic Class Loading**

Loading a class dynamically is easy. All you need to do is to obtain a ClassLoader and call its loadClass() method. Here is an example:

public class MainClass {

public static void main(String[] args){

ClassLoader classLoader = MainClass.class.getClassLoader();

try {

Class aClass = classLoader.loadClass("com.jenkov.MyClass");

System.out.println("aClass.getName() = " + aClass.getName());

} catch (ClassNotFoundException e) {

e.printStackTrace();

}

}

**Dynamic Class Reloading**

Dynamic class reloading is a bit more challenging. Java's builtin Class loaders always checks if a class is already loaded before loading it. Reloading the class is therefore not possible using Java's builtin class loaders. To reload a class you will have to implement your own ClassLoader subclass.

Even with a custom subclass of ClassLoader you have a challenge. Every loaded class needs to be linked. This is done using the ClassLoader.resolve() method. This method is final, and thus cannot be overridden in your ClassLoader subclass. The resolve() method will not allow any given ClassLoader instance to link the same class twice. Therefore, everytime you want to reload a class you must use a new instance of your ClassLoader subclass. This is not impossible, but necessary to know when designing for class reloading.

**Designing your Code for Class Reloading**

As stated earlier you cannot reload a class using a ClassLoader that has already loaded that class once. Therefore you will have to reload the class using a different ClassLoader instance. But this poses som new challenges.

Every class loaded in a Java application is identified by its fully qualified name (package name + class name), and the ClassLoader instance that loaded it. That means, that a class MyObject loaded by class loader A, is not the same class as the MyObject class loaded with class loader B. Look at this code:

MyObject object = (MyObject)

myClassReloadingFactory.newInstance("com.jenkov.MyObject");

Notice how the MyObject class is referenced in the code, as the type of the object variable. This causes the MyObject class to be loaded by the same class loader that loaded the class this code is residing in.

If the myClassReloadingFactory object factory reloads the MyObject class using a different class loader than the class the above code resides in, you cannot cast the instance of the reloaded MyObject class to the MyObject type of the object variable. Since the two MyObject classes were loaded with different class loaders, the are regarded as different classes, even if they have the same fully qualified class name. Trying to cast an object of the one class to a reference of the other will result in a ClassCastException.

It is possible to work around this limitation but you will have to change your code in either of two ways:

Use an interface as the variable type, and just reload the implementing class.

Use a superclass as the variable type, and just reload a subclass.

Here are two coresponding code examples:

MyObjectInterface object = (MyObjectInterface)

myClassReloadingFactory.newInstance("com.jenkov.MyObject");

MyObjectSuperclass object = (MyObjectSuperclass)

myClassReloadingFactory.newInstance("com.jenkov.MyObject");

Either of these two methods will work if the type of the variable, the interface or superclass, is not reloaded when the implementing class or subclass is reloaded.

To make this work you will of course need to implement your class loader to let the interface or superclass be loaded by its parent. When your class loader is asked to load the MyObject class, it will also be asked to load the MyObjectInterface class, or the MyObjectSuperclass class, since these are referenced from within the MyObject class. Your class loader must delegate the loading of those classes to the same class loader that loaded the class containing the interface or superclass typed variables.

**ClassLoader Load / Reload Example**

The text above has contained a lot of talk. Let's look at a simple example. Below is an example of a simple ClassLoader subclass. Notice how it delegates class loading to its parent except for the one class it is intended to be able to reload. If the loading of this class is delegated to the parent class loader, it cannot be reloaded later. Remember, a class can only be loaded once by the same ClassLoader instance.

As said earlier, this is just an example that serves to show you the basics of a ClassLoader's behaviour. It is not a production ready template for your own class loaders. Your own class loaders should probably not be limited to a single class, but a collection of classes that you know you will need to reload. In addition, you should probably not hardcode the class paths either.

public class MyClassLoader extends ClassLoader{

public MyClassLoader(ClassLoader parent) {

super(parent);

}

public Class loadClass(String name) throws ClassNotFoundException {

if(!"reflection.MyObject".equals(name))

return super.loadClass(name);

try {

String url = "file:C:/data/projects/tutorials/web/WEB-INF/" +

"classes/reflection/MyObject.class";

URL myUrl = new URL(url);

URLConnection connection = myUrl.openConnection();

InputStream input = connection.getInputStream();

ByteArrayOutputStream buffer = new ByteArrayOutputStream();

int data = input.read();

while(data != -1){

buffer.write(data);

data = input.read();

}

input.close();

byte[] classData = buffer.toByteArray();

return defineClass("reflection.MyObject",

classData, 0, classData.length);

} catch (MalformedURLException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

}

return null;

}

}

Below is an example use of the MyClassLoader.

public static void main(String[] args) throws

ClassNotFoundException,

IllegalAccessException,

InstantiationException {

ClassLoader parentClassLoader = MyClassLoader.class.getClassLoader();

MyClassLoader classLoader = new MyClassLoader(parentClassLoader);

Class myObjectClass = classLoader.loadClass("reflection.MyObject");

AnInterface2 object1 =

(AnInterface2) myObjectClass.newInstance();

MyObjectSuperClass object2 =

(MyObjectSuperClass) myObjectClass.newInstance();

//create new class loader so classes can be reloaded.

classLoader = new MyClassLoader(parentClassLoader);

myObjectClass = classLoader.loadClass("reflection.MyObject");

object1 = (AnInterface2) myObjectClass.newInstance();

object2 = (MyObjectSuperClass) myObjectClass.newInstance();

}

Here is the reflection.MyObject class that is loaded using the class loader. Notice how it both extends a superclass and implements an interface. This is just for the sake of the example. In your own code you would only have to one of the two - extend or implement.

public class MyObject extends MyObjectSuperClass implements AnInterface2{

//... body of class ... override superclass methods

// or implement interface methods

}

http://viralpatel.net/blogs/java-dynamic-class-loading-java-reflection-api/

One of the reason why Java language has been so useful and used widely is the set of APIs that comes with the language (and 3rd party APIs like iText etc). Using these APIs one do a whole lot unimaginable stuff.

Java Reflection API are one of such APIs that extend the horizon of a Java programmer and enables him to code some really great stuffs.

Reflection is commonly used by programs which require the ability to examine or modify the runtime behavior of applications running in the Java virtual machine. This is a relatively advanced feature and should be used only by developers who have a strong grasp of the fundamentals of the language. With that caveat in mind, reflection is a powerful technique and can enable applications to perform operations which would otherwise be impossible.

Dynamic Java Class loading is an important feature of the Java Virtual Machine because it provides the Java platform with the ability to install software components at run-time. It has a number of unique characteristics. First of all, lazy loading means that classes are loaded on demand and at the last moment possible. Second, dynamic class loading maintains the type safety of the Java Virtual Machine by adding link-time checks, which replace certain run-time checks and are performed only once. Moreover, programmers can define their own class loaders that, for example, specify the remote location from which certain classes are loaded, or assign appropriate security attributes to them. Finally, class loaders can be used to provide separate name spaces for various software components. For example, a browser can load applets from different web pages using separate class loaders, thus maintaining a degree of isolation between those applet classes. In fact, these applets can contain classes of the same name — these classes are treated as distinct types by the Java Virtual Machine.

Let us see an example of Dynamic class loading using Java Reflection API. Following is our DemoClass that needs to be loaded dynamically and method demoMethod() needs to be called.

class DemoClass {

public String demoMethod(String demoParam) {

System.out.println("Parameter passed: " + demoParam);

return DemoClass.class.getName();

}

}

So to load above class file dynamically following code can be used.

public class DynamicClassLoadingExample {

public static void main(String[] args) {

try {

ClassLoader myClassLoader = ClassLoader.getSystemClassLoader();

// Step 2: Define a class to be loaded.

String classNameToBeLoaded = "net.viralpatel.itext.pdf.DemoClass";

// Step 3: Load the class

Class myClass = myClassLoader.loadClass(classNameToBeLoaded);

// Step 4: create a new instance of that class

Object whatInstance = myClass.newInstance();

String methodParameter = "a quick brown fox";

// Step 5: get the method, with proper parameter signature.

// The second parameter is the parameter type.

// There can be multiple parameters for the method we are trying to call,

// hence the use of array

Method myMethod = myClass.getMethod("demoMethod",new Class[] { String.class });

// Step 6:

// Calling the real method. Passing methodParameter as

// parameter. You can pass multiple parameters based on

// the signature of the method you are calling. Hence

// there is an array.

String returnValue = (String) myMethod.invoke(whatInstance, new Object[] { methodParameter });

System.out.println("The value returned from the method is:"+ returnValue);

} catch (SecurityException e) {

e.printStackTrace();

} catch (IllegalArgumentException e) {

e.printStackTrace();

} catch (ClassNotFoundException e) {

e.printStackTrace();

} catch (InstantiationException e) {

e.printStackTrace();

} catch (IllegalAccessException e) {

e.printStackTrace();

} catch (NoSuchMethodException e) {

e.printStackTrace();

} catch (InvocationTargetException e) {

e.printStackTrace();

}

}

}

The above code is pretty much self explanatory. We have used ClassLoader.getSystemClassLoader() method to get instance of class java.lang.ClassLoader. We have loaded our demo class DemoClass using method loadClass() of ClassLoader and invoked the desired method.

**JVM Architecture and Class Loading – By Debadatta Mishra**

The behavior of a virtual machine instance is described in terms of subsystems, memory areas, data types, and instructions.

When a Java virtual machine runs a program, it needs memory to store many things, including bytecodes and other information it extracts from loaded class files, objects the program instantiates, parameters to methods, return values, local variables, and intermediate results of computations. The Java virtual machine organizes the memory it needs to execute a program into several runtime data areas. Each instance of the Java virtual machine has one method area and one heap. These areas are shared by all threads running inside the virtual machine. When the virtual machine loads a class file, it parses information about a type from the binary data contained in the class file. It places this type information into the method area. As the program runs, the virtual machine places all objects the program instantiates onto the heap. As each new thread comes into existence, it gets its own pc register (program counter) and Java stack. If the thread is executing a Java method (not a native method), the value of the pc register indicates the next instruction to execute. A thread's Java stack stores the state of Java (not native) method invocations for the thread. The state of a Java method invocation includes its local variables, the parameters with which it was invoked, its return value (if any), and intermediate calculations. The state of native method invocations is stored in an implementation-dependent way in native method stacks, as well as possibly in registers or other implementation-dependent memory areas.

![](data:image/png;base64,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)

The Java stack is composed of stack frames (or frames). A stack frame contains the state of one Java method invocation. When a thread invokes a method, the Java virtual machine pushes a new frame onto that thread's Java stack. When the method completes, the virtual machine pops and discards the frame for that method.

The Java virtual machine has no registers to hold intermediate data values. The instruction set uses the Java stack for storage of intermediate data values. This approach was taken by Java's designers to keep the Java virtual machine's instruction set compact and to facilitate implementation on architectures with few or irregular general purpose registers. In addition, the stack-based architecture of the Java virtual machine's instruction set facilitates the code optimization work done by just-in-time and dynamic compilers that operate at run-time in some virtual machine implementations. All the primitive types of the Java programming language are primitive types of the Java virtual machine. Although boolean qualifies as a primitive type of the Java virtual machine, the instruction set has very limited support for it. When a compiler translates Java source code into bytecodes, it uses ints or bytes to represent booleans. In the Java virtual machine, false is represented by integer zero and true by any non-zero integer. Operations involving boolean values use ints. Arrays of boolean are accessed as arrays of byte, though they may be represented on the heap as arrays of byte or as bit fields.

## The Class Loader Subsystem

he class loader subsystem involves many other parts of the Java virtual machine and several classes from the java.lang library. For example, user-defined class loaders are regular Java objects whose class descends from java.lang.ClassLoader. The methods of class ClassLoader allow Java applications to access the virtual machine's class loading machinery. Also, for every type a Java virtual machine loads, it creates an instance of class java.lang.Class to represent that type. Like all objects, user-defined class loaders and instances of class Class reside on the heap. Data for loaded types resides in the method area.

### Loading, Linking and Initialization

The class loader subsystem is responsible for more than just locating and importing the binary data for classes. It must also verify the correctness of imported classes, allocate and initialize memory for class variables, and assist in the resolution of symbolic references. These activities are performed in a strict order:

1. Loading: finding and importing the binary data for a type
2. Linking: performing verification, preparation, and (optionally) resolution
   1. Verification: ensuring the correctness of the imported type
   2. Preparation: allocating memory for class variables and initializing the memory to default values
   3. Resolution: transforming symbolic references from the type into direct references.
3. Initialization: invoking Java code that initializes class variables to their proper starting values.

### The Bootstrap Class Loader

Java virtual machine implementations must be able to recognize and load classes and interfaces stored in binary files that conform to the Java class file format. An implementation is free to recognize other binary forms besides class files, but it must recognize class files.

Every Java virtual machine implementation has a bootstrap class loader, which knows how to load trusted classes, including the classes of the Java API. The Java virtual machine specification doesn't define how the bootstrap loader should locate classes. That is another decision the specification leaves to implementation designers.

Given a fully qualified type name, the bootstrap class loader must in some way attempt to produce the data that defines the type. One common approach is demonstrated by the Java virtual machine implementation in Sun's 1.1 JDK on Windows98. This implementation searches a user-defined directory path stored in an environment variable named CLASSPATH. The bootstrap loader looks in each directory, in the order the directories appear in the CLASSPATH, until it finds a file with the appropriate name: the type's simple name plus ".class". Unless the type is part of the unnamed package, the bootstrap loader expects the file to be in a subdirectory of one the directories in the CLASSPATH. The path name of the subdirectory is built from the package name of the type. For example, if the bootstrap class loader is searching for class java.lang.Object, it will look for Object.class in the java\lang subdirectory of each CLASSPATH directory.

In 1.2, the bootstrap class loader of Sun's Java 2 SDK only looks in the directory in which the system classes (the class files of the Java API) were installed. The bootstrap class loader of the implementation of the Java virtual machine from Sun's Java 2 SDK does not look on the CLASSPATH. In Sun's Java 2 SDK virtual machine, searching the class path is the job of the system class loader, a user-defined class loader that is created automatically when the virtual machine starts up. More information on the class loading scheme of Sun's Java 2 SDK is given in Chapter 8, "The Linking Model."

## The Method Area

Inside a Java virtual machine instance, information about loaded types is stored in a logical area of memory called the method area. When the Java virtual machine loads a type, it uses a class loader to locate the appropriate class file. The class loader reads in the class file--a linear stream of binary data--and passes it to the virtual machine. The virtual machine extracts information about the type from the binary data and stores the information in the method area. Memory for class (static) variables declared in the class is also taken from the method area.

The manner in which a Java virtual machine implementation represents type information internally is a decision of the implementation designer. For example, multi-byte quantities in class files are stored in big- endian (most significant byte first) order. When the data is imported into the method area, however, a virtual machine can store the data in any manner. If an implementation sits on top of a little-endian processor, the designers may decide to store multi-byte values in the method area in little-endian order.

The virtual machine will search through and use the type information stored in the method area as it executes the application it is hosting. Designers must attempt to devise data structures that will facilitate speedy execution of the Java application, but must also think of compactness. If designing an implementation that will operate under low memory constraints, designers may decide to trade off some execution speed in favor of compactness. If designing an implementation that will run on a virtual memory system, on the other hand, designers may decide to store redundant information in the method area to facilitate execution speed. (If the underlying host doesn't offer virtual memory, but does offer a hard disk, designers could create their own virtual memory system as part of their implementation.) Designers can choose whatever data structures and organization they feel optimize their implementations performance, in the context of its requirements.

All threads share the same method area, so access to the method area's data structures must be designed to be thread-safe. If two threads are attempting to find a class named Lava, for example, and Lava has not yet been loaded, only one thread should be allowed to load it while the other one waits.

The size of the method area need not be fixed. As the Java application runs, the virtual machine can expand and contract the method area to fit the application's needs. Also, the memory of the method area need not be contiguous. It could be allocated on a heap--even on the virtual machine's own heap. Implementations may allow users or programmers to specify an initial size for the method area, as well as a maximum or minimum size.

The method area can also be garbage collected. Because Java programs can be dynamically extended via user-defined class loaders, classes can become "unreferenced" by the application. If a class becomes unreferenced, a Java virtual machine can unload the class (garbage collect it) to keep the memory occupied by the method area at a minimum. The unloading of classes--including the conditions under which a class can become "unreferenced"--is described in Chapter 7, "The Lifetime of a Type."

### Type Information

For each type it loads, a Java virtual machine must store the following kinds of information in the method area:

* The fully qualified name of the type
* The fully qualified name of the type's direct superclass (unless the type is an interface or class java.lang.Object, neither of which have a superclass)
* Whether or not the type is a class or an interface
* The type's modifiers ( some subset of` public, abstract, final)
* An ordered list of the fully qualified names of any direct superinterfaces

Inside the Java class file and Java virtual machine, type names are always stored as fully qualified names. In Java source code, a fully qualified name is the name of a type's package, plus a dot, plus the type's simple name. For example, the fully qualified name of class Object in package java.lang is java.lang.Object. In class files, the dots are replaced by slashes, as in java/lang/Object. In the method area, fully qualified names can be represented in whatever form and data structures a designer chooses.

In addition to the basic type information listed previously, the virtual machine must also store for each loaded type:

* The constant pool for the type
* Field information
* Method information
* All class (static) variables declared in the type, except constants
* A reference to class ClassLoader
* A reference to class Class

This data is described in the following sections.

### The Constant Pool

For each type it loads, a Java virtual machine must store a constant pool. A constant pool is an ordered set of constants used by the type, including literals (string, integer, and floating point constants) and symbolic references to types, fields, and methods. Entries in the constant pool are referenced by index, much like the elements of an array. Because it holds symbolic references to all types, fields, and methods used by a type, the constant pool plays a central role in the dynamic linking of Java programs. The constant pool is described in more detail later in this chapter and in Chapter 6, "The Java Class File."

### Field Information

For each field declared in the type, the following information must be stored in the method area. In addition to the information for each field, the order in which the fields are declared by the class or interface must also be recorded. Here's the list for fields:

* The field's name
* The field's type
* The field's modifiers (some subset of public, private, protected, static, final, volatile, transient)

### Method Information

For each method declared in the type, the following information must be stored in the method area. As with fields, the order in which the methods are declared by the class or interface must be recorded as well as the data. Here's the list:

* The method's name
* The method's return type (or void)
* The number and types (in order) of the method's parameters
* The method's modifiers (some subset of public, private, protected, static, final, synchronized, native, abstract)

In addition to the items listed previously, the following information must also be stored with each method that is not abstract or native:

* The method's bytecodes
* The sizes of the operand stack and local variables sections of the method's stack frame (these are described in a later section of this chapter)
* An exception table (this is described in Chapter 17, "Exceptions")

### Class Variables

Class variables are shared among all instances of a class and can be accessed even in the absence of any instance. These variables are associated with the class--not with instances of the class--so they are logically part of the class data in the method area. Before a Java virtual machine uses a class, it must allocate memory from the method area for each non-final class variable declared in the class.

Constants (class variables declared final) are not treated in the same way as non-final class variables. Every type that uses a final class variable gets a copy of the constant value in its own constant pool. As part of the constant pool, final class variables are stored in the method area--just like non-final class variables. But whereas non-final class variables are stored as part of the data for the type that declares them, final class variables are stored as part of the data for any type that uses them. This special treatment of constants is explained in more detail in Chapter 6, "The Java Class File."

### A Reference to Class ClassLoader

For each type it loads, a Java virtual machine must keep track of whether or not the type was loaded via the bootstrap class loader or a user-defined class loader. For those types loaded via a user-defined class loader, the virtual machine must store a reference to the user-defined class loader that loaded the type. This information is stored as part of the type's data in the method area.

The virtual machine uses this information during dynamic linking. When one type refers to another type, the virtual machine requests the referenced type from the same class loader that loaded the referencing type. This process of dynamic linking is also central to the way the virtual machine forms separate name spaces. To be able to properly perform dynamic linking and maintain multiple name spaces, the virtual machine needs to know what class loader loaded each type in its method area. The details of dynamic linking and name spaces are given in Chapter 8, "The Linking Model."

### A Reference to Class Class

An instance of class java.lang.Class is created by the Java virtual machine for every type it loads. The virtual machine must in some way associate a reference to the Class instance for a type with the type's data in the method area.

Your Java programs can obtain and use references to Class objects. One static method in class Class, allows you to get a reference to the Class instance for any loaded class:

// A method declared in class java.lang.Class:

public static Class forName(String className);

If you invoke forName("java.lang.Object"), for example, you will get a reference to the Class object that represents java.lang.Object. If you invoke forName("java.util.Enumeration"), you will get a reference to the Class object that represents the Enumeration interface from the java.util package. You can use forName() to get a Class reference for any loaded type from any package, so long as the type can be (or already has been) loaded into the current name space. If the virtual machine is unable to load the requested type into the current name space, forName() will throw ClassNotFoundException.

An alternative way to get a Class reference is to invoke getClass() on any object reference. This method is inherited by every object from class Object itself:

// A method declared in class java.lang.Object:

public final Class getClass();

If you have a reference to an object of class java.lang.Integer, for example, you could get the Class object for java.lang.Integer simply by invoking getClass() on your reference to the Integer object.

Given a reference to a Class object, you can find out information about the type by invoking methods declared in class Class. If you look at these methods, you will quickly realize that class Class gives the running application access to the information stored in the method area. Here are some of the methods declared in class Class:

// Some of the methods declared in class java.lang.Class:

public String getName();

public Class getSuperClass();

public boolean isInterface();

public Class[] getInterfaces();

public ClassLoader getClassLoader();

These methods just return information about a loaded type. getName() returns the fully qualified name of the type. getSuperClass() returns the Class instance for the type's direct superclass. If the type is class java.lang.Object or an interface, none of which have a superclass, getSuperClass() returns null. isInterface() returns true if the Class object describes an interface, false if it describes a class. getInterfaces() returns an array of Class objects, one for each direct superinterface. The superinterfaces appear in the array in the order they are declared as superinterfaces by the type. If the type has no direct superinterfaces, getInterfaces() returns an array of length zero. getClassLoader() returns a reference to the ClassLoader object that loaded this type, or null if the type was loaded by the bootstrap class loader. All this information comes straight out of the method area.

### Method Tables

The type information stored in the method area must be organized to be quickly accessible. In addition to the raw type information listed previously, implementations may include other data structures that speed up access to the raw data. One example of such a data structure is a method table. For each non-abstract class a Java virtual machine loads, it could generate a method table and include it as part of the class information it stores in the method area. A method table is an array of direct references to all the instance methods that may be invoked on a class instance, including instance methods inherited from superclasses. (A method table isn't helpful in the case of abstract classes or interfaces, because the program will never instantiate these.) A method table allows a virtual machine to quickly locate an instance method invoked on an object. Method tables are described in detail in Chapter 8, "The Linking Model."

### An Example of Method Area Use

As an example of how the Java virtual machine uses the information it stores in the method area, consider these classes:

// On CD-ROM in file jvm/ex2/Lava.java

class Lava {

private int speed = 5; // 5 kilometers per hour

void flow() {

}

}

// On CD-ROM in file jvm/ex2/Volcano.java

class Volcano {

public static void main(String[] args) {

Lava lava = new Lava();

lava.flow();

}

}

The following paragraphs describe how an implementation might execute the first instruction in the bytecodes for the main() method of the Volcano application. Different implementations of the Java virtual machine can operate in very different ways. The following description illustrates one way--but not the only way--a Java virtual machine could execute the first instruction of Volcano's main() method.

To run the Volcano application, you give the name "Volcano" to a Java virtual machine in an implementation-dependent manner. Given the name Volcano, the virtual machine finds and reads in file Volcano.class. It extracts the definition of class Volcano from the binary data in the imported class file and places the information into the method area. The virtual machine then invokes the main() method, by interpreting the bytecodes stored in the method area. As the virtual machine executes main(), it maintains a pointer to the constant pool (a data structure in the method area) for the current class (class Volcano).

Note that this Java virtual machine has already begun to execute the bytecodes for main() in class Volcano even though it hasn't yet loaded class Lava. Like many (probably most) implementations of the Java virtual machine, this implementation doesn't wait until all classes used by the application are loaded before it begins executing main(). It loads classes only as it needs them.

main()'s first instruction tells the Java virtual machine to allocate enough memory for the class listed in constant pool entry one. The virtual machine uses its pointer into Volcano's constant pool to look up entry one and finds a symbolic reference to class Lava. It checks the method area to see if Lava has already been loaded.

The symbolic reference is just a string giving the class's fully qualified name: "Lava". Here you can see that the method area must be organized so a class can be located--as quickly as possible--given only the class's fully qualified name. Implementation designers can choose whatever algorithm and data structures best fit their needs--a hash table, a search tree, anything. This same mechanism can be used by the static forName() method of class Class, which returns a Class reference given a fully qualified name.

When the virtual machine discovers that it hasn't yet loaded a class named "Lava," it proceeds to find and read in file Lava.class. It extracts the definition of class Lava from the imported binary data and places the information into the method area.

The Java virtual machine then replaces the symbolic reference in Volcano's constant pool entry one, which is just the string "Lava", with a pointer to the class data for Lava. If the virtual machine ever has to use Volcano's constant pool entry one again, it won't have to go through the relatively slow process of searching through the method area for class Lava given only a symbolic reference, the string "Lava". It can just use the pointer to more quickly access the class data for Lava. This process of replacing symbolic references with direct references (in this case, a native pointer) is called constant pool resolution. The symbolic reference is resolved into a direct reference by searching through the method area until the referenced entity is found, loading new classes if necessary.

Finally, the virtual machine is ready to actually allocate memory for a new Lava object. Once again, the virtual machine consults the information stored in the method area. It uses the pointer (which was just put into Volcano's constant pool entry one) to the Lava data (which was just imported into the method area) to find out how much heap space is required by a Lava object.

A Java virtual machine can always determine the amount of memory required to represent an object by looking into the class data stored in the method area. The actual amount of heap space required by a particular object, however, is implementation-dependent. The internal representation of objects inside a Java virtual machine is another decision of implementation designers. Object representation is discussed in more detail later in this chapter.

Once the Java virtual machine has determined the amount of heap space required by a Lava object, it allocates that space on the heap and initializes the instance variable speed to zero, its default initial value. If class Lava's superclass, Object, has any instance variables, those are also initialized to default initial values. (The details of initialization of both classes and objects are given in Chapter 7, "The Lifetime of a Type.")

The first instruction of main() completes by pushing a reference to the new Lava object onto the stack. A later instruction will use the reference to invoke Java code that initializes the speed variable to its proper initial value, five. Another instruction will use the reference to invoke the flow() method on the referenced Lava object.

## The Heap

Whenever a class instance or array is created in a running Java application, the memory for the new object is allocated from a single heap. As there is only one heap inside a Java virtual machine instance, all threads share it. Because a Java application runs inside its "own" exclusive Java virtual machine instance, there is a separate heap for every individual running application. There is no way two different Java applications could trample on each other's heap data. Two different threads of the same application, however, could trample on each other's heap data. This is why you must be concerned about proper synchronization of multi-threaded access to objects (heap data) in your Java programs.

The Java virtual machine has an instruction that allocates memory on the heap for a new object, but has no instruction for freeing that memory. Just as you can't explicitly free an object in Java source code, you can't explicitly free an object in Java bytecodes. The virtual machine itself is responsible for deciding whether and when to free memory occupied by objects that are no longer referenced by the running application. Usually, a Java virtual machine implementation uses a garbage collector to manage the heap.

### Garbage Collection

A garbage collector's primary function is to automatically reclaim the memory used by objects that are no longer referenced by the running application. It may also move objects as the application runs to reduce heap fragmentation.

A garbage collector is not strictly required by the Java virtual machine specification. The specification only requires that an implementation manage its own heap in some manner. For example, an implementation could simply have a fixed amount of heap space available and throw an OutOfMemory exception when that space fills up. While this implementation may not win many prizes, it does qualify as a Java virtual machine. The Java virtual machine specification does not say how much memory an implementation must make available to running programs. It does not say how an implementation must manage its heap. It says to implementation designers only that the program will be allocating memory from the heap, but not freeing it. It is up to designers to figure out how they want to deal with that fact.

No garbage collection technique is dictated by the Java virtual machine specification. Designers can use whatever techniques seem most appropriate given their goals, constraints, and talents. Because references to objects can exist in many places--Java Stacks, the heap, the method area, native method stacks--the choice of garbage collection technique heavily influences the design of an implementation's runtime data areas. Various garbage collection techniques are described in Chapter 9, "Garbage Collection."

As with the method area, the memory that makes up the heap need not be contiguous, and may be expanded and contracted as the running program progresses. An implementation's method area could, in fact, be implemented on top of its heap. In other words, when a virtual machine needs memory for a freshly loaded class, it could take that memory from the same heap on which objects reside. The same garbage collector that frees memory occupied by unreferenced objects could take care of finding and freeing (unloading) unreferenced classes. Implementations may allow users or programmers to specify an initial size for the heap, as well as a maximum and minimum size.

### Object Representation

The Java virtual machine specification is silent on how objects should be represented on the heap. Object representation--an integral aspect of the overall design of the heap and garbage collector--is a decision of implementation designers

The primary data that must in some way be represented for each object is the instance variables declared in the object's class and all its superclasses. Given an object reference, the virtual machine must be able to quickly locate the instance data for the object. In addition, there must be some way to access an object's class data (stored in the method area) given a reference to the object. For this reason, the memory allocated for an object usually includes some kind of pointer into the method area.

One possible heap design divides the heap into two parts: a handle pool and an object pool. An object reference is a native pointer to a handle pool entry. A handle pool entry has two components: a pointer to instance data in the object pool and a pointer to class data in the method area. The advantage of this scheme is that it makes it easy for the virtual machine to combat heap fragmentation. When the virtual machine moves an object in the object pool, it need only update one pointer with the object's new address: the relevant pointer in the handle pool. The disadvantage of this approach is that every access to an object's instance data requires dereferencing two pointers. This approach to object representation is shown graphically in Figure 5-5. This kind of heap is demonstrated interactively by the HeapOfFish applet, described in Chapter 9, "Garbage Collection."

## The Program Counter

Each thread of a running program has its own pc register, or program counter, which is created when the thread is started. The pc register is one word in size, so it can hold both a native pointer and a returnAddress. As a thread executes a Java method, the pc register contains the address of the current instruction being executed by the thread. An "address" can be a native pointer or an offset from the beginning of a method's bytecodes. If a thread is executing a native method, the value of the pc register is undefined.

## The Java Stack

When a new thread is launched, the Java virtual machine creates a new Java stack for the thread. As mentioned earlier, a Java stack stores a thread's state in discrete frames. The Java virtual machine only performs two operations directly on Java Stacks: it pushes and pops frames.

The method that is currently being executed by a thread is the thread's current method. The stack frame for the current method is the current frame. The class in which the current method is defined is called the current class, and the current class's constant pool is the current constant pool. As it executes a method, the Java virtual machine keeps track of the current class and current constant pool. When the virtual machine encounters instructions that operate on data stored in the stack frame, it performs those operations on the current frame.

When a thread invokes a Java method, the virtual machine creates and pushes a new frame onto the thread's Java stack. This new frame then becomes the current frame. As the method executes, it uses the frame to store parameters, local variables, intermediate computations, and other data.

A method can complete in either of two ways. If a method completes by returning, it is said to have normal completion. If it completes by throwing an exception, it is said to have abrupt completion. When a method completes, whether normally or abruptly, the Java virtual machine pops and discards the method's stack frame. The frame for the previous method then becomes the current frame.

All the data on a thread's Java stack is private to that thread. There is no way for a thread to access or alter the Java stack of another thread. Because of this, you need never worry about synchronizing multi- threaded access to local variables in your Java programs. When a thread invokes a method, the method's local variables are stored in a frame on the invoking thread's Java stack. Only one thread can ever access those local variables: the thread that invoked the method.

Like the method area and heap, the Java stack and stack frames need not be contiguous in memory. Frames could be allocated on a contiguous stack, or they could be allocated on a heap, or some combination of both. The actual data structures used to represent the Java stack and stack frames is a decision of implementation designers. Implementations may allow users or programmers to specify an initial size for Java stacks, as well as a maximum or minimum size.

## The Stack Frame

The stack frame has three parts: local variables, operand stack, and frame data. The sizes of the local variables and operand stack, which are measured in words, depend upon the needs of each individual method. These sizes are determined at compile time and included in the class file data for each method. The size of the frame data is implementation dependent.

When the Java virtual machine invokes a Java method, it checks the class data to determine the number of words required by the method in the local variables and operand stack. It creates a stack frame of the proper size for the method and pushes it onto the Java stack.

### Local Variables

The local variables section of the Java stack frame is organized as a zero-based array of words. Instructions that use a value from the local variables section provide an index into the zero-based array. Values of type int, float, reference, and returnAddress occupy one entry in the local variables array. Values of type byte, short, and char are converted to int before being stored into the local variables. Values of type long and double occupy two consecutive entries in the array.

To refer to a long or double in the local variables, instructions provide the index of the first of the two consecutive entries occupied by the value. For example, if a long occupies array entries three and four, instructions would refer to that long by index three. All values in the local variables are word-aligned. Dual-entry longs and doubles can start at any index.

The local variables section contains a method's parameters and local variables. Compilers place the parameters into the local variable array first, in the order in which they are declared. Figure 5-9 shows the local variables section for the following two methods:

// On CD-ROM in file jvm/ex3/Example3a.java

class Example3a {

public static int runClassMethod(int i, long l, float f,

double d, Object o, byte b) {

return 0;

}

public int runInstanceMethod(char c, double d, short s,

boolean b) {

return 0;

}

}

### Operand Stack

Like the local variables, the operand stack is organized as an array of words. But unlike the local variables, which are accessed via array indices, the operand stack is accessed by pushing and popping values. If an instruction pushes a value onto the operand stack, a later instruction can pop and use that value.

The virtual machine stores the same data types in the operand stack that it stores in the local variables: int, long, float, double, reference, and returnType. It converts values of type byte, short, and char to int before pushing them onto the operand stack.

Other than the program counter, which can't be directly accessed by instructions, the Java virtual machine has no registers. The Java virtual machine is stack-based rather than register-based because its instructions take their operands from the operand stack rather than from registers. Instructions can also take operands from other places, such as immediately following the opcode (the byte representing the instruction) in the bytecode stream, or from the constant pool. The Java virtual machine instruction set's main focus of attention, however, is the operand stack.

The Java virtual machine uses the operand stack as a work space. Many instructions pop values from the operand stack, operate on them, and push the result. For example, the iadd instruction adds two integers by popping two ints off the top of the operand stack, adding them, and pushing the int result. Here is how a Java virtual machine would add two local variables that contain ints and store the int result in a third local variable:

### Frame Data

In addition to the local variables and operand stack, the Java stack frame includes data to support constant pool resolution, normal method return, and exception dispatch. This data is stored in the frame data portion of the Java stack frame.

Many instructions in the Java virtual machine's instruction set refer to entries in the constant pool. Some instructions merely push constant values of type int, long, float, double, or String from the constant pool onto the operand stack. Some instructions use constant pool entries to refer to classes or arrays to instantiate, fields to access, or methods to invoke. Other instructions determine whether a particular object is a descendant of a particular class or interface specified by a constant pool entry.

Whenever the Java virtual machine encounters any of the instructions that refer to an entry in the constant pool, it uses the frame data's pointer to the constant pool to access that information. As mentioned earlier, references to types, fields, and methods in the constant pool are initially symbolic. When the virtual machine looks up a constant pool entry that refers to a class, interface, field, or method, that reference may still be symbolic. If so, the virtual machine must resolve the reference at that time.

Aside from constant pool resolution, the frame data must assist the virtual machine in processing a normal or abrupt method completion. If a method completes normally (by returning), the virtual machine must restore the stack frame of the invoking method. It must set the pc register to point to the instruction in the invoking method that follows the instruction that invoked the completing method. If the completing method returns a value, the virtual machine must push that value onto the operand stack of the invoking method.

The frame data must also contain some kind of reference to the method's exception table, which the virtual machine uses to process any exceptions thrown during the course of execution of the method. An exception table, which is described in detail in Chapter 17, "Exceptions," defines ranges within the bytecodes of a method that are protected by catch clauses. Each entry in an exception table gives a starting and ending position of the range protected by a catch clause, an index into the constant pool that gives the exception class being caught, and a starting position of the catch clause's code.

When a method throws an exception, the Java virtual machine uses the exception table referred to by the frame data to determine how to handle the exception. If the virtual machine finds a matching catch clause in the method's exception table, it transfers control to the beginning of that catch clause. If the virtual machine doesn't find a matching catch clause, the method completes abruptly. The virtual machine uses the information in the frame data to restore the invoking method's frame. It then rethrows the same exception in the context of the invoking method.

In addition to data to support constant pool resolution, normal method return, and exception dispatch, the stack frame may also include other information that is implementation dependent, such as data to support debugging.

### Possible Implementations of the Java Stack

Implementation designers can represent the Java stack in whatever way they wish. As mentioned earlier, one potential way to implement the stack is by allocating each frame separately from a heap. As an example of this approach, consider the following class:

// On CD-ROM in file jvm/ex3/Example3c.java

class Example3c {

public static void addAndPrint() {

double result = addTwoTypes(1, 88.88);

System.out.println(result);

}

public static double addTwoTypes(int i, double d) {

return i + d;

}

}

Figure 5-11 shows three snapshots of the Java stack for a thread that invokes the addAndPrint() method. In the implementation of the Java virtual machine represented in this figure, each frame is allocated separately from a heap. To invoke the addTwoTypes() method, the addAndPrint() method first pushes an int one and double 88.88 onto its operand stack. It then invokes the addTwoTypes() method.

## Native Method Stacks

In addition to all the runtime data areas defined by the Java virtual machine specification and described previously, a running Java application may use other data areas created by or for native methods. When a thread invokes a native method, it enters a new world in which the structures and security restrictions of the Java virtual machine no longer hamper its freedom. A native method can likely access the runtime data areas of the virtual machine (it depends upon the native method interface), but can also do anything else it wants. It may use registers inside the native processor, allocate memory on any number of native heaps, or use any kind of stack.

Native methods are inherently implementation dependent. Implementation designers are free to decide what mechanisms they will use to enable a Java application running on their implementation to invoke native methods.

Any native method interface will use some kind of native method stack. When a thread invokes a Java method, the virtual machine creates a new frame and pushes it onto the Java stack. When a thread invokes a native method, however, that thread leaves the Java stack behind. Instead of pushing a new frame onto the thread's Java stack, the Java virtual machine will simply dynamically link to and directly invoke the native method. One way to think of it is that the Java virtual machine is dynamically extending itself with native code. It is as if the Java virtual machine implementation is just calling another (dynamically linked) method within itself, at the behest of the running Java program.

If an implementation's native method interface uses a C-linkage model, then the native method stacks are C stacks. When a C program invokes a C function, the stack operates in a certain way. The arguments to the function are pushed onto the stack in a certain order. The return value is passed back to the invoking function in a certain way. This would be the behavior of the of native method stacks in that implementation.

A native method interface will likely (once again, it is up to the designers to decide) be able to call back into the Java virtual machine and invoke a Java method. In this case, the thread leaves the native method stack and enters another Java stack.

Figure 5-13 shows a graphical depiction of a thread that invokes a native method that calls back into the virtual machine to invoke another Java method. This figure shows the full picture of what a thread can expect inside the Java virtual machine. A thread may spend its entire lifetime executin

## Execution Engine

At the core of any Java virtual machine implementation is its execution engine. In the Java virtual machine specification, the behavior of the execution engine is defined in terms of an instruction set. For each instruction, the specification describes in detail what an implementation should do when it encounters the instruction as it executes bytecodes, but says very little about how. As mentioned in previous chapters, implementation designers are free to decide how their implementations will execute bytecodes. Their implementations can interpret, just-in-time compile, execute natively in silicon, use a combination of these, or dream up some brand new technique.

Similar to the three senses of the term "Java virtual machine" described at the beginning of this chapter, the term "execution engine" can also be used in any of three senses: an abstract specification, a concrete implementation, or a runtime instance. The abstract specification defines the behavior of an execution engine in terms of the instruction set. Concrete implementations, which may use a variety of techniques, are either software, hardware, or a combination of both. A runtime instance of an execution engine is a thread.

Each thread of a running Java application is a distinct instance of the virtual machine's execution engine. From the beginning of its lifetime to the end, a thread is either executing bytecodes or native methods. A thread may execute bytecodes directly, by interpreting or executing natively in silicon, or indirectly, by just- in-time compiling and executing the resulting native code. A Java virtual machine implementation may use other threads invisible to the running application, such as a thread that performs garbage collection. Such threads need not be "instances" of the implementation's execution engine. All threads that belong to the running application, however, are execution engines in action.

### The Instruction Set

A method's bytecode stream is a sequence of instructions for the Java virtual machine. Each instruction consists of a one-byte opcode followed by zero or more operands. The opcode indicates the operation to be performed. Operands supply extra information needed by the Java virtual machine to perform the operation specified by the opcode. The opcode itself indicates whether or not it is followed by operands, and the form the operands (if any) take. Many Java virtual machine instructions take no operands, and therefore consist only of an opcode. Depending upon the opcode, the virtual machine may refer to data stored in other areas in addition to (or instead of) operands that trail the opcode. When it executes an instruction, the virtual machine may use entries in the current constant pool, entries in the current frame's local variables, or values sitting on the top of the current frame's operand stack.

The abstract execution engine runs by executing bytecodes one instruction at a time. This process takes place for each thread (execution engine instance) of the application running in the Java virtual machine. An execution engine fetches an opcode and, if that opcode has operands, fetches the operands. It executes the action requested by the opcode and its operands, then fetches another opcode. Execution of bytecodes continues until a thread completes either by returning from its starting method or by not catching a thrown exception.

From time to time, the execution engine may encounter an instruction that requests a native method invocation. On such occasions, the execution engine will dutifully attempt to invoke that native method. When the native method returns (if it completes normally, not by throwing an exception), the execution engine will continue executing the next instruction in the bytecode stream.

One way to think of native methods, therefore, is as programmer-customized extensions to the Java virtual machine's instruction set. If an instruction requests an invocation of a native method, the execution engine invokes the native method. Running the native method is how the Java virtual machine executes the instruction. When the native method returns, the virtual machine moves on to the next instruction. If the native method completes abruptly (by throwing an exception), the virtual machine follows the same steps to handle the exception as it does when any instruction throws an exception.

Part of the job of executing an instruction is determining the next instruction to execute. An execution engine determines the next opcode to fetch in one of three ways. For many instructions, the next opcode to execute directly follows the current opcode and its operands, if any, in the bytecode stream. For some instructions, such as goto or return, the execution engine determines the next opcode as part of its execution of the current instruction. If an instruction throws an exception, the execution engine determines the next opcode to fetch by searching for an appropriate catch clause.

Several instructions can throw exceptions. The athrow instruction, for example, throws an exception explicitly. This instruction is the compiled form of the throw statement in Java source code. Every time the athrow instruction is executed, it will throw an exception. Other instructions throw exceptions only when certain conditions are encountered. For example, if the Java virtual machine discovers, to its chagrin, that the program is attempting to perform an integer divide by zero, it will throw an ArithmeticException. This can occur while executing any of four instructions--idiv, ldiv, irem, and lrem--which perform divisions or calculate remainders on ints or longs.

Each type of opcode in the Java virtual machine's instruction set has a mnemonic. In the typical assembly language style, streams of Java bytecodes can be represented by their mnemonics followed by (optional) operand values.

## [Parts Of JVM And JVM Architecture Diagram?](http://middlewaremagic.com/weblogic/?p=4456)

# What Are these Different Parts?

## Eden Space:

Eden Space is a Part of Java Heap where the JVM initially creates any objects, where most objects die and quickly are cleanedup by the minor Garbage Collectors (Note: Full Garbage Collection is different from Minor Garbage Collection). Usually any new objects created inside a Java Method go into Eden space and the objects space is reclaimed once the method execution completes. Where as the Instance Variables of a Class usually lives longer until the Object based on that class gets destroyed. When Eden fills up it causes a minor collection, in which some surviving objects are moved to an older generation.

## Survivor Spaces:

Eden Sapce has two Survivor spaces. One survivor space is empty at any given time. These Survivor Spaces serves as the destination of the next copying collection of any living objects in eden and the other survivor space.

The parameter SurvivorRatio can be used to tune the size of the survivor spaces.

-XX:SurvivorRatio=6 sets the ratio between each survivor space and eden to be 1:6

If survivor spaces are too small copying collection overflows directly into the tenured generation.

## Young Generation: (-XX:MaxNewSize)

Till JDK1.3 and 1.4 we used to set the Young Generation Size using **-XX:MaxNewSize**. But from JDK1.4 onwards we set the YoungGeneration size using (**-Xmn**) JVM option.

Young Generation size is controlled by NewRatio.  It means setting -XX:NewRatio=3 means that the ratio between the Old Generation and the Young Generation is  1:3

.

Similarly -XX:NewRatio=8 means that 8:1 ratio of tenured and young generation.

**NewRatio:** NewRatio is actually the ratio between the (YoungGenaration/Old Generations) has default values of 2 on Sparc , 12 on client Intel, and 8 everywhere else.

**NOTE:** After JDK 1.4 The Young Generation Size can be set using  (**-Xmn**) as well.

## **Virtual Space-1: (MaxNewSize – NewSize)**

The First Virtual Space is actually shows the difference between the -XX:NewSize and -XX:MaxNewSize.  Or we can say that it is basically a difference between the Initial Young Size and the Maximum Young Size.

## Java Heap Area: (-Xmx and -Xms)

### Java Heap is a Memory area inside the Java Process which holds the java objects.  Java Heap is a combination of Young Generation Heap and Old Generation Heap. We can set the Initial Java Heap Size using -Xms JVM parameter similarly if we want to set the Maximum Heap Size then we can use -Xmx JVM parameter to define it.

**Example:**

**-Xmx1024m** —> Means Setting the Maximum limit of Heap as 1 GB

**-Xms512m** —> Means setting Java Heap Initial Size as 512m

.

**NOTE-1):** It is always recommended to set the Initial and the Maximum Heap size values as same for better performance.

**NOTE-2):** The Theoretical limitation of Maximum Heap size for a 32 bit JVM is upto 4GB. Because of the Memory Fragmentation, Kernel Space Addressing, Swap memory usages and the Virtual Machine Overheads are some factors JVM does not allow us to allocate whole 4GB memory for Heap in a 32 bit JVM. So usually on 32-bit Windows Operating Systems the Maximum can be from 1.4 GB to 1.6 GB.

.

If we want a Larger memory allocation according to our application requirement then we must choose the 64-bit operating systems with 64 bit JVM. 64-bit JVM provides us a larger address space. So we can have much larger Java Heap  with  the increased number of Threads allocation area. Based on the Nature of your Operating system in a 64 bit JVM you can even set the Maximum Heap size upto 32GB.

Example:        -Xms32g -Xmx32g -Xmn4g

## Virtual Space-2: (MaxHeapSize – InitialHeapSize)

The Second Virtual Space is actually the Difference between the Maximum Heap size (**-Xmx**)and the Initial Heap Size(**-Xms**). This is called as virtual space because initially the JVM will allocate the Initial Heap Size and then according to the requirement the Heap size can grow till the MaxHeapSize.

.

## **PermGen Space: (-XX:MaxPermSize)**

PermGen is a non-heap memory area where the Class Loading happens and the JVM allocates spaces for classes, class meta data,  java methods and the reference Objects here. The PermGen is independent from the Heap Area. It can be resized according to the requirement using -XX:MaxPermSize and -XX:PermSize  JVM Options. The Garbage collection happens in this area of JVM Memory as well. The Garbage collection in this area is called as “Class GC”. We can disable the Class Garbage Collection using the JVM Option -noclassgc. if  ”-noclassgc” Java Option is added while starting the Server. In that case the Classes instances which are not required will not be Garbage collected.

## **Native Area:**

Native Memory is an area which is usually used by the JVM for it’s internal operations and to execute the JNI codes. The JVM Uses Native Memory for Code Optimization and for loading the classes and libraries along with the intermediate code generation.

The Size of the Native Memory depends on the Architecture of the Operating System and the amount of memory which is already commited to the Java Heap. Native memory is an Process Area where the JNI codes gets loaded or JVM Libraries gets loaded or the native Performance packs and the Proxy Modules gets loaded.

There is no JVM Option available to size the Native Area. but we can calculate it approximately using the following formula:

**NativeMemory = (ProcessSize – MaxHeapSize – MaxPermSize)**

**JVM Architecture**

If you start learning Java, you would want to learn full details of how JVM really functioning. In this post, I'm going to explain JVM (Java Virtual Machine) architecture.

|  |
| --- |
| [http://2.bp.blogspot.com/-4g8GW68TQy4/T0J4DOqkE1I/AAAAAAAAJGE/k62CUFwPtRc/s640/JVM-arc1.png](http://2.bp.blogspot.com/-4g8GW68TQy4/T0J4DOqkE1I/AAAAAAAAJGE/k62CUFwPtRc/s1600/JVM-arc1.png) |
| JVM Architecture |

JVM has various sub components internally. You can see all of them from the above diagram.  
  
**1. Class loader sub system:** JVM's class loader sub system performs 3 tasks  
      a. It loads .class file into memory.  
      b. It verifies byte code instructions.  
      c. It allots memory required for the program.  
  
**2. Run time data area:** This is the memory resource used by JVM and it is divided into 5 parts  
      **a. Method area:** Method area stores class code and method code.  
      **b. Heap:** Objects are created on heap.  
      **c. Java stacks:** Java stacks are the places where the Java methods are executed. A Java stack contains frames. On each frame, a separate method is executed.  
      **d. Program counter registers:** The program counter registers store memory address of the instruction to be executed by the microprocessor.  
      **e. Native method stacks:** The native method stacks are places where native methods (for example, C language programs) are executed. Native method is a function, which is written in another language other than Java.  
  
**3. Native method interface:** Native method interface is a program that connects native methods libraries (C header files) with JVM for executing native methods.  
  
**4. Native method library:** holds the native libraries information.  
  
**5. Execution engine:** Execution engine contains interpreter and JIT compiler, which covert byte code into machine code. JVM uses optimization technique to decide which part to be interpreted and which part to be used with JIT compiler. The HotSpot represent the block of code executed by JIT compiler.  
  
The above information is just very basic guide of what JVM consists of. Please refer "Inside JVM" book in order to learn more about JVM in detail.

**Internal Memory Details**

One of the biggest strength of the Java Platform is the implementation of an automatic memory management in the Java Virtual Maschine. Everybody who has programmed with languages like C/C++ knows about the problems of managing memory allocation and deallocation in the code. With Java problems like deallocating memory too early (corrupted pointer) or too late ([memory leak](http://de.wikipedia.org/wiki/Speicherleck)) cannot occur by specification. The question is: Why am I writing these blog entries?

The problem is that even with an implicit memory management integrated, Java cannot prevent application of being corrupt in sense of memory management, even it is not allowed to explicitly allocate memory in Java. The result of such wrongly programmed code normally is an exception of type: [java.lang.OutOfMemoryError](http://java.sun.com/javase/6/docs/api/java/lang/OutOfMemoryError.html" \o "OutOfMemoryError Javadoc" \t "_blank).

This part of the blog series about Java OutOfMemoryError, will introduce the Java Memory Architecture in detail and shows in which memory areas an java.lang.OutOfMemoryError can occur. Details about the cause of these errors and the tools and methods for analysis will be covered in later entries.

Lets start by looking at the Javadoc of java.lang.OutOfMemoryError:

*Thrown when the Java Virtual Machine cannot allocate an object because it is out of memory, and no more memory could be made available by the garbage collector.*

This description copied from the actual Java API Documentation (Version 6) is not only very short, but in my point of view incomplete and therefore wrong. This description does only cover the heap of the JVM – as we will learn later, OutOfMemoryError can also occur in different areas of the JVMs memory. These errors are not mentioned in the Javadoc, but you can see them every day in real world applications.

The architecture of Java’s memory management is defined for all JVM implementations in the [Java Virtual Machine Specification](http://java.sun.com/docs/books/jvms/second_edition/html/VMSpecTOC.doc.html)*.*Chapters *3.5 Runtime Data Areas* and *3.6 Frames*are the most relevant for memory architecture. For a better understanding, I’ve drawn the following picture as a summary of the chapters on memory areas in a JVM.
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We can basically distinguish memory areas that are available for all threads in a JVM and those memory areas that are exclusively accessible from only one thread. The two areas that are available from all threads are the *Method Area*and the*Heap*.

The method area is responsible for storing class information. The Class-Loader will load the bytecode of a class and will pass it to the JVM. The JVM will generate an internal class representation of the bytecode and store it in the method area. The internal representation of a class will have the following data areas:

* *Runtime Constant Pool*Numeric constants of the class of types int, long, float or double, String-constants and symbolic references to all methods, attributes and types of this class.
* *Method Code*The implementation (code) of all methods of this class including constructors etc.
* *Attributes*A list of all named attributes of this class.
* *Fields*Values of all fields of this class as references to the Runtime Constant Pool.

The method area can be part of the heap and will be created at runtime. The size of the method area can be static or dynamic and it does not have to provide a Garbage Collector.

The second memory area that is available for all threads inside the JVM is the *Heap.* The Java heap manages instances of classes (objects) and arrays at runtime. The heap will be created at JVM startup and the size can be static or dynamic. The JVM specification mandates a Garbage Collection mechanism for reclaiming the memory of an object on the Java heap. The implementation of the Garbage Collector is not specified, but it is not allowed to provide the programmer with an explicit mechanism for deallocating the memory of an object.

Lets have a look at the [Sun HotSpot](http://java.sun.com/javase/technologies/hotspot/) implementation as an example:
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The heap is devided into two generations: The Young Generation and the Tenured Generation. The details of this “generational heap” are not relevant in the context of Java OutOfMemoryError as the design is driven by [optimizations of the Garbage Collection algorithm](http://www.oracle.com/technetwork/java/javase/gc-tuning-6-140523.html). The method area is implemented as a separated part: The Permanent Generation. All details about configuration and monitoring of these generations will be covered in the third part of this series: “JVM Monitoring and Configuration”.

This example of the Sun HotSpot JVM memory architecure shows that the JVM specification defines how the memory inside a JVM is organized in general, but leaves enough room for implementation specific optimizations.

In addition to the heap and method area, that are available for all threads of a JVM, every thread also has exclusive access to memory that is created for each thread:

* *PC Register*The Program Counter register. The register points to the current JVM instruction of the method the thread is executing, if the method is not a native method. If it is a native method the content of the PC register is not defined.
* *Java Virtual Machine Stack*Each thread gets its own stack on which so called *Frames* are pushed for each method the thread currently executed. This means that there can be many frames on the stack for nested method calls – but there is only one frame active at the same time for one thread. The frame contains the local variables of the method, a reference to the Runtime Constant Pool of the method’s class and an operand stack for the execution of JVM operations. (The JVM is a stack machine!)
* *Native Methode Stack*Native methods get its own stack, the so called „C-Stack“.

Until now you should have get an overview of the Java Memory Model including its different memory areas – this is essential, because now we will take a closer look at our java.lang.OutOfMemoryError. As mentioned before the Javadoc of this exception is not very meaningful, but the Java Virtual Machine specification defines exactly when and where Java OutOfMemoryError can occur. The difficulty is that theses errors can occur in every memory area I’ve described before. Let’s have a look at the Sun HotSpot JVM and its concrete implementation of OutOfMemoryError errors.

In the heap we get an OutOfMemoryError, if the garbage collector cannot reclaim enough memory for a new object. In such situation the Sun HotSpot JVM shows this error message:

Exception in thread "main": java.lang.OutOfMemoryError: Java heap space

A alternative for this is

Exception in thread "main": java.lang.OutOfMemoryError: Requested array size exceeds VM limit

if the application tries to create an array on the heap that is bigger than the total heap size.

If there is not enough memory in the method area for creating a new class, the Sun HotSpot implementation gets an error in the permanent generation:

Exception in thread "main": java.lang.OutOfMemoryError: PermGen space

Both kinds of OutOfMemoryError occur very often in real life and the reasons for them are very different and will be covered in later blog entries.

OutOfMemory errors in thread exclusive memory areas occur less frequently and are identified by the following error messages in the Sun HotSpot JVM:

Exception in thread "main" java.lang.OutOfMemoryError: unable to create new native thread

Exception in thread "main": java.lang.OutOfMemoryError: <reason> <stacktrace> (Native method)

The first error is thrown if there are too many threads in the JVM and there is not enough memory left to create a new thread. I’ve seen this because the memory limits of a process have been reached (especially in 32bit operating systems, e.g. on Windows 32bit it is 2GB) or the maximum number of file handles for the user that executes the java process has been reached. The second error message indicates that a memory allocation error on a native stack (JNI method call) has occured.

It is also interesting that a memory allocation error on the JVM stack (too many frames on the stack) does not throw an Java OutOfMemory error but as the JVM specification mandates: [java.lang.StackOverflowError](http://java.sun.com/javase/6/docs/api/java/lang/StackOverflowError.html" \o "Apidocs" \t "_self).

The last variant of the OutOfMemoryError that I know of is

Exception in thread "main": java.lang.OutOfMemoryError: request <size> bytes for <reason>. Out of swap space?

This error is thrown if there is not enough memory left on the operating system level – which is normally true if other processes are using all of the available memory or the swap space is configured too small.

This first blog entry of the Java OutOfMemoryError series covered the basics of the Java Memory Architecture. In my point of view it is essential to know the different memory areas of the JVM and its functions if you want to understand why a java.lang.OutOfMemoryError occured in your application. I hope that I have made clear that there can be many variations of this error with totally different possible causes. There are a lot of open questions about when and why theses errors occur and how we can monitor and analyze memory problems in our applications. This is exactly what the next episodes ot this [Java OutOfMemoryError series](http://blog.codecentric.de/en/2010/01/java-outofmemoryerror-eine-tragodie-in-sieben-akten/) will cover.