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URL-rewriting vs URL-encoding in Servlet JSP

Main **difference between URL-rewriting and URL-encoding** is that URL-rewriting is a technique to maintain user session if cookies are not enabled on client browser or browser doesn't support cookie while **URL-encoding** is a way to pass string to server containing special characters  by converting special characters like space into some other characters like + . people often confuse between URL encoding and URL rewriting because of there names which sounds quite similar for new guys but functionality wise they are totally different to each other, Also servlet encodeURL() method adds more confusion because its sounds like its used for **URL Encoding** but indeed used for **URL Rewriting**. This is also a very popular servlet and JSP interview questions , I have also shared some more questions on my posts [10 Servlet Interview questions answers](http://javarevisited.blogspot.com/2011/09/servlet-interview-questions-answers.html) and [10 JSP interview questions and answers for Java programmer](http://javarevisited.blogspot.com/2011/10/jsp-interview-questions-answers-for.html).

Difference between URL Rewriting and URL Encoding in JSP Servlet

You often need to encode URL before sending it to server and need to rewrite URL with session id in order to maintain session where cookie is not present. here are some more *differences between URL-rewriting and URL encoding in Servlet* JSP

1) java.servlet.http.HttpServletResponse methods encodeURL(String url) and encodeRedirectURL(String URL) is used to **encode SesssionID on URL** to support URL-rewriting. don't confuse with name encodeURL() because it doesn't do URL encoding instead it **embeds sessionID in url** if necessary. logic to include sessionID is in method itself and it doesn't embed sessionID if browser supports cookies or session maintenance is not required. In order to implement a robust **session tracking** all URL from Servlet and JSP should have session id embedded on it.

In order to implement **URL-rewriting in JSP** you can use use JSTL core tag all URL passed to it will automatically be URL-rewriting if browser doesn't support cookies.

While java.net.URLEncoder.encode() and java.net.URLDecoder.decode()is used to perform **URL Encoding and decoding** which replace special character from String to another character. This method uses default encoding of system and also deprecated instead of this you can use java.net.URLEncoder.encode(String URL, String encoding) which allows you to specify encoding. as per W3C UTF-8 encoding should be used to **encode URL in web application**.

2) In **URL rewriting** session id is appended to URL and in case of URL-encoding special character replaced by another character.

**Using float and double for monetary or financial calculation**Java is considered very safe programming language compared to C and C++ as it doesn't have free() and malloc() to directly do memory allocation and deallocation, You don't need to worry of array overrun in Java as they are bounded and there is pointer arithmetic in Java. Still there are some sharp edges in [Java programming language](http://javarevisited.blogspot.com/2011/11/run-java-program-from-command-prompt.html) which you need to be aware of while writing enterprise application. Many of us make subtle mistake in Java which looks correct in first place but turn out to be buggy when looked carefully. In this series of java articles I will be sharing some of common Java mistake programmers make while programming application in Java. As I have said earlier every day we learn new things but we forget something equally important. This again highlight importance of [code review](http://javarevisited.blogspot.com/2011/09/code-review-checklist-best-practice.html) and following [best practices in Java](http://javarevisited.blogspot.com/2011/08/code-comments-java-best-practices.html). In this part we will discuss why double and float should not be used in monetary or financial calculation where exact result of calculation is expected.

**Using double and float for exact calculation**

This is one of common mistake Java programmer make until they are familiar with BigDecimal class. When we learn Java programming we have been told that use float and double to represent decimal numbers its not been told that result of floating point number is not exact, which makes them unsuitable for any financial calculation which requires exact result and not approximation. float anddouble are designed for engineering and scientific calculation and many times doesn’t produce exact result also result of floating point calculation may vary from [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) to JVM. Look at below example of BigDecimal and double primitive which is used to represent money value, its quite clear that floating point calculation may not be exact and one should use BigDecimal for financial calculations.

public class BigDecimalExample {

     public static void main(String args[]) throws IOException {

      //floating point calculation

      double amount1 = 2.15;

      double amount2 = 1.10;

      System.out.println("difference between 2.15 and 1.0 using double is: " + (amount1 - amount2));

      //Use BigDecimal for financial calculation

      BigDecimal amount3 = new BigDecimal("2.15");

      BigDecimal amount4 = new BigDecimal("1.10") ;

      System.out.println("difference between 2.15 and 1.0 using BigDecimal is: " + (amount3.subtract(amount4)));

    }

}

Output:

difference between 2.15 and 1.0 using double is: 1.0499999999999998

difference between 2.15 and 1.0 using BigDecmial is: 1.05

From above example of floating point calculation is pretty clear that result of floating point calculation may not be exact at all time and it should not be used in places where exact result is expected.

Using Incorrect BigDecimal constructor

Another mistake Java Programmers make is using wrong constructor of BigDecmial. BigDecimal has [overloaded constructor](http://javarevisited.blogspot.com/2012/01/what-is-constructor-overloading-in-java.html) and if you use the one which accept double as argument you will get same result as you do while operating with double. So always use BigDecimal with String constructor. here is an example of using BigDecmial constructed with double values:

//Creating BigDecimal from double values

BigDecimal amount3 = new BigDecimal(2.15);

BigDecimal amount4 = new BigDecimal(1.10) ;

System.out.println("difference between 2.15 and 1.0 using BigDecmial is: " + (amount3.subtract(amount4)));

Output:

difference between 2.15 and 1.0 using double is: 1.0499999999999998

difference between 2.15 and 1.0 using BigDecmial is: 1.049999999999999822364316059974953532218933105468750

I agree there is not much difference between these two constructor but you got to remember this.

Using result of floating point calculation in loop condition

One more mistake from Java programmer can be using result of floating point calculation for determining conditions on loop. Though this may work some time it may result  in infinite loop another time. See below example where your Java program will get locked inside infinite while loop:

double amount1 = 2.15;

double amount2 = 1.10;

while((amount1 - amount2) != 1.05){

  System.out.println("We are stuck in infinite loop due to comparing with floating point numbers");

}

Output:

We are stuck in infinite loop due to comparing with floating point numbers

We are stuck in infinite loop due to comparing with floating point numbers

This code will result in infinite loop because result of subtraction of amount1 and amount 2 will not be 1.5 instead it would be "1.0499999999999998" which make boolean condition true.

That’s all on this part of learning from mistakes in Java, bottom line is :

* Don’t use float and double on monetary calculation.
* Use BigDecimal, long or int for monetary calculation.
* Use BigDecimal with String constructor and avoid double one.
* Don’t use floating point result for comparing loop conditions.

[**What is Race Condition in multithreading – 2 Examples in Java**](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html)

**Race condition in Java** is a type of concurrency bug or issue which is introduced in your program because  parallel execution of your program by multiple threads at same time, Since Java is a multi-threaded programming language hence risk of Race condition is higher in Java which demands clear understanding of what causes a race condition and how to avoid that. Anyway Race conditions are just one of hazards or risk presented by  use of multi-threading in Java just like [deadlock in Java](http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html). **Race conditions** occurs when two thread operate on same object without proper synchronization and there operation interleaves on each other. Classical **example of Race condition** is incrementing a counter since increment is not an atomic operation and can be further divided into three steps like read, update and write. if two [threads](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) tries to increment count at same time and if they read same value because of interleaving of read operation of one thread to update operation of another thread, one count will be lost when one thread overwrite increment done by other thread. atomic operations are not subject to race conditions because those operation cannot be interleaved. This is also [a popular multi-threading interview questions](http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html) during core java interviews. In this article we will see **how to find race condition in Java** and  two sample code patterns which often causes race conditions in Java.

How to find Race Conditions in Java

**Finding Race conditions** in any language is most difficult job and Java is no different, though since readability of Java code is very good and synchronized constructs are well defined heaps to find race conditions by code review. finding race conditions by unit testing is not reliable due to random nature of race conditions. since race conditions surfaces only some time your unit test may passed without facing any race condition. only sure shot way to find race condition is reviewing code manually or using code review tools which can alert you on potential race conditions based on code pattern and use of synchronization in Java. I solely rely on [code review](http://javarevisited.blogspot.com/2011/09/code-review-checklist-best-practice.html) and yet to find a suitable *tool for exposing race condition in java*.

Code Example of Race Condition in Java

Based on my experience in Java synchronization and where we use synchronized keyword I found that two code patterns namely "**check and act**" and "**read modify write**" can suffer race condition if not synchronized properly. both cases rely on natural assumption that a single line of code will be atomic and execute in one shot which is wrong e.g. ++ is not atomic.

**"Check and Act" race condition pattern**

classical example of "check and act" race condition in Java is getInstance() method of Singleton Class, remember that was one questions which we have discussed on 10 Interview questions on Singleton pattern in Java as "[How to write thread-safe Singleton in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html)". getInstace() method first check for whether instance is null and than initialized the instance and return to caller. Whole purpose of Singleton is that getInstance should always return same instance of Singleton. if you call getInstance() method from two thread simultaneously its possible that while one thread is initializing singleton after null check, another thread sees value of \_instance reference variable as null (quite possible in java) especially if your object takes longer time to initialize and enters into critical section which eventually results in getInstance() returning two separate instance of Singleton. This may not happen always because a fraction of delay may result in value of \_instance updated in main memory. here is a code example

public Singleton getInstance(){

if(\_instance == null){   //**race condition if two threads sees \_instance= null**

\_instance = new Singleton();

}

}

an easy way to fix "**check and ac**t" race conditions is to synchronized keyword and enforce locking which will make this operation atomic and guarantees that block or method will only be executed by one thread and result of operation will be visible to all threads once [synchronized blocks](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) completed or thread exited form synchronized block.

**read-modify-update race conditions**

This is another code pattern in Java which cause race condition, classical example is the non thread safe counter we discussed in [how to write thread safe class in Java](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html). this is also a very popular multi-threading question where they ask you to find bugs on concurrent code. read-modify-update pattern also comes due to improper synchronization of **non-atomic operations** or combination of two individual atomic operations which is not atomic together e.g. put if absent scenario. consider below code

if(!hashtable.contains(key)){

hashtable.put(key,value);

}

here we only insert object into hashtable if its not already there. point is both contains() and put() are atomic but still this code can result in race condition since both operation together is not atomic. consider thread T1 checks for conditions and goes inside if block now CPU is switched from T1 to thread T2 which also checks condition and goes inside if block. now we have two thread inside if block which result in either T1 overwriting T2 value or vice-versa based on which thread has CPU for execution. In order to **fix this race condition in Java** you need to wrap this code inside synchronized block which makes them atomic together because no thread can go inside synchronized block if one thread is already there.

These are just some of *examples of race conditions in Java*, there will be numerous based on your business logic and code. best approach to find Race conditions is code review but its hard because thinking concurrently is not natural and we still assume code to run sequentially. Problem can become worse if JVM reorders code in absent of proper synchronization to gain performance benefit and this usually happens on production under heavily load, which is worst. I also suggest doing **load testing** in production like environment which many time helps to expose race conditions in java. Please share if you have faced any race condition in java projects.

[**Why non-static variable cannot be referenced from a static context?**](http://javarevisited.blogspot.com/2012/02/why-non-static-variable-cannot-be.html)

"**non-static variable cannot be referenced from a static context**" is biggest nemesis of some one who has just

started programming and that too in Java. Since [main method in java](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) is most popular method among all beginners and

they try to put program code there they face "*non-static variable cannot be referenced from a static context*" **compiler error**when they  try to access a non static member variable inside main in Java which is static. if you want to know

why main is declared static in Java see the link.

public class **StaticTest** {

    private int count=0;

    public static void main(String args[]) throws IOException {

        count++; //**compiler error: non-static variable count cannot be referenced from a static context**

    }

}

Why non static variable can not be called from static method

[![non-static variable cannot be referenced from a static context](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://javarevisited.blogspot.com/2011/10/java-iterator-tutorial-example-list.html)Now before finding answer of compiler error "non-static variable cannot be referenced from a static context", let's have a quick revision of static. [Static variable in Java](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) belongs to Class and its **value remains same for all instance**. static variable initialized when class is loaded into [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) on the other hand instance variable has different value for each instances and they get created when instance of an object is created either by using new() operator or using reflection like Class.newInstance(). So if you try to access a non static variable without any instance compiler will complain because **those variables are not yet created** and they don't have any existence until an instance is created and they are associated with any instance. So in my opinion only reason which make sense to disallow [non static or instance variable](http://javarevisited.blogspot.com/2012/02/difference-between-instance-class-and.html) inside static context is non existence of instance.

In summary since code in static context can be run even without creating any instance of class, it does not make sense asking value for an specific instance which is not yet created.

How to access non static variable inside static method or block

You can still access any non static variable inside any static method or block by creating an instance of [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html)

and using that instance to reference instance variable. This is the only legitimate way to access non static variable

on static context. here is a code **example of accessing non static variable inside static context**:

public class **StaticTest** {

    private int count=0;

    public static void main(String args[]) throws IOException {

        StaticTest test = new StaticTest(); *//accessing static variable by creating an instance of class*

        test.count++;

    }

}

So next time if you get compiler error “**non-static variable cannot be referenced from a static context”**access static member by creating an instance of Class. Let me know if you find any other reason on why non-static variable cannot be referenced from a static context.

# [**fail-safe vs fail-fast Iterator in Java**](http://javarevisited.blogspot.com/2012/02/fail-safe-vs-fail-fast-iterator-in-java.html)

**Difference between fail-safe and fail-fast Iterator** is becoming [favorite core java interview questions](http://javarevisited.blogspot.com/2011/04/top-20-core-java-interview-questions.html) day by day, reason

it touches concurrency a bit and interviewee can go deep on it to ask *how fail-safe or fail-fast behavior is implemented*.

In this article article we will see **what is fail-safe and fail fast iterators in java** and differences between fail-fast and fail-safe iterators . Concept of fail-safe iterator are relatively new in Java and first introduced with [Concurrent Collections in Java](http://javarevisited.blogspot.com/2011/04/difference-between-concurrenthashmap.html) 5 like ConcurrentHashMap and CopyOnWriteArrayList.

**Difference between fail-fast Iterator vs fail-safe Iterator in Java**

fail-fast Iterators in Java

As name suggest **fail-fast Iterators** fail as soon as they realized that *structure of Collection has been changed since iteration has begun*. Structural changes means adding, removing or updating any element from collection while one thread is Iterating over that collection. fail-fast behavior is implemented by keeping a modification count and if iteration thread realizes the change in modification count it throws ConcurrentModificationException.

Java doc says this is not a guaranteed behavior instead its done of "best effort basis", So application programming can not  rely on this behavior. Also since multiple threads are involved while updating and checking modification count and this check  is done without synchronization, there is a chance that Iteration thread still sees a stale value and might not be able to detect any change done by parallel threads. Iterators returned by most of JDK1.4 collection are fail-fast including Vector, [ArrayList](http://javarevisited.blogspot.com/2011/05/example-of-arraylist-in-java-tutorial.html), HashSet etc. to read more about Iterator see my post [What is Iterator in Java](http://javarevisited.blogspot.com/2011/10/java-iterator-tutorial-example-list.html).

fail-safe Iterator in java

Contrary to fail-fast Iterator, **fail-safe iterator** doesn't throw any Exception if Collection is modified structurally

while one thread is Iterating over it because they work on clone of Collection instead of original collection and that’s why they are called as fail-safe iterator. Iterator of CopyOnWriteArrayList is an example of fail-safe Iterator also iterator written by ConcurrentHashMap keySet is also fail-safe iterator and never throw ConcurrentModificationException in Java.

# That’s all on **difference between fail-safe vs fail-fast Iterator in Java**, As I said due to there confusing or not to easy differentiation they are quickly becoming [popular java collection questions](http://javarevisited.blogspot.com/2011/11/collection-interview-questions-answers.html) asked on various level of java interview. Let me know if you are aware of any other difference between fail-fast and fail-safe iterator. [**Why wait, notify and notifyAll is defined in Object Class and not on Thread class in Java**](http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html)

**Why wait, notify and notifyAll is declared in Object Class instead of Thread** is famous core java interview question which is asked during all levels of Java interview ranging from 2 years, 4years to quite senior level position on java development. Beauty of this question is that it reflect what does interviewee knows about wait notify mechanism, how does it sees whole wait and notify feature and whether his understanding is not shallow on this topic. Like [Why Multiple inheritance is not supported in Java](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html) or [why String is final in java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) there could be multiple answers of *why wait and notify is defined in Object class* and every one could justify there reason.

In my all interview experience I found that wait and notify still remains most confusing for most of Java programmer specially up-to 2 to 3 years and if they asked to write code using wait and notify they often struggle. So if you are going for any Java interview make sure you have sound knowledge of wait and notify mechanism as well as you are comfortable writing code using wait and notify like Produce Consumer problem or implementing Blocking queue etc. by the way This article is in continuation of  my earlier article related to wait and notify e.g. [Why Wait and notify requires to be called from Synchronized block or method](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html) and  [Difference between wait, sleep and yield method in Java](http://javarevisited.blogspot.com/2011/12/difference-between-wait-sleep-yield.html), if you haven’t read you may found interesting.

Reason Why Wait , Notify and NotifyAll are in Object Class.

Here are some thoughts on why they should not be in Thread class which make sense to me :

1) Wait and notify is not just normal methods or synchronization utility, more than that they are **communication mechanism between two threads in Java**. And Object class is correct place to make them available for every object if this mechanism is not available via any java keyword like synchronized. Remember synchronized and wait notify are two different area and don’t confuse that they are same or related. Synchronized is to provide mutual exclusion and ensuring [thread safety of Java class](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html) like race condition while wait and notify are communication mechanism between two thread.

2 )**Locks are made available on per Object basis**, which is another reason wait and notify is declared in Object class rather then Thread class.

3) In Java in order to enter critical section of code, Threads needs lock and they wait for lock, they don't know which threads holds lock instead they just know the lock is hold by some thread and they should wait for lock instead of knowing which thread is inside the synchronized block and asking them to release lock. this analogy fits with wait and notify being on object class rather than thread in Java.

These are just my thoughts on **why wait and notify method is declared in Object class rather than Thread in Java** and you have different version than me. In reality its another design decision made by Java designer like [not supporting Operator overloading in Java](http://javarevisited.blogspot.com/2011/08/why-java-does-not-support-operator.html). Anyway please post if you have any other convincing reason *why wait and notify method should be in Object class and not on Thread*.

## **Difference between start and run in Java Thread**

So what is difference between start and run method? Main difference is that when program calls start() method a **new Thread**is created and code inside run() method is executed in new Thread while if you call run() method directly **no new Thread is created** and code inside run() will execute on **current Thread**. Most of the time calling run() is bug or [programming mistake](http://javarevisited.blogspot.com/2012/02/java-mistake-1-using-float-and-double.html) because caller has intention of calling start() to create new thread and this error can be detect by many static code coverage tools like findbugs. If you want to perform time consuming task than always call start() method otherwise your [main thread](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) will stuck while performing time consuming task if you call run() method directly. Another**difference between start vs run in Java thread** is that you **can not call start()method twice**on thread object. once started, second call of start() will throw IllegalStateException in Java while you can call run() method twice.

## **Spring Security Example: Limit Number of User Session**

As I said it’s simple and easy when you use spring security framework or library. In fact is all declarative and no code is require to enable **concurrent session disable functionality**. You will need to include following xml snippet in your *Spring Security Configuration file* mostly named as applicaContext-security.xml. Here is sample **spring security Example** of limiting user session in Java web application:

**<session-management** invalid-session-url="/logout.html"**>**  
    **<concurrency-control** max-sessions="1" error-if-maximum-exceeded="true" **/>**  
**</session-management>**

As you see you can **specify how many concurrent session per user is allowed**, most secure system like online banking portals allow just one authenticate session per user. You can even specify a URL where user will be taken if they submit an invalid session identifier can be used to detect session timeout. Session-management element is used to capture session related stuff. Max-session specify how many concurrent authenticated session is allowed and if error-if-maximum-exceeded set to true it will flag error if user tries to login into another session.

[**What is Daemon thread in Java and Difference to Non daemon thread - Tutorial Example**](http://javarevisited.blogspot.com/2012/03/what-is-daemon-thread-in-java-and.html)

**Daemon thread in Java** are those thread which runs in background and mostly created by [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) for performing background task like Garbage collection and other house keeping tasks. **Difference between Daemon and Non Daemon(User Threads)** is also an [interesting multi-threading interview question](http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html), which asked mostly on fresher level java interviews. In one line main difference between daemon thread and user thread is that as soon as all user thread finish execution java program or JVM terminates itself, JVM doesn't wait for daemon thread to finish there execution. As soon as *last non daemon thread finished JVM terminates* no matter how many Daemon thread exists or running inside JVM. In this java thread tutorial we will see **example of Daemon thread in Java** and some more differences between Daemon and [non daemon threads](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html).

Important points about Daemon threads in Java

1. Any thread created by main thread, which runs [main method in Java](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) is by default non daemon because Thread inherits its daemon nature from the Thread which creates it i.e. parent Thread and since main thread is a non daemon thread, any other thread created from it will remain non-daemon until explicitly made daemon by callingsetDaemon(true).

2. Thread.setDaemon(true) makes a Thread daemon but it can only be called before starting Thread in Java. It will throw IllegalThreadStateException if corresponding Thread is already started and running.

3. Daemon Threads are suitable for doing background jobs like housekeeping, Though I have yet to use it for any practical purpose in application code. let us know if you have used daemon thread in your java application for any practical purpose.

Difference between Daemon and Non Daemon thread in Java

here are couple of *differences between daemon and user thread in Java*:

1) JVM doesn't [wait](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html) for any daemon thread to finish before existing.

2) Daemon Thread are treated differently than User Thread when JVM terminates, finally blocks are not called, Stacks are not unwounded and JVM just exits.

Daemon Thread Example in Java

Here is a **code example of daemon thread in java**. we make a user thread daemon by calling setDaemon(true) and every time you run you will see variable number of print statement related to "**daemon thread is running**" you will never see print statement written in finally block because finally will not be called.

**public** **class** DaemonThreadExample {  
  
    **public** **static** **void** main(**String** args[]){  
      
       **Thread** daemonThread = **new** [**Thread**](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Thread.html)(**new** [**Runnable**](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Runnable.html)(){  
            @**Override**  
           **public** **void** run(){  
               **try**{  
               while(**true**){  
                   **System**.out.println("Daemon thread is running");  
               }  
                    
               }**catch**(**Exception** e){  
                    
               }**finally**{  
                   **System**.out.println("Daemon Thread exiting"); *//never called*  
               }  
           }  
       }, "Daemon-Thread");  
        
       daemonThread.setDaemon(**true**); *//making this thread daemon*  
       daemonThread.start();        
}

Output:

Daemon thread is running

Daemon thread is running

Daemon thread is running

Daemon thread is running

Daemon thread is running

Daemon thread is running

Daemon thread is running

Daemon thread is running

That’s all on What is Daemon Thread in Java and **difference between Daemon and non daemon thread in Java** with code example of Daemon thread in Java. JVM also uses daemon thread for Garbage collection.

# [Why character array is better than String for Storing password in Java](http://javarevisited.blogspot.com/2012/03/why-character-array-is-better-than.html)

**Why character array is better than String for storing password in Java** was recent question asked to one of my friend in a java interview. he was interviewing for a Technical lead position and has over 6 years of experience.Both [Character array and String](http://javarevisited.blogspot.com/2012/02/how-to-convert-char-to-string-in-java.html) can be used to store text data but choosing one over other is difficult question if you haven't faced the situation already. But as my friend said any question related to String must have a clue on special property of Strings like immutability and he used that to convince interviewer. here we will explore some reasons on why should you used char[] for storing password than String.  
  
This article is in continuation of my earlier interview question post on String e.g. [Why String is immutable in Java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) or [How Substring can cause memory leak in Java](http://javarevisited.blogspot.com/2011/10/how-substring-in-java-works.html), if you haven't read those you may find them interesting.Here are few reasons which makes sense to believe that character array is better choice for storing password in Java than String:

1) Since **Strings are immutable in Java** if you store password as plain text it will be available in memory until Garbage collector clears it and since String are used in String pool for reusability there is pretty high chance that it will be remain in memory for long duration, which pose a security threat. Since any one who has access to memory dump can findthe password in clear text and that's another reason you should always used an encrypted password than plain text. Since Strings are immutable there is no way contents of Strings can be changed because [any change will produce new String](http://javarevisited.blogspot.com/2011/07/string-vs-stringbuffer-vs-stringbuilder.html), while if you char[] you can still set all his element as blank or zero. So **Storing password in character array clearly mitigates security risk of stealing password**.

2) **Java itself recommends**using getPassword() method of JPasswordField which returns a char[] and deprecated getText() method which returns password in clear text stating security reason. Its good to follow advice from Java team and adhering to standard rather than going against it.

3) With String there is always a risk of printing plain text in [log file or console](http://javarevisited.blogspot.com/2011/05/top-10-tips-on-logging-in-java.html) but if use [Array](http://javarevisited.blogspot.com/2012/01/anonymous-array-example-java-create.html) you won't print contents of array instead its memory location get printed. though not a real reason but still make sense.

[**String**](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html) strPassword="Unknown";  
**char**[] charPassword= **new** **char**[]{'U','n','k','w','o','n'};  
**System**.out.println("String password: " + strPassword);  
**System**.out.println("Character password: " + charPassword);  
  
**String** password: Unknown  
**Character** password: [C@110b053

That's all on *why character array is better choice than String for storing passwords in Java*.  Though using char[] is not just enough you need to erase content to be more secure. I also suggest working with hash'd or [encrypted password](http://javarevisited.blogspot.com/2012/02/how-to-encode-decode-string-in-java.html) instead of plain text and clearing it from memory as soon as authentication is completed.

# [What is Encapsulation in Java and OOPS with Example](http://javarevisited.blogspot.com/2012/03/what-is-encapsulation-in-java-and-oops.html)

**Encapsulation in Java** or object oriented programming language is a concept which enforce protecting variables, functions from outside of class, in order to better manage that piece of code and having least impact or no impact on other parts of program duec to change in protected code. *Encapsulation in Java* is visible at different places and Java language itself provide many construct to encapsulate members. You can completely encapsulate a member be it a variable or method in Java by using private keyword and you can even achieve a lesser degree of encapsulation in Java by using other access modifier like protected or public. true value of encapsulation is realized in an environmentwhich is prone to change a lot and we know that in software requirements changes every day at that time if you have your code well encapsulated you can better manage risk with change in requirement. Along with [abstaction in java](http://javarevisited.blogspot.com/2010/10/abstraction-in-java.html) and [polymorphism in Java](http://javarevisited.blogspot.com/2011/08/what-is-polymorphism-in-java-example.html), Encapsulation is a must know concept. In this java tutorial  we will see **How to use encapsulation in Java**, advantage and disadvantage of Encapsulation and various design patterns and real life problems which makes use of Encapsulation object oriented concept. If you are looking for a quick guide on both OOPS and SOLID design principle in Java than you may find [**10 Object Oriented Design principles Java programmer should know**](http://javarevisited.blogspot.com/2012/03/10-object-oriented-design-principles.html)  interesting.

## **What is Encapsulation in Java**

**Encapsulation** is nothing but protecting anything which is prone to change. rational behind encapsulation is that if any functionality which is well encapsulated in code i.e maintained in just one place and not scattered around code is easy to change. this can be better explained with a simple example of encapsulation in Java. we all know that constructor is used to create object in Java and constructor can accept argument. Suppose we have a class Loan has a constructor and than in various classes you have created instance of loan by using this [constructor](http://javarevisited.blogspot.com/2012/01/what-is-constructor-overloading-in-java.html). now requirements change and you need to include age of borrower as well while taking loan. Since this code is not well encapsulated i.e. not confined in one place you need to change everywhere you are calling this constructor i.e. for one change you need to modify several file instead of just one file which is more error prone and tedious, though it can be done with refactoring feature of advanced IDE wouldn't it be better if you only need to make change at one place ? Yes that is possible if we encapsulate Loan creation logic in one method say createLoan() and client code call this method and this method internally crate Loan object. in this case you only need to modify this method instead of all client code.

**Example of Encapsulation in Java**

**class** Loan{  
    **private** **int** duration;  //private variables examples of encapsulation  
    **private** [**String**](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html) loan;  
    **private** **String** borrower;  
    **private** **String** salary;

    //public constructor can break encapsulation instead use factory method  
    **private**Loan(**int** duration, **String** loan, **String** borrower, **String** salary){  
        **this**.duration = duration;  
        **this**.loan = loan;  
        **this**.borrower = borrower;  
        **this**.salary = salary;  
    }

    //no argument consustructor omitted here

   // create loan can encapsulate loan creation logic

**public** Loan createLoan(**String** loanType){  
    
     //processing based on loan type and than returning loan object

**return** loan;

    }    
}

In this same example of *Encapsulation in Java* you see all member variables are made private so they are well encapsulated you can only change or access this variable directly inside this class. if you want to allow outside world to access these variables is better creating a getter and setter e.g. getLoan() that allows you to do any kind of validation, security check before return loan so it gives you complete control of whatever you want to do and single channel of access for client which is controlled and managed.

## **Advantage of Encapsulation in Java and OOPS**

Here are few advantages of using **Encapsulation** while writing code in Java or any Object oriented programming language:

1. Encapsulated Code is more flexible and easy to change with new requirements.

2. Encapsulation in Java makes unit testing easy.

3. Encapsulation in Java allows you to control who can access what.

4. Encapsulation also helps to write immutable class in Java which are a good choice in multi-threading

environment.

5. Encapsulation reduce coupling of modules and increase cohesion inside a module because all piece of one thing

are encapsulated in one place.

6. Encapsulation allows you to change one part of code without affecting other part of code.

**What should you encapsulate in code**

Anything which can be change and more likely to change in near future is candidate of Encapsulation. This also helps to write more specific and cohesive code. Example of this is object creation code, code which can be improved in future like sorting and searching logic.

## **Design Pattern based on Encapsulation in Java**

Many design pattern in Java uses encapsulation concept, one of them is [Factory pattern](http://javarevisited.blogspot.com/2011/12/factory-design-pattern-java-example.html) which is used to create objects. Factory pattern is better choice than new operator for creating object of those classes whose creation logic can vary and also for creating different implementation of same interface. BorderFactory class of JDK is a good example of encapsulation in Java which creates different types ofBorder and encapsulate creation logic of Border.[Singleton pattern in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html) also encapsulate how you create instance by providing getInstance() method. since object

is created inside one class and not from any other place in code you can easily change how you create object without

affect other part of code.

### **Important points aboue encapsulation in Java.**

1. "Whatever changes encapsulate it" is a famous design principle.

2. Encapsulation helps in loose coupling and high cohesion of code.

3. Encapsulation in Java is achieved using access modifier private, protected and public.

4. Factory pattern , Singleton pattern in Java makes good use of Encapsulation.

## **java vs javaw command**

Both java.exe and javaw.exe can execute java programs including [jar file](http://javarevisited.blogspot.com/2012/03/how-to-create-and-execute-jar-file-in.html), only difference is that with *java.exe* you **have a console executed** and you need to wait until your java program finishes to run any other command on the other hand in case of javaw.exe no console or window is associated with execution.

you can [run your java program](http://javarevisited.blogspot.com/2011/11/run-java-program-from-command-prompt.html) either by using java.exe or javaw.exe. Its suggested to use ***javaw.exe*** when you don't need command line window to appear. javaw launcher will display in error in a dialog box if execution fails.

In summary **main difference between java and javaw command** is that with java.exe you will get a command prompt window but with javaw.exe there is no command prompt windows associated.

# [What is bounded and unbounded wildcards in Generics Java?](http://javarevisited.blogspot.com/2012/04/what-is-bounded-and-unbounded-wildcards.html)

**Bounded and un-bounded wildcards in Generics** are two types of wildcard available on Java. Any Type can be bounded either upper or lower of class hierarchy in Generics by using **bounded wildcards**. In short <? extends T> and <? super T> represent bounded wildcards while <?> represent an unbounded wildcard in generics . In our last article [How Generics works in Java](http://javarevisited.blogspot.com/2011/09/generics-java-example-tutorial.html) , we have seen some basic details about *bounded and unbounded wildcards in generics* and In this Java tutorial we will see bounded and unbounded generics wildcards in details. We will start from basics like *what is bounded wild card in generics* and *what is unbounded wildcard*  and than will some [popular java interview questions](http://javarevisited.blogspot.com/2011/04/top-20-core-java-interview-questions.html) on generics like **Difference between ArrayList<? extends T>  and ArrayList<T super ?>.**

## **What is bounded and unbounded wildcards in Generics**

*bounded and unbounded wildcards in generics* are used to bound any Type. Type can be upper bounded by using <? extends T> where **all Types must be sub-class of T** or lower bounded using <? super T> where **all Types required to be super class of T**, here T represent lower bound. Single <?> is called an unbounded wildcard in generic and it can represent any type, similar to Object in Java. For example  **List<?>** can represent any List e.g. List<String> or List<Integer> its provides highest level of flexibility on passing method argument.

On the other hand **bounded wildcards provides limited flexibility within bound**. Any Type with bounded wildcards can only be instantiated within bound and any instantiation outside bound will result in compiler error.One of the important benefit of using bounded wildcard is that it not only **restrict number of Type** can be passed to any method as argument it also provides access to methods declared  by bound. for example TreeMap(Comparator<? super K> comparator) allows access to compare() method of [Comparator in Java](http://javarevisited.blogspot.com/2011/06/comparator-and-comparable-in-java.html).

## **Example of Bounded and Unbounded wildcards in Java Generics:**

Java Collection frameworks has several *examples of using bounded and unbounded wildcards in generics*. Utility method provided in Collections class accepts parametrized arguments. Collections.unmodifiableSet(Set<? extends T> s) and Collections.unmodifiableMap(Map<? extends K,? extends V> m) are written using  bounded wildcards which allows them to operate on either Collection of T or Collection of sub class or super class of T. just look at Java API for 1.5 and you will find lot of example of bounded and unbounded generic wildcards within JDK itself. If you are learning Java 1.5  you can also check [my post on Java Enum](http://javarevisited.blogspot.com/2011/08/enum-in-java-example-tutorial.html) and  [Variable arguments in Java](http://javarevisited.blogspot.com/2011/09/variable-argument-in-java5-varargs.html).

### When to use super and extends wildcards in Generics Java

Since there are two kinds of bounded wildcards in generics, **super and extends**, When should you use super wildcard and when should you extends wildcards. Joshua Bloch in Effective Java book has suggested **Producer extends, Consumer super** mnemonic regarding use of bounded wildcards. This book also has some good advice regarding how to use generics in Java and if you haven’t read it already, its worth reading book for Java programmer. Any way if type T is used as producer than use <? extends T>  and if type T represent consumer than use <? super T> bounded wildcards. Bounded wildcards in generics also increase flexibility of any API. To me its question of requirement, if a method also needs to accept any implementation of T then use extends wildcards.

### Difference between ArrayList<? extends T>  and ArrayList<? super T>

This is one of popular **generics interview question** , which is asked to check whether you are familiar to **bounded wildcards in generics**. both <? extends T> and <? super T> represent bounded wildcards, one will accept only T or sub class while other will accept T or super class. *bounded wildcards* gives more flexibility to methods which can operate on collection of T or its sub class. If you look at java.util.Collections class you will find several example of bounded wildcards in generics method. e.g. Collections.unmodifiableSet(Set<? extends T> s) will accept Set of type T or Set of sub class of T.

That's all on **what is bounded wildcards in generics**. both bounded and unbounded wild cards provides lot of flexibility on API design specially because Generics is not co-variant and List<String> can not be used in place of List<Object>. Bounded wildcards allows you to write methods which can operate on Collection of Type as well as Collection of Type subclasses.

# [Different types of JDBC drivers in Java - Quick overview](http://javarevisited.blogspot.com/2012/05/different-types-of-jdbc-drivers-in-java.html)

**How many types of JDBC drivers in Java** is a classical **JDBC interview question**, though I have not see this question recently but it was very popular during 2006 - 2008 period and still asked mostly on Junior programmer level interviews. There are mainly 4 types of JDBC drivers in Java, those are referred as type 1 to type 4 jdbc drivers. I agree its easy to remember them by type rather than with there actual name, Which I have yet to get in memory except plain old JDBC-ODBC bridge driver. By the way here are there full names :

Type 1 JDBC Driver is called JDBC-ODBC Bridge driver (bridge driver)

Type 2 JDBC Driver is referred as Native-API/partly Java driver (native driver)

Type 3 JDBC Driver is called AllJava/Net-protocol driver (middleware driver)

Type 4 JDBC Driver is called All Java/Native-protocol driver (Pure java driver)

This JDBC tutorial is in continuation of my earlier tutorials in JDBC like [How to connect to Oracle database using JDBC](http://javarevisited.blogspot.com/2012/04/java-program-to-connect-oracle-database.html)  
and  [4 tips to improve performance of JDBC applications](http://javarevisited.blogspot.com/2012/01/improve-performance-java-database.html). If you are new here and haven't read them already, Its worth looking.  Anyway out of all those 4 types, **JDBC-ODBC Bridge driver** is most common for connecting **SQL Server**, **MS Access** and mostly on training and development. here are quick review of all these four types of JDBC drivers. Also there has been some speculation of type 5 JDBC driver, I have to yet to see it.

## **JDBC ODBC Bridge Driver or Type 1 JDBC driver**

In case of JDBC ODBC bridge driver all JDBC calls doesn't directly goes to database instead they go via ODBC driver. JDBC-ODBC driver translates JDBC calls into ODBC callas and send them to ODBC driver for passing to database. Since type 1 driver act as bridge between JDBC and ODBC and that's why its called JDBC-ODBC bridge driver. This driver is not fast and good for production use mainly because of **several layer of translation** on back and fourth database traffic but it has  advantage in terms of of availability and can be your last choice.

## **Native-API/partly Java driver or Type 2 JDBC driver**

This is also called **type 2 driver** and its slightly better than type 1 JDBC driver. type 2 JDBC driver convert JDBC calls into database calls by using native API provided by database. This driver is database specific so once you switch from one database to another you need to change type 2 JDBC driver. performance is better than *JDBC-ODBC bridge driver* since communication layer is reduced. type 2 JDBC driver requires database native library to be available on client but it poses several version and compatibility issue. This was liked by Database vendors though because they can reuse there existing native libraries.

## **AllJava/Net-protocol driver or Type 3 JDBC driver**

both type 1 and type 2 JDBC drivers were not written in Java so there was need for pure Java JDBC driver to resolve portability issue. type 3 JDBC driver comes with pure java implementation (that's why All Java word ) but it uses 3 tier architecture where you have a Java client and Java Server which talk with Net protocol and Server speaking to database. type 3 JDBC driver never get popular among databasevendors as it was costly for them to rewrite there existing native database library which was mainly on C and C++.

## **All Java/Native-protocol driver or Type 4 JDBC driver**

type 4 JDBC driver is most popular among all *four types of JDBC driver*. it has not only implemented in Java but also incorporates all database call in single driver. It was pretty easy to use and deploy as well just include driver's [jar](http://javarevisited.blogspot.com/2012/03/how-to-create-and-execute-jar-file-in.html) in [classpath](http://javarevisited.blogspot.com/2011/01/how-classpath-work-in-java.html) and you are ready. It also removes 3 tier architecture of type 3 JDBC driver which makes it faster than type 3.  Major development happens on type 4 JDBC driver whendatabase upgrade themselves, though some of them still upgrade native database library or type 2 driver.

That's all on **quick overview of different types of JDBC drivers in Java**. JDBC drivers has evolved from JDBC ODBC bridge driver to type 4 JDBC driver, which is clean and portable. There has been some buzz around **JDBC driver 5 on Java** community which may include some advanced functionality. let us know if you come across some news on JDBC 5 driver.

# [Counting Semaphore Example in Java 5 – Concurrency Tutorial](http://javarevisited.blogspot.com/2012/05/counting-semaphore-example-in-java-5.html)

**Counting Semaphore in Java** is a synchronizer which allows to impose a bound on resource is added in Java 5 along with other popular concurrent utilities like CountDownLatch, CyclicBarrier and Exchanger etc. **Counting Semaphore** in Java maintains specified number of pass or permits, In order to access a shared resource, [Current Thread](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) must acquire a permit. If permit is already exhausted by other thread than it can wait until a permit is available due to release of permit from different thread. This concurrency utility can be very useful to implement [producer consumer design pattern](http://javarevisited.blogspot.com/2012/02/producer-consumer-design-pattern-with.html) or implement bounded pool or resources like **Thread Pool**, **DB Connection pool** etc. java.util.Semaphore class represent a Counting semaphore which is initialized with number of permits. Semaphore provides two main method acquire() and release() for getting permits and releasing permits. acquire() method blocks until permit is available. Semaphore provides both [blocking method](http://javarevisited.blogspot.com/2012/02/what-is-blocking-methods-in-java-and.html) as well as unblocking method to acquire permits. This Javaconcurrency tutorial focus on a very simple example of **Binary Semaphore** and demonstrate how mutual exclusion can be achieved using Semaphore in Java.

## **Counting Semaphore Example in Java (Binary Semaphore)**

a *Counting semaphore with one permit is known as****binary semaphore*** because it has only two state permit available or permit unavailable. Binary semaphore can be used to implement mutual exclusion or critical section where only one thread is allowed to execute. Thread will wait on acquire() until Thread inside critical section release permit by calling release() on semaphore.

here is a simple **example of counting semaphore in Java** where we are using binary semaphore to provide mutual exclusive access on critical section of code in java:

**import** java.util.concurrent.Semaphore;  
  
**public** **class** SemaphoreTest {  
  
    [**Semaphore**](http://java.sun.com/j2se/1.5.0/docs/api/java/util/concurrent/Semaphore.html) binary = **new** **Semaphore**(1);  
    
    **public** **static** **void** main(**String** args[]) {  
        **final** SemaphoreTest test = **new** SemaphoreTest();  
        **new** **Thread**(){  
            @**Override**  
            **public** **void** run(){  
              test.mutualExclusion();   
            }  
        }.start();  
        
        **new** **Thread**(){  
            @**Override**  
            **public** **void** run(){  
              test.mutualExclusion();   
            }  
        }.start();  
        
    }  
    
    **private** **void** mutualExclusion() {  
        **try** {  
            binary.acquire();  
  
            *//mutual exclusive region*  
            **System**.out.println(**Thread**.currentThread().getName() + " inside mutual exclusive region");  
            **Thread**.sleep(1000);  
  
        } **catch** (**InterruptedException** i.e.) {  
            ie.printStackTrace();  
        } **finally** {  
            binary.release();  
            **System**.out.println(**Thread**.currentThread().getName() + " outside of mutual exclusive region");  
        }  
    }   
    
}  
  
Output:  
Thread-0 inside mutual exclusive region  
Thread-0 outside of mutual exclusive region  
Thread-1 inside mutual exclusive region  
Thread-1 outside of mutual exclusive region

**Some Scenario where Semaphore can be used:**

1) To implement better Database connection pool which will block if no more connection is available instead of failing and handover Connection as soon as its available.

2) To put a bound on collection classes. by using semaphore you can implement bounded collection whose bound is specified by counting semaphore.

That's all on **Counting semaphore example in Java**. Semaphore is real nice concurrent utility which can greatly simply design and implementation of bounded resource pool. Java 5 has added several useful  concurrent utility and deserve a better attention than casual look.

### **Important points of Counting Semaphore in Java**

1. Semaphore class supports various overloaded version of tryAquire() method which acquires permit from semaphore only if its available during time of call.

2. Another worth noting method from Semaphore is acquireUninterruptibly() which is a blocking call and wait until a permit is available.

# [5 Difference between Application Server and Web Server in Java](http://javarevisited.blogspot.com/2012/05/5-difference-between-application-server.html)

**Application server and web server in Java** both are used to host Java web application. Though both application server and web server are generic terms, difference between application server and web server is a [famous J2EE interview question](http://javarevisited.blogspot.com/2011/09/servlet-interview-questions-answers.html). On  Java J2EE perspective **main difference between web server and application server is support of EJB**. In order to run EJB or host enterprise Java application (.ear) file you need an application server like JBoss, WebLogic, WebSphere or Glassfish, while you can still run your servlet and JSP or java web application (.war) file inside any web server like Tomcat or Jetty.

This Java interview question are in continuation of my previous post on interviews like [Top 10 Spring interview questions](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html) and  [Top 10 Struts interview question](http://javarevisited.blogspot.com/2011/11/struts-interview-questions-answer-j2ee.html).  Here we will see some difference between application server and web server in point format which will help you to answer this question in any javainterview.

## **Application Server vs Web Server**

1**. Application Server**supports **distributed transaction and EJB**. While Web Server only supports Servlets and JSP.

2. Application Server can contain web server in them. most of App server e.g. JBoss or WAS has Servlet and JSP container.

3. Though its not limited to Application Server but they used to provide services like **Connection pooling**, **Transaction management**, messaging, clustering, load balancing and persistence. Now Apache tomcat also provides connection pooling.

4. In terms of l*ogical difference between web server and application server*. web server is supposed to provide http protocol level service while application server provides support to web service and expose business level service e.g. EJB.

5. Application server are more heavy than web server in terms of resource utilization.

Personally I don't like to ask questions like ***Difference between Application Server and Web Server***. But since its been asked in many companies, you got to be familiar with some differences. Some times different interviewer expect different answer but I guess on Java's perspective until you are sure when do you need an application server and when you need a web server, you are good to go.

# [What is -XX:+UseCompressedOops in 64 bit JVM](http://javarevisited.blogspot.com/2012/06/what-is-xxusecompressedoops-in-64-bit.html)

-XX:+UseCompressedOops JVM command line option is one of the most talked option of [64 bit JVM](http://javarevisited.blogspot.sg/2012/01/find-jvm-is-32-or-64-bit-java-program.html). Though 64 bit JVM allows you to specify larger Java heap sizes it comes with a performance penalty by using ***64 bit OOPS***. **Ordinary object pointers** also known as OOPS which is used to represent Java objects in Virtual Machine has an increased width of 64 bit than smaller 32 bit from earlier 32 bit JVM. because of increased size of OOPS, fewer OOPS can be stored in CPU cache registers which effectively reduced CPU cache efficiency. **-XX:+UseCompressedOops** enables use of c*ompressed 32 bit OOPS in 64 bit JVM* which effectively compensate performance penalty imposed by 64 bit JVM without scarifying heap size advantage offered by them. You should use -XX:+UseCompressedOops if [maximum heap size](http://javarevisited.blogspot.com/2011/05/java-heap-space-memory-size-jvm.html) specified by -Xmx is less than 32G. This is my 3rd article on JVM after [10 JVM option Java programmer should know](http://javarevisited.blogspot.com/2011/11/hotspot-jvm-options-java-examples.html) and  [how to find 32 bit JVM or 64 bit JVM](http://javarevisited.blogspot.sg/2012/01/find-jvm-is-32-or-64-bit-java-program.html" \o "Click to open in a new window" \t "_blank), I suggest reading those if you want to learn more about JVM.

## **Why should you use -XX:+UseCompressedOops JVM option**

-XX:+UseCompressedOops JVM option neutralize penalty imposed by 64 bit JVM. By using -XX:+UseCompressedOops you can avail benefit of both 64 bit JVM in terms of [larger Java heap size](http://javarevisited.blogspot.com/2011/05/java-heap-space-memory-size-jvm.html) and 32 bit JVM in terms of compressed size of OOPS which results in better performance by utilizing CPU cache better than larger, space inefficient64 bit OOPS pointers. Since better application performance is directly proportional to better CPU cache utilization, **-XX:+UseCompressedOops** allows you to get most of your available CPU registers along with additional CPU registers provided by some platforms like AMD x64. Some people may argue that further expansion of 32 bit compressed OOPS into 64 bit pointers may slow down things but that shouldn't be problem with modern high end processors.

Though its important to note that use of **Compressed Oops option limits your heap size up to 32Gigs** which is still more than handy but yes  a limitation if you looking for seriously gigantic heap.

That's all on What is UseCompressedOops [JVM](http://javarevisited.blogspot.sg/2011/12/jre-jvm-jdk-jit-in-java-programming.html)option and Why should you use -XX:+UseCompressedOops in 64 bit JVM. Importance of this option can also be realized by fact that from Java 6 update 18 Oracle by default enable -XX:+UseCompressedOops in HotSpot JVM based upon maximum Java heap size.

# [Video Example of depth first search (DFS) and breadth first search (BFS) graph algorithm](http://javarevisited.blogspot.com/2012/06/video-example-of-depth-first-search-dfs.html)

**Breadth first Search (BFS)** and **Depth first search (**DFS) algorithm are two most important graph and tree algorithm used for traversal. you can traverse all nodes of tree or graph by using BFS or DFS. Even though most of us learn about **Breadth first search**and depth first search in college its not easy to understand and it takes time to grasp the concept and I believe that once you understand how BFS or DFS works its easy to implement logic in Java or C++ but trying to implement or copy code without first understanding the algorithm is not going to work. I have read about BFS and DFS in text books, Wikipedia and several other places but never find an explanation as shown in this video. My friend got thisvideo on YouTube few years back while revising concept of BFS and DFS while preparing for [programming interview](http://javarevisited.blogspot.com/2011/06/top-programming-interview-questions.html?showComment=1322371935231) and data structure and shared with me that this is very simple, clear and concise. So I thought to share this BFS and DFS search video with you guys. This video explains How *depth first search algorithm* works with detailed example and stack data structure along with How *breadth first search algorithm* works with queue in simple words and live example of Breadth first search. if you are looking for code example than check out our last post [Breadth first search in java code example](http://javarevisited.blogspot.sg/2012/06/how-breadth-first-search-algorithm.html)

## **Depth First Search (DFS) traversal in Graph or Tree**

Here are the steps to follow for traversing graph in depth first search algorithm, remember we will use Stack data structure to perform Depth first search in Graph or Tree:

1) In Depth First Search we **pick a node** and call it a root for starting of traversal.

2) Put the node in Stack and mark it visited

3) Look for unvisited adjacent node, If there are more than one unvisited node than pick the one which comes

first in alphabetical or numerical order, put it on stack and mark it visited and treat it as new root.

4) repeat the procedure and look for unvisited adjacent node and if more than one choose which comes first alphabetically.

5) If there is no unvisited adjacent vertex than pop that element or node from stack, which takes you back to previous node.

6) now repeat the process of looking for unvisited adjacent vertex and visiting it.

7) DFS search will finish when you visited all the nodes and there is no element in Stack.

## **Breadth First Search (BFS) traversal in Graph**

Here are the steps to follow for traversing graph in breadth first search algorithm, [Queue](http://javarevisited.blogspot.com/2012/02/producer-consumer-design-pattern-with.html) datastrucutre will be used to perform BFS in Graph and tree:

1) In Breadth First Search we pick a node and call it a root for starting of traversal.

2) Put the node in Queue and mark it visited but we don't move to next node, we are still on current node

3) Look for another unvisited adjacent node, If there are more than one unvisited node than pick the one which comes

first in alphabetical or numerical order, put it on queue and mark it visited.

4) repeat the procedure until all adjacent node from current node is visited.

5) If there is no unvisited adjacent vertex than we are done with current node and time to move on to next node which is the first element from Queue.

6) now repeat the process and look for unvisited adjacent nodes and put them on Queue and mark visited but remain in current node.

7) BFS search will finish when you visited all the nodes and there is no more nodes remaining in Queue.

Watch the attached **video for complete example of Breadth first search algorithm**.

## **Difference between BFS and DFS algorithm**

One of the important *difference between Depth first search and Breadth first search*  which comes in my mind after watch above example is that, in DFS we use stack to put the visited nodes while in BFS we use Queue to store visited nodes. For those who are not familiar with Stack and Queue datastrucutre, Stack follow LIFO (Last In First Out) order and Queue follows FIFO (First in First Out) order, another difference between DFS and BFS is that on DFS we move to adjacent node as soon as we visit it, while in BFS we don't move and remain on current node even after visiting adjacent vertices. Once all the adjacent nodes visited we move current node or root to the first element in the Queue.

# [What is CountDownLatch in Java - Concurrency Example Tutorial](http://javarevisited.blogspot.com/2012/07/countdownlatch-example-in-java.html)

**What is CountDownLatch in Java**

CountDownLatch in Java is a kind of synchronizer which allows one Thread  to wait for one or more Threads before starts processing. This is very crucial requirement and often needed in server side core Java application and having this functionality built-in as CountDownLatch greatly simplifies the development. CountDownLatch in Java is introduced on Java 5 along with other concurrent utilities like [CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html), [Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html), [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) and [BlockingQueue](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html) in java.util.concurrent package. In this Java concurrency tutorial we will  what is CountDownLatch in Java, How CountDownLatch works in Java, an example of **CountDownLatch in Java** and finally some worth noting points about this concurrent utility. You can also implement same functionality using  [wait and notify mechanism](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html" \o "Click to open in a new window" \t "_blank) in Java but it requires lot of code and getting it write in first attempt is tricky,  With CountDownLatch it can  be done in just few lines. CountDownLatch also allows flexibility on number of thread for which [main thread](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html)should wait, It can wait for one thread or n number of thread, there is not much change on code.  Key point is that you need to figure out where to use CountDownLatch in Java application which is not difficult if you understand *What is CountDownLatch in Java*, What does CountDownLatch do and How CountDownLatch works in Java.

**How CountDownLatch works in Java**

Now we know What is CountDownLatch in Java, its time to find out How CountDownLatch works in Java. CountDownLatch works in latch principle,  main thread will wait until Gate is open. One [thread waits](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html) for n number of threads specified while creating CountDownLatch in Java. Any thread, usually main thread of application,  which callsCountDownLatch.await() will wait until count reaches zero or its interrupted by another Thread. All other thread are required to do count down by calling CountDownLatch.countDown() once they are completed or ready to the job. as soon as count reaches zero, [Thread](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) awaiting starts running. One of the disadvantage ofCountDownLatch is that **its not reusable once count reaches to zero** you can not use CountDownLatch any more, but don't worry Java concurrency API has another concurrent utility called [CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html) for such requirements.

## **CountDownLatch Exmaple in Java**

In this section we will see a full featured real world example of using *CountDownLatch in Java*. In following **CountDownLatch example**, Java program requires 3 services namely CacheService, AlertService  and ValidationService  to be started and ready before application can handle any [request](http://javarevisited.blogspot.sg/2011/09/servlet-interview-questions-answers.html) and this is achieved by using CountDownLatch in Java.

**import** java.util.Date;  
**import** java.util.concurrent.CountDownLatch;  
**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* Java program to demonstrate How to use CountDownLatch in Java. CountDownLatch is

 \* useful if you want to start main processing thread once its dependency is completed

 \* as illustrated in this CountDownLatch Example  
 \*   
 \* @author Javin Paul  
 \*/  
**public** **class** CountDownLatchDemo {  
  
    **public** **static** **void** main(**String** args[]) {  
       **final** **CountDownLatch** latch = **new** **CountDownLatch**(3);  
       **Thread** cacheService = **new** **Thread**(**new** Service("CacheService", 1000, latch));  
       **Thread** alertService = **new** **Thread**(**new** Service("AlertService", 1000, latch));  
       **Thread** validationService = **new** **Thread**(**new** Service("ValidationService", 1000, latch));  
        
       cacheService.start(); //separate thread will initialize CacheService  
       alertService.start(); //another thread for AlertService initialization  
       validationService.start();  
        
       *// application should not start processing any thread until all service is up*

*// and ready to do there job.*  
       *// Countdown latch is idle choice here, main thread will start with count 3*

*// and wait until count reaches zero. each thread once up and read will do*

*// a count down. this will ensure that main thread is not started processing*

*// until all services is up.*  
        
       *//count is 3 since we have 3 Threads (Services)*  
        
       **try**{  
            latch.await();  //main thread is waiting on CountDownLatch to finish  
            **System**.out.println("All services are up, Application is starting now");  
       }**catch**(**InterruptedException** ie){  
           ie.printStackTrace();  
       }  
        
    }  
}  
  
/\*\*  
 \* Service class which will be executed by Thread using CountDownLatch synchronizer.  
 \*/  
**class** Service **implements** **Runnable**{  
    **private** **final** **String** name;  
    **private** **final** **int** timeToStart;  
    **private** **final** **CountDownLatch** latch;  
    
    **public** Service(**String** name, **int** timeToStart, **CountDownLatch** latch){  
        **this**.name = name;  
        **this**.timeToStart = timeToStart;  
        **this**.latch = latch;  
    }  
    
    @**Override**  
    **public** **void** run() {  
        **try** {  
            **Thread**.sleep(timeToStart);  
        } **catch** (**InterruptedException** ex) {  
            **Logger**.getLogger(Service.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
        }  
        **System**.out.println( name + " is Up");  
        latch.countDown(); //reduce count of CountDownLatch by 1  
    }  
    
}  
  
**Output:**  
ValidationService is Up  
AlertService is Up  
CacheService is Up  
All services are up, Application is starting now

By looking at output of this CountDownLatch example in Java, you can see that Application is not started until all services started by individual Threads are completed.

### When should we use CountDownLatch in Java :

Use CountDownLatch when one of Thread like [main thread](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html), require to wait for one or more thread to complete, before its start doing processing. Classical example of using CountDownLatch in Java  is any server side core Java application which uses services architecture,  where multiple services is provided by multiple threads and application can not start processing  until all services have started successfully as shown in our CountDownLatch example.

**CountDownLatch in Java – Things to remember**

Few points about Java CountDownLatch which is worth remembering:

1) You can not reuse CountDownLatch once count is reaches to zero, this is the main [difference between CountDownLatch and CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html), which is frequently asked in [core Java interviews](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html) and [multi-threading  interviews](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html).

2) Main Thread wait on Latch by calling CountDownLatch.await() method while other thread calls CountDownLatch.countDown() to inform that they have completed.

That’s all on **What is CountDownLatch in Java**, What does CountDownLatch do in Java, How CountDownLatch works in Java along with a real life CountDownLatch example in Java. This is a very useful concurrency utility and if you master *when to use CountDownLatch* and how to use CountDownLatch you will be able to reduce good amount of complex concurrency control code written using wait and notify in Java.

# [What is CyclicBarrier Example in Java 5 – Concurrency Tutorial](http://javarevisited.blogspot.com/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html)

**What is CyclicBarrier in Java**

CyclicBarrier in Java is a synchronizer introduced in JDK 5 on java.util.Concurrent package along with other concurrent utility like [Counting Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html), [BlockingQueue](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html), [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) etc. CyclicBarrier is similar to CountDownLatch which we have seen in last article  [What is CountDownLatch in Java](http://javarevisited.blogspot.sg/2012/07/countdownlatch-example-in-java.html" \o "Click to open in a new window" \t "_blank) and allows multiple threads to wait for each other (barrier) before proceeding. Difference between CountDownLatch and CyclicBarrier is a also very [popular multi-threading interview question](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html) in Java. CyclicBarrier is a natural requirement for concurrent program because it can be used to perform final part of task once individual tasks  are completed. All threads which [wait](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html) for each other to reach barrier are called parties, CyclicBarrier is initialized with number of parties to be wait and threads wait for each other by calling CyclicBarrier.await() method which is a [blocking method in Java](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html) and  blocks until all Thread or parties call await(). In general calling await() is shout out that Thread is waiting on barrier. await() is a blocking call but can be timed out or Interrupted by other thread. In this Java concurrency tutorial we will see *What is CyclicBarrier in Java*  and  an example of CyclicBarrier on which three Threads will wait for each other before proceeding further.

**Difference between CountDownLatch and CyclicBarrier in Java**

In our [last article](http://javarevisited.blogspot.sg/2012/07/countdownlatch-example-in-java.html) we have see how CountDownLatch can be used to implement multiple [threads](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) waiting for each other. If you look at CyclicBarrier it also the does the same thing but there is a different you **can not reuse CountDownLatch** once count reaches zero while you can reuse CyclicBarrier by calling reset() method which resets Barrier to its initial State. What it implies that CountDownLatch is good for one time event like application start-up time and CyclicBarrier can be used to in case of recurrent event e.g. concurrently calculating solution of big problem etc. If you like to learn more about threading and concurrency in Java you can also check my post on [When to use Volatile variable in Java](http://javarevisited.blogspot.sg/2011/06/volatile-keyword-java-example-tutorial.html) and [How Synchronization works in Java](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html).

## **CyclicBarrier in Java – Example**

Now we know what is CyclicBarrier in Java and it's time to see example of CyclicBarrier in Java. Here is a simple example of CyclicBarrier in Java on which we initialize CyclicBarrier with 3 parties, means in order to cross barrier, 3 thread needs to call await() method. each thread calls await method in short duration but they don't proceed until all 3 threads reached barrier, once all thread reach barrier, barrier gets broker and each [thread](http://javarevisited.blogspot.sg/2011/10/how-to-stop-thread-java-example.html) started there execution from that point. Its much clear with the output of following example of CyclicBarrier in Java:

**import** java.util.concurrent.BrokenBarrierException;  
**import** java.util.concurrent.CyclicBarrier;  
**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* Java program to demonstrate how to use CyclicBarrier in Java. CyclicBarrier is a

 \* new Concurrency Utility added in Java 5 Concurrent package.

 \*  
 \* @author Javin Paul  
 \*/  
**public** **class** CyclicBarrierExample {  
  
    *//Runnable task for each thread*  
    **private** **static** **class** Task **implements** [**Runnable**](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html) {  
  
        **private** **CyclicBarrier** barrier;  
  
        **public** Task(**CyclicBarrier** barrier) {  
            **this**.barrier = barrier;  
        }  
  
        @**Override**  
        **public** **void** run() {  
            **try** {  
                **System**.out.println(**Thread**.currentThread().getName() + " is waiting on barrier");  
                barrier.await();  
                **System**.out.println(**Thread**.currentThread().getName() + " has crossed the barrier");  
            } **catch** (**InterruptedException** ex) {  
                **Logger**.getLogger(CyclicBarrierExample.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
            } **catch** (**BrokenBarrierException** ex) {  
                **Logger**.getLogger(CyclicBarrierExample.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
            }  
        }  
    }  
  
    **public** **static** **void** main(**String** args[]) {  
  
        *//creating CyclicBarrier with 3 parties i.e. 3 Threads needs to call await()*  
        **final** **CyclicBarrier** cb = **new** **CyclicBarrier**(3, **new** **Runnable**(){  
            @**Override**  
            **public** **void** run(){  
                *//This task will be executed once all thread reaches barrier*  
                **System**.out.println("All parties are arrived at barrier, lets play");  
            }  
        });  
  
        *//starting each of thread*  
        **Thread** t1 = **new** **Thread**(**new** Task(cb), "Thread 1");  
        **Thread** t2 = **new** **Thread**(**new** Task(cb), "Thread 2");  
        **Thread** t3 = **new** **Thread**(**new** Task(cb), "Thread 3");  
  
        t1.start();  
        t2.start();  
        t3.start();  
        
    }  
}  
  
**Output:**  
**Thread** 1 is waiting on barrier  
**Thread** 3 is waiting on barrier  
**Thread** 2 is waiting on barrier  
All parties are arrived at barrier, lets play  
**Thread** 3 has crossed the barrier  
**Thread** 1 has crossed the barrier  
**Thread** 2 has crossed the barrier

**When to use CyclicBarrier in Java**

Given the nature of CyclicBarrier it can be very handy to implement map reduce kind of task similar to [fork-join framework of Java 7](http://javarevisited.blogspot.sg/2011/09/fork-join-task-java7-tutorial.html), where a big task is broker down into smaller pieces and to complete the task you need output from individual small task e.g. to count population of India you can have 4 threads which counts population from North, South, East and West and once complete they can wait for each other, When last thread completed there task, Main thread or any other thread can add result from each zone and print total population. You can use CyclicBarrier in Java :

1) To implement multi player game which can not begin until all player has joined.

2) Perform lengthy calculation by breaking it into smaller individual tasks, In general to implement Map reduce technique.

**Important point of CyclicBarrier in Java**

1. CyclicBarrier can perform a completion task once all thread reaches to barrier, This can be provided while creating CyclicBarrier.

2. If CyclicBarrier is initialized with 3 parties means 3 thread needs to call await method to break the barrier.

3. [Thread will block](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html) on await() until all parties reaches to barrier, another thread interrupt or await timed out.

4. If another thread interrupt the thread which is waiting on barrier it will throw BrokernBarrierException as shown below:

java.util.concurrent.**BrokenBarrierException**  
        at java.util.concurrent.**CyclicBarrier**.dowait(**CyclicBarrier**.java:172)  
        at java.util.concurrent.**CyclicBarrier**.await(**CyclicBarrier**.java:327)

5.CyclicBarrier.reset() put Barrier on its initial state, other thread which is waiting or not yet reached barrier will terminate with java.util.concurrent.BrokenBarrierException.

That's all on  What is CyclicBarrier in Java , When to use CyclicBarrier in Java and a Simple Example of How to use CyclicBarrier in Java . We have also seen difference between CountDownLatch and CyclicBarrier in Java and got some idea where we can use CyclicBarrier in Java Concurrent code.

# [Difference between get and load in Hibernate](http://javarevisited.blogspot.com/2012/07/hibernate-get-and-load-difference-interview-question.html)

**get vs load in Hibernate**

Difference between get and load method in Hibernate is a one of the most popular question asked in Hibernate and [spring interviews](http://javarevisited.blogspot.fr/2011/09/spring-interview-questions-answers-j2ee.html). Hibernate Session  class provides two method to access object e.g. session.get() and session.load() both looked quite similar to each other but there are subtle difference between load and get method which canaffect performance of application. Main **difference between get() vs load method** is that get() involves database hit if object doesn't exists in Session Cache and returns a fully initialized object which may involve several [database](http://javarevisited.blogspot.sg/2011/11/database-transaction-tutorial-example.html) call while load method can return proxy in place and only initialize the object or hit the database if any method other thangetId() is called on persistent or entity object. This [lazy initialization](http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html) can save couple of database round-trip which result in better performance. By the way there are many articles on interview questions in Java, you can use search button on top left to find them. Some of them like [20 design pattern interview questions](http://javarevisited.blogspot.sg/2012/06/20-design-pattern-and-software-design.html) and [10 Singleton pattern questions](http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html)are my favorites, you may also like. Coming back to article, you can find more difference between load and get in rest of this article in point format but this is the one which really makes difference while comparing both of them. If you look at how get and load gets called its pretty identical.

## **Difference between get and load method**

Here are few differences between get and load method in Hibernate.

**1. Behavior when Object is not found in Session Cache**

Apart from performance this is another difference between get and load which is worth remembering. get method of Hibernate Session class returns null if object is not found in cache as well as on database while load() method [throws](http://javarevisited.blogspot.sg/2012/02/difference-between-throw-and-throws-in.html) ObjectNotFoundException if object is not found on cache as well as on database but never return null.

**2. Database hit**

Get method always hit [database](http://javarevisited.blogspot.sg/2011/10/how-to-use-truncate-and-delete-command.html) while load() method may not always hit the database, depending upon which method is called.

**3. Proxy**

Get method never returns a proxy, it either returns null or fully initialized Object, while load() method may return proxy, which is the object with ID but without initializing other properties, which is lazily initialized. If you are just using returned object for creating relationship and only need Id then load() is the way to go.

**4. Performance**

By far most important difference between get and load in my opinion. get method will return a completely initialized object if  Object is not on the cache but exists on [Database](http://javarevisited.blogspot.sg/2011/10/selct-command-sql-query-example.html), which may involve multiple round-trips to database based upon object relational mappings while load() method of Hibernate can return a **proxy** which can be initialized on demand (lazy initialization) when a non identifier method is accessed. Due to above reason use of load method will result in slightly **better performance**, but there is a caveat that proxy object will throw ObjectNotFoundException later if corresponding row doesn’t exists in database, instead of failing immediately so not a [fail fast](http://javarevisited.blogspot.sg/2012/02/fail-safe-vs-fail-fast-iterator-in-java.html) behavior.

5. load method exists prior to get method which is added on user request.

**When to use Session get() and load() in Hibernate**

So far we have discussed how get and load are different to each other and how they can affect performance of your web application, after having this information in our kitty we can see some best practices to get most of load and get together. This section suggest some scenario which help you when to use get and load in Hibernate.

1. Use get method to determine if an [instance](http://javarevisited.blogspot.sg/2012/02/difference-between-instance-class-and.html) exists or not because it can return null if instance doesn’t exists in cache and database and use load method to retrieve instance only if you think that instance should exists and non availability is an error condition.

2.  As stated in difference number 2 between get and load in Hibernate. get() method could suffer performance penalty if only identifier method like getId()  is accessed. So consider using load method  if  your [code](http://javarevisited.blogspot.sg/2011/09/code-review-checklist-best-practice.html) doesn't access any method other than identifier or you are OK with lazy initialization of object, if persistent object is not in Session Cache because load() can return proxy.

**How to call get records in Hibernate using get and load method**

If you look at below code , there is not much difference on calling get() and load() method, though both are [overloaded](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html) now and can accept few more parameters but the primary methods looks exactly identical. It’s there behavior which makes them different.

*//Example of calling get method of Hiberante Session class*  
**Session** session = SessionFactory.getCurrentSession();  
**Employee** Employee = (Employee) session.get(Employee.**class**, EmployeeID);  
  
*//Example of calling load method of Hiberante Session*  
**Session** session = SessionFactory.getCurrentSession();  
**Employee** Employee = (Employee) session.load(Employee.**class**, EmployeeID);

That’s all on **difference between get and load in Hibernate**. No doubt Hibernate is a great tool for Object relational mapping but knowing this subtle differences can greatly help to improver performance of your J2EE application, apart from practical reason get vs load method is also frequently asked questions in Hibernate interview, so familiarity with differences between load and get certainly helps.

# [Difference between EnumMap and HashMap in Java](http://javarevisited.blogspot.com/2012/09/difference-between-enummap-and-hashmap-in-java-vs.html)

**HashMap vs EnumMap in Java**

What is difference between EnumMap and HashMap in Java is the [latest Java collection interview question](http://javarevisited.blogspot.sg/2011/11/collection-interview-questions-answers.html) which has been asked to couple of my friends. This is one of the [tricky Java question](http://java67.blogspot.sg/2012/09/top-10-tricky-java-interview-questions-answers.html), specially if you are not very much familiar with [EnumMap in Java](http://javarevisited.blogspot.sg/2012/09/what-is-enummap-in-java-example-tutorial.html), which is not uncommon, given you can use it with only [Enum keys](http://javarevisited.blogspot.sg/2011/08/enum-in-java-example-tutorial.html). Main *difference between EnumMap and HashMap* is that EnumMap is a specialized Map implementation exclusively for Enum as key. Using Enum as key, allows to do some implementation level optimization for high performance which is generally not possible with other object's as key. We have seen lot of [interview questions on HashMap](http://javarevisited.blogspot.in/2011/02/how-hashmap-works-in-java.html) in our article [How HashMap works in Java](http://javarevisited.blogspot.com/2011/02/how-hashmap-works-in-java.html) but what we missed there is this question which is recently asked to some of my friend. Unlike HashMap, EnumMap is not applicable for every case but its best suited when you have Enum as key. We have already covered basics of EnumMap and some EnumMap example in my last article [What is EnumMap in Java](http://javarevisited.blogspot.sg/2012/09/what-is-enummap-in-java-example-tutorial.html) and In this post we will focus on keydifferences between HashMap and EnumMap in Java.

## **EnumMap vs HashMap**

Before looking differences between EnumMap and HashMap, few words about What is common between them. Both of them implements [Map interface](http://javarevisited.blogspot.sg/2012/07/create-read-only-list-map-set-example-java.html) so they can be used in all methods which accept Map and data can be accessed using common Map methods e.g. get() and put(). Internally EnumMap is represented using Array and provides constant time performancefor common methods e.g. get() or put(). Now let's see few differences between EnumMap vs HashMap :

1) As said earlier, first and foremost difference between EnumMap and HashMap is that, EnumMap is **optimized for enum** keys while HashMap is a general purpose Map implementation similar to [Hashtable](http://javarevisited.blogspot.sg/2012/01/java-hashtable-example-tutorial-code.html). you can not use any type other than [Enum](http://javarevisited.blogspot.gr/2012/07/why-enum-singleton-are-better-in-java.html) as key in EnumMap but you can use both Enum and any other Object as key in HashMap.

2) Another difference between EnumMap and HashMap is **performance**. as discussed in previous point, due to specialized optimization done for Enum keys, EnumMap is likely to perform better than HashMap when using enum as key object.

3) One more thing which can be considered as difference between HashMap and EnumMap is **probability of Collision**. Since Enum is internally maintain as array and they are stored in there natural order using ordinal(), as shown in following code which is taken from put() method of EnumMap

    int index = ((Enum)key).ordinal();

    Object oldValue = vals[index];

    vals[index] = maskNull(value);

Since EnumMap doesn't call [hashCode method on keys](http://javarevisited.blogspot.sg/2011/10/override-hashcode-in-java-example.html), there is no chance of collision.

These were some notable **difference between EnumMap and HashMap in Java**. In short EnumMap is best suited for enum keys, for which it has optimized and perform better than HashMap in Java. Use EnumMap whenever you can use enum as keys.

# [Difference between trustStore and keyStore in Java - SSL](http://javarevisited.blogspot.com/2012/09/difference-between-truststore-vs-keyStore-Java-SSL.html)

**trustStore vs keyStore in Java**

trustStore and keyStore are used in context of setting up SSL connection in Java application between client and server. TrustStore and keyStore are very much similar in terms of construct and structure as both are managed by [keytoolcommand](http://java67.blogspot.sg/2012/09/keytool-command-examples-java-add-view-certificate-ssl.html) and represented by KeyStore programatically but they often confused Java programmer both beginners and intermediate alike. Only *difference between trustStore and keyStore* is what they store and there purpose. In SSL handshake purpose of **trustStore is to verify credentials** and purpose of**keyStore is to provide credential**. keyStore in Java stores private key and certificates corresponding to there public keys and require if you are SSL Server or SSL requires client authentication. TrustStore stores certificates from third party, your Java application communicate or certificates signed by CA(certificate authorities like Verisign, Thawte, Geotrust or GoDaddy) which can be used to identify third party. This is second article on setting up SSL on Java program, In last post we have seen [How to import SSL certificates into trustStore and keyStore](http://javarevisited.blogspot.com/2012/03/add-list-certficates-java-keystore.html) and In this Java article we will some differences between keystore and truststore in Java, which will help to understand this concept better.

## **Difference between trustStore and keyStore in Java**

Here is the list of most *common difference between keyStore and trustStore*. I have already mentioned key difference in first paragraph which is related to purpose of keyStore and trustStore, which we will see here is little more detail.

1)First and major difference between trustStore and keyStore is that trustStore is used by TrustManager and keyStore is used by KeyManager [class in Java](http://javarevisited.blogspot.sg/2011/10/class-in-java-programming-general.html). KeyManager and TrustManager performs different job in Java, TrustManager determines whether remote connection should be trusted or not i.e. whether remote party is who it claims to and KeyManager decides which [authentication credentials](http://javarevisited.blogspot.sg/2012/03/why-character-array-is-better-than.html) should be sent to the remote host for authentication during SSL handshake. if you are an SSL Server you will use private key during key exchange algorithm and send certificates corresponding to your public keys to client, this certificate is acquired from keyStore. On SSL client side, if its written in Java, it will use certificates stored in trustStore to verify identity of Server. SSL certificates are most commonly comes as .cer file which is added into keyStore or trustStore by using any key management utility e.g. [keytool](http://java67.blogspot.sg/2012/09/keytool-command-examples-java-add-view-certificate-ssl.html). See my post [How to add certificates into trustStore](http://javarevisited.blogspot.sg/2012/03/add-list-certficates-java-keystore.html) for step by step guide on adding certificates into keyStore or trustStore in Java.

2) Another difference between trustStore and keyStore in rather simple terms is that keyStore contains private keys and required only if you are running a Server in SSL connection or you have enabled [client authentication](http://javarevisited.blogspot.sg/2011/11/ldap-authentication-active-directory.html) on server side. On the other hand trustStore stores public key or certificates from CA (Certificate Authorities) which is used to trust remote party or SSL connection.

3)One more difference between trustStore vs KeyStore is that we use -Djavax.net.ssl.keyStore to specify [path](http://javarevisited.blogspot.sg/2011/10/how-to-set-path-for-java-unix-linux-and.html) for keyStore and -Djavax.net.ssl.trustStore to specify path for trustStore in Java.

4) Another difference between trustStore and keyStore is that, If you store your personal certificate along with signer certificate in trustStore,  you can use same file as both trustStore and keyStore. By the way its good idea to separate personal certificate and signer certificates in keyStore and trustStore for better management.

5) One more API level difference between keyStore and trustStore is that  password of keyStore is provided using -Djavax.net.ssl.keyStorePassword and password of trustStore is provided using -Djavax.net.ssl.trustStorePassword.

That’s all on difference between trustStore and keyStore in Java. You can still use same file as trustStore and keyStore in Java to avoid maintaining two separate files, but its good idea to segregate public keys and private keys in two different files, its more verbose and self explanatory that which one holds CA certificates to trust server and which contains client's private keys.

# [Difference between save vs persist and saveOrUpdate in Hibernate](http://javarevisited.blogspot.com/2012/09/difference-hibernate-save-vs-persist-and-saveOrUpdate.html)

**Save vs saveOrUpdate vs persist in Hibernate**

What is difference between save and saveOrUpdate or Difference between save and persist are common interview question in any Hibernate interview, much like [Difference between get and load method in Hibernate](http://javarevisited.blogspot.sg/2012/07/hibernate-get-and-load-difference-interview-question.html). Hibernate Session class provides couple of ways to save object into database by methods like save, saveOrUpdate and persist. You can use either save(),  saveOrUpdate() or persist() based upon your requirement for persisting object into [Database](http://javarevisited.blogspot.sg/2011/11/database-transaction-tutorial-example.html). Along with [Spring framework Interview questions](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html), Hibernate questions are also quite popular on J2EE interviews because of its status as leading ORM. It’s good to prepare some questions from Hibernate before appearing in any[J2EE interviews](http://javarevisited.blogspot.sg/2011/09/servlet-interview-questions-answers.html). One of them is *Difference between save , saveOrUpdate and persist*, which we will see in this Hibernate article.

**Difference between save and saveOrUpdate in Hibernate**

Main *difference between save and saveOrUpdate method* is that save() generates a **new identifier** and INSERT record into [database](http://javarevisited.blogspot.sg/2011/10/selct-command-sql-query-example.html) while saveOrUpdate can either INSERT or UPDATE based upon existence of record. Clearly saveOrUpdate is more flexible in terms of use but it involves an extra processing to find out whether recordalready exists in table or not. In summary  save() method saves records into database by INSERT SQL query, Generates a new identifier and return the [Serializable](http://javarevisited.blogspot.sg/2011/04/top-10-java-serialization-interview.html) identifier back. On the other hand  saveOrUpdate() method either INSERT or UPDATE based upon existence of object in database. If persistence object already exists indatabase then UPDATE SQL will [execute](http://javarevisited.blogspot.sg/2012/03/how-to-create-and-execute-jar-file-in.html) and if there is no corresponding object in database than INSERT will run.

## **Difference between save and persist method in Hibernate**

In last section we saw What are difference between save and saveOrUpdate and now we will see Difference on save vs persist method.

1)First difference between save and persist is there return type. Similar to save method persist also INSERT records into database but **return type of persist is void** while return type of save is [Serializable](http://javarevisited.blogspot.sg/2012/01/serializable-externalizable-in-java.html) object.

2) Another difference between persist and save is that both methods make a [transient](http://javarevisited.blogspot.sg/2012/03/difference-between-transient-and.html) instance persistent. However, persist() method doesn't guarantee that the identifier value will be assigned to the persistent instance immediately, the assignment might happen at flush time.

3) One more thing which differentiate persist and save method in Hibernate is that is there behavior on outside of transaction boundaries. persist() method guarantees that it will not execute an INSERT statement if it is called outside of [transaction boundaries](http://javarevisited.blogspot.sg/2011/11/database-transaction-tutorial-example.html). save() method does not guarantee the same, it returns an identifier, and if an INSERT has to be executed to get the identifier (e.g. "identity"generator), this INSERT happens immediately, no matter if you are inside or outside of a transaction.

4) Fourth difference between save and persist method in Hibernate is related to previous difference on save vs persist. Because of its above behavior of persist method outside transaction boundary, its useful in long-running conversations with an extended Session context. On the other hand save method is not good in a long-running conversation with an extended Session context.

These were some **differences between save, saveOrUpdate and persist method of Hibernate**. All three method are related to saving Object into database but there behavior are quite different. Knowledge of save, persist and saveOrUpdate not only helps to decide better use of Hibernate API but also help you to do well in Hibernate interviews.

## Interview questions on Java Garbage collection

[![Java Garbage collection Interview Question Answer for 4+ experience](data:image/jpeg;base64,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)](http://3.bp.blogspot.com/-K6q0DQ1v-tw/TWu8owBtc2I/AAAAAAAAADA/oBoHDBiJ8ag/s1600/17.jpg)Here is some Garbage collection Interview questions from my personal collection, which I have created from my experience and with the help of various friends and colleagues which has shared *GC interview questions* with me. Actually there are lot many questions than What I am sharing here but to keep this post small I thought to only share some questions, I can think of second part of GC interview question if you guys find this useful.

**Question 1 - What is structure of Java Heap ? What is Perm Gen space in Heap ?**

Answer : In order to better perform in Garbage collection questions in any Java interview, It’s important to have basic understanding of  Java Heap space. To learn more about heap, see my post [10 points on Java heap space](http://javarevisited.blogspot.sg/2011/05/java-heap-space-memory-size-jvm.html). By the way Heap is divided into different generation e.g. new generation, old generation and PermGen space.PermGen space is used to store class’s metadata and filling of PermGen space can cause [java.lang.OutOfMemory:PermGen space](http://javarevisited.blogspot.sg/2012/01/tomcat-javalangoutofmemoryerror-permgen.html). Its also worth noting to remember [JVM option to configure PermGen](http://javarevisited.blogspot.sg/2011/09/javalangoutofmemoryerror-permgen-space.html) space in Java.

**Question 2 - How do you identify minor and major garbage collection in Java?**

Answer: Minor collection prints “GC” if garbage collection [logging](http://javarevisited.blogspot.sg/2011/05/top-10-tips-on-logging-in-java.html) is enable using –verbose:gc or -XX:PrintGCDetails, while Major collection prints “Full GC”. This Garbage collection interview question is based on understanding of Garbage collection output. As more and more Interviewer are asking question to check candidate’s ability to understand GC output, this topic become even more important.

**Question 3 - What is difference between ParNew and DefNew Young Generation Garbage collector?**

Answer : This *Garbage Collection interview questions* is recently asked to one of my friend. It require more than average knowledge on GC to answer this question. By the way ParNew and DefNew is two young generation garbage collector. ParNew is a multi-threaded GC used along with concurrent Mark Sweep while DefNew is single threaded GC used along with Serial Garbage Collector.

**Question 4 - How do you find GC resulted due to calling System.gc()?**

Answer : Another GC interview question which is based on GC output. Similar to major and minor collection, there will be a word “System” included in Garbage collection output.

**Question 5 - What is difference between Serial and Throughput Garbage collector?**

Answer : Serial Garbage collector is a stop the world GC which stops application thread from running during both [minor and major collection](http://javarevisited.blogspot.sg/2011/04/garbage-collection-in-java.html). Serial Garbage collector can be enabled using JVM option -XX:UseSerialGC and it's designed for Java application which doesn't have pause time requirement and have client configuration. **Serial Garbage collector** was also default GC in JDK 1.4 before ergonomics was introduced in JDK 1.5. Serial GC is most suited for small application with less number of [thread](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) while throughput GG is more suited for large applications. On the other hand Throughput garbage collector is parallel collector where minor and major collection happens in parallel taking full advantage of all the system resources available like multiple processor. Though both major and minor collection runs on stop-the-world fashion and introduced pause in application. Throughput Garbage collector can be enable using -XX:UseParallelGC or -XX:UseOldParallelGC. It increases overall throughput of application my minimizing time spent in Garbage collection but still has long pauses during full GC.This is a kind of *Garbage collection interview questions* which gives you an opportunity to show your knowledge in detail while answering. I always suggest to answer these kind of questions in detail.

**Question 6 – When does an Object becomes eligible for Garbage collection in Java ?**

Answer : An object becomes [eligible for garbage collection](http://javarevisited.blogspot.sg/2011/04/garbage-collection-in-java.html) when there is no live reference for that object or it can not be reached by any live thread. Cyclic reference doesn’t count as live reference and if two objects are pointing to each other and there is no live reference for any of them, than both are eligible for GC. Also Garbage collection thread is a [daemon thread](http://javarevisited.blogspot.sg/2012/03/what-is-daemon-thread-in-java-and.html) which will run by JVM based upon GC algorithmand when runs it collects all objects which are eligible for GC.

**Question 7 - What is finalize method in Java ? When does Garbage collector calls finalize method in Java ?**

Answer : Finalize method in Java also called finalizer is a method defined in java.lang.Object and called by Garbage collector before collecting any object which is eligible for GC. Finalize() method provides last chance to object to do cleanup and free any remaining resource, to learn more about finalizers, read [What is finalize method in Java](http://javarevisited.blogspot.sg/2012/03/finalize-method-in-java-tutorial.html).

**Question 8 - If Object A has reference to Object B and Object B refer to Object A, apart from that there is no live reference to either object A or B, Does they are eligible to Garbage collection ?**

This Garbage collection interview questions is related question 5 “When object become eligible for Garbage collection”. An object becomes eligible for Garbage collection if there is no live reference for it. It can not be accessible from any Thread and cyclic dependency doesn’t prevent Object from being Garbage collected. Which means in this case both Object A and Object B are eligible of Garbage collection. See [How Garbage collection works in Java](http://javarevisited.blogspot.com/2011/04/garbage-collection-in-java.html) for more details.

**Question 9 -Can we force Garbage collector to run at any time ?**

Answer : No, you can not force Garbage collection in Java. Though you can request it by calling Sytem.gc() or its cousin Runtime.getRuntime().gc(). It’s not guaranteed that GC will run immediately as result of calling these method.

**Question 10 - Does Garbage collection occur in permanent generation space in JVM?**

Answer : This  is a tricky Garbage collection interview question as many programmers are not sure whether PermGen space is part of [Java heap space](http://javarevisited.blogspot.sg/2011/08/increase-heap-size-maven-ant.html) or not and since it maintains class Meta data and String pool, whether its eligible for garbage collection or not. By the way Garbage Collection does occur in PermGen space and if PermGen space is full or cross a threshold, it can trigger Full GC. If you look at output of GC you will find that PermGen space is also garbage collected. This is why correct sizing of PermGen space is important to avoid frequent full GC. You can control size of PermGen space by [JVM options](http://javarevisited.blogspot.sg/2011/11/hotspot-jvm-options-java-examples.html) -XX:PermGenSize and -XX:MaxPermGenSize.

**Question 11 : How to you monitor garbage collection activities?**

Answer : One of my favorite interview questions on [Garbage collection](http://www.blogger.com/javarevisited.blogspot.in/2011/04/garbage-collection-in-java.html), just to check whether candidate has ever monitored GC activities or not. You can monitor garbage collection activities either offline or real-time. You can use tools like **JConsole** and **VisualVM** VM with its Visual GC plug-in to monitor real time garbage collection activities and memory status of JVM or you can redirect Garbage collection output to a log file for offline analysis by using -XlogGC=&lt;PATH&gt; JVM parameter. Anyway you should always enable GC options like -XX:PrintGCDetails -X:verboseGC and -XX:PrintGCTimeStamps as it doesn't impact [application performance](http://javarevisited.blogspot.sg/2012/01/improve-performance-java-database.html) much but provide useful states for performance monitoring.

**Question 12: Look at below Garbage collection output and answer following question :**

[GC

       [ParNew: 1512K->64K(1512K), 0.0635032 secs]

       15604K->13569K(600345K), 0.0636056 secs]

       [Times: user=0.03 sys=0.00, real=0.06 secs]

 1. Is this output of Major Collection or Minor Collection ?

 2. Which young Generation Garbage collector is used ?

 3. What is size of Young Generation, Old Generation and total Heap Size?

 4. How much memory is freed from Garbage collection ?

 5. How much time is taken for Garbage collection ?

 6. What is current Occupancy of Young Generation ?

This Garbage collection Interview questions is completely based on GC output. Following are answers of above GC questions which will not only help you to answer these question but also help you to understand and interpret GC output.

**Answer 1**:  It's Minor collection because of "GC" word, In case of Major collection, you would see "Full GC".

**Answer 2**: This output is of multi-threaded Young Generation Garbage collector "ParNew", which is used along with CMS concurrent Garbage collector.

**Answer 3**: [1512K] which is written in bracket is total size of Young Generation, which include Eden and two survivor space. 1512K on left of arrow is occupancy of Yong Generation before GC and 64K is occupancy after GC. On the next line value if bracket is total heap size which is (600345K). If we subtract size of young generation to total heap size we can calculate size of Old Generation. This line also shows occupancy of heap before and after Garbage collection.

**Answer 4**: As answered in previous garbage collection interview question, second line shows heap occupancy before and after Garbage collection. If we subtract value of right side 13569K, to value on left side 15604K, we can get total memory freed by GC.

**Answer 5**: 0.0636056 secs on second line denotes total time it took to collect dead objects during Garbage collection. It also include time taken to GC young generation which is shown in first line (0635032 secs).

**Answer 6**: 64K

Here are few more interesting *Garbage collection Interview question* for your practice, I haven’t provided answers of all garbage collection interview questions. If you know the answer than you can  post via comments.

Question -  What is difference between -XX:ParallelGC and -XX:ParallelOldGC?

Question - When do you ConcurrentMarkSweep Garbage collector and Throughput GC?

Question -  What is difference between ConcurrentMarkSweep and G1 garbage collector?

Question -  Have you done any garbage collection tuning? What was your approach**?**

These were some Garbage collection interview questions and answers, may help on your Java Interview preparation. If you have got any interesting interview questions related to GC than don’t forget to share with us.

# [Difference between notify and notifyAll in Java - When and How to use](http://javarevisited.blogspot.com/2012/10/difference-between-notify-and-notifyall-java-example.html)

**notify vs notifyAll in Java**

What is difference between notify and notifyAll method is one of the [tricky Java question](http://java67.blogspot.sg/2012/09/top-10-tricky-java-interview-questions-answers.html), which is easy to answer but once Interviewer ask followup questions, you either got confused or not able to provide clear cut and to the point answers. Main difference between notify and notifyAll is that notify method will only notify one [Thread](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) and notifyAllmethod will notify all Threads  which are waiting on that monitor or lock. By the way this is something you have been reading in all over places and to be frank,  this statement despite being correct is not complete and its very difficult to understand *difference between notify vs notifyAll* by just reading this statement. Lot of questions comes in mind like

Which thread will be notified if I use notify()?

How do I know how many threads are waiting, so that I can use notifyAll() ?

How to call notify()?

What are these thread waiting for being notified etc.

Actually discussion of notify and notifyAll is incomplete without discussing wait method in Java and I had touched based on this on my earlier article [why wait and notify must be called from synchronized context](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html). In order to get answer of those questions and understand difference between notify and notifyAll we will use a simple Java Thread example using wait and notify code :

**Difference between notify and notifyAll in Java**

Java provides two methods notify and notifyAll for waking up threads waiting on some condition and you can use any of them but there is subtle difference between notify and notifyAll in Java which makes it one of the [popular multi-threading interview question in Java](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html). When you call notify only one of waiting thread will be woken and its not guaranteed which thread will be woken, it depends upon Thread scheduler. While if you call notifyAll method, all threads waiting on that lock will be woken up, but again all woken thread will fight for lock before executing remaining code and that's why wait is called on loop because if multiple threads are woken up, the thread which will get lock will first execute and it may reset waiting condition, which will force subsequent threads to [wait](http://javarevisited.blogspot.sg/2011/12/difference-between-wait-sleep-yield.html).So key difference between notify and notifyAll is that notify() will cause only one thread to wake up while notifyAll method will make all thread to wake up.

**When to use notify and notifyAll in Java**

This is the follow-up question if you get pass the earlier one *Difference between notifyAll and notify in Java*. If you understand notify vs notifyAll then you can answer this by applying little common sense. You can use notify over notifyAll if all thread are waiting for same condition and only one Thread at a time can benefit from condition becoming true. In this case notify is optimized call over notifyAll because waking up all of them because we know that only one thread will benefit and all other will wait again, so calling notifyAll method is just waste of cpu cycles. Though this looks quite reasonable there is still a caveat that unintended recipient swallowing critical notification. by using notifyAll we ensure that all recipient will get notify. Josh bloach has explained this in good detail in his book Effective Java , I highly recommend this book if you haven't read them already. Another one you can try is Concurrency Practice in Java and Java Thread, which discusses [wait and notify methods](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html) in good details.

## **Example of notify and notifyAll method in Java**

I have put together an example to show how all threads gets notified when we call notifyAll method in Java and just one Thread will wake up when we call notify method in Java. In this example three threads will wait if boolean variable go is false, remember boolean go is a [volatile variable](http://javarevisited.blogspot.sg/2011/06/volatile-keyword-java-example-tutorial.html), so that all threads will see its updated value. Initially three threads WT1, WT2, WT3 will wait because variable go isfalse than one thread NT1 will make go true and notify all threads by calling notifyAll method or notify just one thread by calling notify() method. In case of notify() call there is no guarantee which thread will woke up and you can see it by running this Java program multiple times. In case of notifyAll all thread will woke up but they will compete for monitor or lock and the Thread which will get the lock first will finish its execution and resetting go to false which will force other two threads still waiting. At the end of this program you will have two threads waiting and two threads including notification thread finished. Program will not terminate because other two threads are still waiting and they are not [daemon threads](http://javarevisited.blogspot.sg/2012/03/what-is-daemon-thread-in-java-and.html). Purpose of this notify and notifyAll example is to show you How to use them and How notify and notifyAll method works in Java.

**Code Example of notify and notifyAll**

Here is complete code example of How to use notify and notifyAll method in Java. We have already explained when to use notify vs notifyAll method and this example will clarify effect of calling notify and notifyAll method  in Java.

**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* **Java program to demonstrate How to use notify and notifyAll method in Java** and

 \* How notify and notifyAll method notifies thread, which thread gets woke up etc.  
 \*/  
**public** **class** NotificationTest {  
  
    **private** **volatile** **boolean** go = **false**;  
  
    **public** **static** **void** main(**String** args[]) **throws** **InterruptedException** {  
        **final** NotificationTest test = **new** NotificationTest();  
        
        **Runnable** waitTask = **new** **Runnable**(){  
        
            @**Override**  
            **public** **void** run(){  
                **try** {  
                    test.shouldGo();  
                } **catch** (**InterruptedException** ex) {  
                    **Logger**.getLogger(NotificationTest.**class**.getName()).

                           log(**Level**.SEVERE, **null**, ex);  
                }  
                **System**.out.println(**Thread**.currentThread() + " finished Execution");  
            }  
        };  
        
        **Runnable** notifyTask = **new** **Runnable**(){  
        
            @**Override**  
            **public** **void** run(){  
                test.go();  
                **System**.out.println(**Thread**.currentThread() + " finished Execution");  
            }  
        };  
        
        **Thread** t1 = **new** **Thread**(waitTask, "WT1"); *//will wait*  
        **Thread** t2 = **new** **Thread**(waitTask, "WT2"); *//will wait*  
        **Thread** t3 = **new** **Thread**(waitTask, "WT3"); *//will wait*  
        **Thread** t4 = **new** **Thread**(notifyTask,"NT1"); *//will notify*  
        
        *//starting all waiting thread*  
        t1.start();  
        t2.start();  
        t3.start();  
        
        *//pause to ensure all waiting thread started successfully*  
        **Thread**.sleep(200);  
        
        *//starting notifying thread*  
        t4.start();  
        
    }  
    */\*  
     \* wait and notify can only be called from synchronized method or bock  
     \*/*  
    **private** **synchronized** **void** shouldGo() **throws** **InterruptedException** {  
        while(go != **true**){  
            **System**.out.println(**Thread**.currentThread()

                         + " is going to wait on this object");  
            wait(); *//release lock and reacquires on wakeup*  
            **System**.out.println(**Thread**.currentThread() + " is woken up");  
        }  
        go = **false**; *//resetting condition*  
    }  
    
    */\*  
     \* both shouldGo() and go() are locked on current object referenced by "this" keyword  
     \*/*  
    **private** **synchronized** **void** go() {  
        while (go == **false**){  
            **System**.out.println(**Thread**.currentThread()

            + " is going to notify all or one thread waiting on this object");  
  
            go = **true**; *//making condition true for waiting thread*  
            *//notify(); // only one out of three waiting thread WT1, WT2,WT3 will woke up*  
            notifyAll(); *// all waiting thread  WT1, WT2,WT3 will woke up*  
        }  
        
    }  
  }  
  
**Output in case of using notify**  
**Thread**[WT1,5,main] is going to wait on **this** object  
**Thread**[WT3,5,main] is going to wait on **this** object  
**Thread**[WT2,5,main] is going to wait on **this** object  
**Thread**[NT1,5,main] is going to notify all or one thread waiting on **this** object  
**Thread**[WT1,5,main] is woken up  
**Thread**[NT1,5,main] finished Execution  
**Thread**[WT1,5,main] finished Execution  
  
**Output in case of calling notifyAll**  
**Thread**[WT1,5,main] is going to wait on **this** object  
**Thread**[WT3,5,main] is going to wait on **this** object  
**Thread**[WT2,5,main] is going to wait on **this** object  
**Thread**[NT1,5,main] is going to notify all or one thread waiting on **this** object  
**Thread**[WT2,5,main] is woken up  
**Thread**[NT1,5,main] finished Execution  
**Thread**[WT3,5,main] is woken up  
**Thread**[WT3,5,main] is going to wait on **this** object  
**Thread**[WT2,5,main] finished Execution  
**Thread**[WT1,5,main] is woken up  
**Thread**[WT1,5,main] is going to wait on **this** object

I strongly recommend to run this Java program and understand output produce by it and try to understand it. Theory should complement practical example and if you see any inconsistency than let us know or try to rectify it. Along with [deadlock](http://javarevisited.blogspot.sg/2010/10/what-is-deadlock-in-java-how-to-fix-it.html), [race condition](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) and [thread-safety](http://javarevisited.blogspot.sg/2012/01/how-to-write-thread-safe-code-in-java.html),  inter thread communication is one of the fundamental of concurrent programming in Java.

**Summary**

In short here are answers of questions on notify and notifyAll we have raised at the start of this tutorial:

**Which thread will be notified if I use notify()?**

No guaranteed,  ThreadScheduler will pick a random thread from pool of waiting thread on that monitor. What is guaranteed is that only one Thread will be notified.

**How do I know how many threads are waiting, so that I can use notifyAll() ?**

Its depend upon your application logic, while coding you need to think whether a piece of code can be run by multiple thread or not. A good example to understand inter-thread communication is implementing [producer consumer pattern in Java](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html).

**How to call notify()?**

Wait() and notify() method can only be called from [synchronized method or block](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html), you need to call notify method on object on which other threads are waiting.

**What are these thread waiting for being notified etc.**

Thread wait on some condition e.g. in producer consumer problem, producer thread wait if shared queue is full and consumer thread wait if shared queue is empty. Since multiple thread are working with a shared resource they communicate with each other using wait and notify method.

That’s all on *What is difference between notify and notifyAll method in Java*  and when to use notify vs notifyAll in Java. Now you should be able to understand and use notify and notifyAll method for inter-thread communication in your Java program.

# [What is difference between java.sql.Time, java.sql.Timestamp and java.sql.Date - JDBC interview Question](http://javarevisited.blogspot.com/2012/10/difference-between-javasqltime-date-timestamp-jdbc-interview-question.html)

Difference between java.sql.Time, java.sql.Timestamp and java.sql.Date  is most common JDBC question appearing on many [core Java interviews](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html). As JDBC provides three classes java.sql.Date, java.sql.Time and java.sql.Timestamp to represent date and time and you already have java.util.Date which can represent both date and time, this question poses lot of confusion among Java programmer and that’s why this is one of those [tricky Java questions](http://java67.blogspot.in/2012/09/top-10-tricky-java-interview-questions-answers.html) which is tough to answer. It becomes really tough if differences between them is not understood correctly. We have already seen some frequently asked or common JDBC questions like [why JDBC has java.sql.Date despite java.util.Date](http://javarevisited.blogspot.sg/2012/04/difference-between-javautildate-and.html) and [Why use PreparedStatement in Java](http://javarevisited.blogspot.sg/2012/03/why-use-preparedstatement-in-java-jdbc.html) in our last tutorials and we will see difference between java.sql.Date, java.sql.Time and java.sql.Timestamp in this article. By the way apart from these JDBC interview questions, if you are looking to get most from JDBC you can also see [4 JDBC performance tips](http://javarevisited.blogspot.in/2012/01/improve-performance-java-database.html) and [10 JDBC best practices to follow](http://javarevisited.blogspot.in/2012/08/top-10-jdbc-best-practices-for-java.html). Those article not only help you to understand and use JDBC better but also help on interviews. Let’s come back to difference sql time, timestamp and sql date.

## **Difference between java.sql.Time, java.sql.Timestamp and java.sql.Date:**

JDBC in Java has three date/time types corresponding to DATE, TIME and TIMESTAMP type of ANSI SQL. These types are used to convert SQL types into Java types.

1) First difference on java.sql.Time vs java.sql.Timestamp vs java.sql.Date is about information they represent :

JDBC TIME or java.sql.Time represent only time information e.g. hours, minutes and seconds **without any date information**.

JDBC DATE or java.sql.Date represent only date information e.g. year, month and day **without any time information.**

JDBC TIMESTAMP or java.sql.Timestamp  **represent both date and time information** including nanosecond details.

2) java.sql.Time and java.sql.Timestamp extends [java.util.Date](http://javarevisited.blogspot.in/2011/09/convert-date-to-string-simpledateformat.html) class but java.sql.Date is independent.

3) Time information from java.sql.Date and Date information from java.sql.Time is normalized and may set to zero in order to confirm ANSI SQL DATE and TIME types.

So difference between Time, Timestamp and Date of SQL package is clear in terms of what they represent. On contrary java.util.Date also represent Date and time information but **without nanosecond details** and that's why many people prefer to store date as long value (millisecond passed from epoch January 1, 1970 00:00:00.000 GMT). If you compare to java.sql.Timestamp with [equals() method](http://javarevisited.blogspot.sg/2011/02/how-to-write-equals-method-in-java.html) itwill return false as value of nanosecond is unknown.

That's all on difference between java.sql.Date, java.sql.Time and java.sql.Timestamp. All differences lies on what exactly the represent. This kinds of questions are worth looking before going to any JDBC interview as time and date are integral part of any JDBC interview.

# [What is difference between BeanFactory and ApplicationContext in Spring framework](http://javarevisited.blogspot.com/2012/11/difference-between-beanfactory-vs-applicationcontext-spring-framework.html)

**BeanFactory vs ApplicationContext**

Difference between BeanFactory and ApplicationContext in Spring framework is a another frequently asked [Spring interview question](http://javarevisited.blogspot.in/2011/09/spring-interview-questions-answers-j2ee.html) mostly asked to Java programmers with 2 to 4 years experience in Java and Spring. Both BeanFactory and ApplicationContext provides way to get bean from Spring IOC container by calling getBean("bean name"), but there are some difference in there working and features provided by them. One difference between bean factory and application context is that former only instantiate bean when you call getBean() method while ApplicationContext instantiate Singleton bean when container is started,  It doesn't wait for getBean to be called. Thisinterview questions is third in my list of frequently asked spring questions e.g. Setter vs Constructor Injection and  [What is default scope of Spring bean](http://javarevisited.blogspot.in/2012/05/what-is-bean-scope-in-spring-mvc.html). If you are preparing for Java interview and expecting some Spring framework question, It’s worth preparing those questions. If you are new in Spring framework and exploring Spring API and classes than you would like check my post on some Spring utility functions e.g. [calculating time difference with StopWatch](http://javarevisited.blogspot.sg/2012/04/how-to-measure-elapsed-execution-time.html) and  [escaping XML special characters using Spring HtmlUtils](http://javarevisited.blogspot.in/2012/09/how-to-replace-escape-xml-special-characters-java-string.html). Coming back to BeanFactory vs ApplicationContext, let’s see some more difference between them in next section.

## **BeanFactory vs ApplicationContext in Spring**

Before seeing difference between ApplicationContext and BeanFactory, let see some similarity between both of them. Spring provides two kinds of IOC container, one is BeanFactory and other is ApplicationContext. Syntactically BeanFactory and ApplicationContext both are [Java interfaces](http://javarevisited.blogspot.in/2012/04/10-points-on-interface-in-java-with.html) and ApplicationContext extends BeanFactory. Both of them are configuration using [XML configuration file](http://javarevisited.blogspot.in/2012/03/how-to-read-properties-file-in-java-xml.html). In short BeanFactory provides basic IOC and DI features while ApplicationContext provides advanced features. Apart from these, Here are few more difference between BeanFactory and ApplicationContext which is mostly based upon features supported by them.

1) BeanFactory doesn't provide support for internationalization i.e. i18n but ApplicationContext provides support for it.

2) Another difference between BeanFactory vs ApplicationContext is ability to publish event to beans that are registered as listener.

3) One of the popular implementation of BeanFactory interface is XMLBeanFactory while one of the popular implementation of ApplicationContext interface is ClassPathXmlApplicationContext. On [Java web application](http://javarevisited.blogspot.sg/2012/08/what-is-jsessionid-in-j2ee-web.html) we use WebApplicationContext  which extends ApplicationContext interface and adds getServletContext method.

4) If you are using auto wiring and using BeanFactory than you need to register AutoWiredBeanPostProcessor using API which you can configure in XML if you are using  ApplicationContext. In summary BeanFactory is OK for testing and non [production](http://javarevisited.blogspot.in/2011/09/how-to-write-production-quality-code.html) use but ApplicationContext is more feature rich container implementation and should be favored over BeanFactory

These were some worth noting difference between BeanFactory and ApplicationContext in Spring framework. In most practical cases you will be using ApplicationContext but knowing about BeanFactory is important to understand fundamental concept of spring framework. I mostly use XML configuration file and ClassPathXmlApplicationContext to quickly run any Spring based Java program from [Eclipse](http://javarevisited.blogspot.sg/2012/10/eclipse-shortcut-to-remove-all-unused-imports-java.html) by using following snippet of code :

**public** **static** **void** main(**String** args[]){  
    ApplicationContext ctx = **new** ClassPathXmlApplicationContext("beans.xml");  
    Hello hello = (Hello) ctx.getBean("hello");  
    hello.sayHello("John");  
}

here beans.xml is your spring configuration file and “hello” is a bean defined in that spring configuration file. Here we have used ClassPathXmlApplicationContext  which is an implementation of ApplicationContext interface in Spring.

# [Difference between Setter vs Constructor Injection in Spring](http://javarevisited.blogspot.com/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html)

**Spring Setter vs Constructor Injection**

Spring supports two types of dependency Injection, using setter method e.g. setXXX() where XXX is dependency or via constructor argument. First way of dependency injection is known as **setter injection** while later is known as **constructor injection**. Both approaches of Injecting dependency on Spring bean has there pros and cons, which we will see in this Spring framework article. *Difference between Setter Injection and Constructor Injection in Spring* is also a popular [Spring framework interview question](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html).Some time interviewer also ask as When do you use Setter Injection over Constructor injection in Spring or simply benefits of using setter vs constructor injection in Spring framework. Points discussed in this article not only help you to understand Setter vs Constructor Injection but also Spring's dependency Injection process. By the way if you are new in Spring framework and learning it, you may want to take a look at my list of [5 good books to learn Spring framework](http://javarevisited.blogspot.sg/2013/03/5-good-books-to-learn-spring-framework-mvc-java-programmer.html). That will certainly help on  your learning process. Since Spring is now a must have skill for Java programmers, it worth putting time and effort to learn this powerful framework

## **Difference between Setter and Constructor Injection in Spring framework**

As I said earlier Spring supports both setter and constructor Injection which are two standard way of injecting dependency on beans managed by IOC constructor. Spring framework doesn't support Interface Injection on which dependency is injected by implementing a particular interface. In this section we will see couple of difference between setter and constructor Injection, which will help you decide when to use setter Injection over constructor Injection in Spring and vice-versa.

1) Fundamental difference between setter and constructor injection, as there name implies is How dependency is injected.  Setter injection in Spring uses setter methods like setDependency() to inject dependency on any bean managed by Spring's IOC container. On the other hand constructor injection uses [constructor](http://javarevisited.blogspot.sg/2012/01/what-is-constructor-overloading-in-java.html) to inject dependency on any Spring managed bean.

2) Because of using setter method, setter Injection in more readable than constructor injection in Spring configuration file usually applicationContext.xml . Since setter method has name e.g. setReporotService() by reading Spring XML config file you know which dependency you are setting. While in constructor injection, since it uses index to inject dependency, its not as readable as setter injection and you need to refer either Java documentation or code to find which index corresponds to which property.

3) Another difference between setter vs constructor injection in Spring and one of the drawback of  setter injection is that it does not ensures [dependency Injection](http://javarevisited.blogspot.sg/2012/03/10-object-oriented-design-principles.html). You can not guarantee that certain dependency is injected or not, which means you may have an object with incomplete dependency. On other hand constructor Injection does not allow you to construct object, until your dependencies are ready.

4) One more drawback of setter Injection is Security. By using setter injection, you can [override](http://javarevisited.blogspot.in/2011/12/method-overloading-vs-method-overriding.html) certain dependency which is not possible which is not possible with constructor injection because every time you call constructor, a new object is gets created.  
  
5) One of our reader Murali Mohan Reddy, pointed out one more difference between Setter and Constructor injection in Spring, where later can help, if there is a circular dependency between two object A and B.

If Object A and B are dependent each other i.e A is depends ob B and vice-versa. Spring throws ObjectCurrentlyInCreationException while creating objects of A and B bcz A object cannot be created until B is created and vice-versa. So spring can resolve circular dependencies through setter-injection. Objects constructed before setter methods invoked.

See comment section for more inputs from other readers.

## When to use Setter Injection over Constructor Injection in Spring

Setter Injection has upper hand over Constructor Injection in terms of readability. Since for configuring Spring we use [XML files](http://javarevisited.blogspot.in/2011/12/parse-xml-file-in-java-example-tutorial.html), readability is much bigger concern. Also drawback of setter Injection around ensuring mandatory dependency injected or not can be handled by configuring Spring to check dependency using "dependency-check" attribute of  tag or tag. Another worth noting point to remember while comparing Setter Injection vs Constructor Injection is that, once number of dependency crossed a threshold e.g. 5 or 6 its handy manageable to passing dependency via constructor. Setter Injection is preferred choice when number of dependency to be injected is lot more than normal, if some of those arguments is optional than using [Builder design pattern](http://javarevisited.blogspot.in/2012/06/builder-design-pattern-in-java-example.html) is also a good option.

In Summary both Setter Injection and Constructor Injection has there own advantage and disadvantage. Good thing about Spring is that it doesn't restrict you to use either Setter Injection or Constructor Injection and you are free to use both of them in one Spring configuration file. Use Setter injection when number of dependency is more or you need readability. Use Constructor Injection when Object must be created with all of its dependency.

# [How ClassLoader Works in Java](http://javarevisited.blogspot.com/2012/12/how-classloader-works-in-java.html)

Java class loaders are used to load classes at runtime. ClassLoader in Java works on three principle: delegation, visibility and uniqueness. Delegation principle forward request of class loading to parent class loader and only loads the class, if parent is not able to find or load class. Visibility principle allows child class loader to see all the classes loaded by parent ClassLoader, but parent class loader can not see classes loaded by child. Uniqueness principle allows to load a class exactly once, which is basically achieved by delegation and ensures that child ClassLoader doesn't reload the class already loaded by parent. Correct understanding of class loader is must to resolve issues like[NoClassDefFoundError in Java](http://javarevisited.blogspot.sg/2011/06/noclassdeffounderror-exception-in.html) and [java.lang.ClassNotFoundException](http://javarevisited.blogspot.sg/2011/08/classnotfoundexception-in-java-example.html), which are related to class loading. ClassLoader is also an important topic in advanced Java Interviews, where good knowledge of working of Java ClassLoader and [How classpath works in Java](http://javarevisited.blogspot.ca/2011/01/how-classpath-work-in-java.html) is expected from Java programmer. I have always seen questions like, **Can one class be loaded by two different ClassLoader in Java** on various [Java Interviews](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html).  In this Java programming tutorial, we will learn what is ClassLoader in Java, How ClassLoader works in Java and some specifics about Java ClassLoader.

**What is ClassLoader in Java**

ClassLoader in Java is a class which is used to load [class files in Java](http://javarevisited.blogspot.ca/2012/05/10-points-about-class-file-in-java.html). Java code is compiled into class file by [javac](http://javarevisited.blogspot.sg/2012/12/javac-is-not-recognized-as-internal-or-external-command.html)compiler and [JVM](http://javarevisited.blogspot.sg/2011/12/jre-jvm-jdk-jit-in-java-programming.html)executes Java program, by executing byte codes written in class file. ClassLoader is responsible for loading class files from file system, network or any other source. There are three default class loader used in Java,**Bootstrap** , **Extension** and **System or Application class loader**. Every class loader has a predefined location, from where they loads class files. Bootstrap ClassLoader is responsible for loading standard JDK class files from rt.jar and it is parent of all class loaders in Java. Bootstrap class loader don't have any parents, if you callString.class.getClassLoader() it will return null and any code based on that may throw [NullPointerException in Java](http://javarevisited.blogspot.com/2012/06/common-cause-of-javalangnullpointerexce.html). Bootstrap class loader is also known as**Primordial ClassLoader** in Java.  Extension ClassLoader delegates class loading request to its parent, Bootstrap and if unsuccessful, loads class form jre/lib/ext directory or any other directory pointed by java.ext.dirs system property. Extension ClassLoader in JVM is implemented by  sun.misc.Launcher$ExtClassLoader. Third default class loader used by JVM to load Java classes is called System or Application class loader and it is responsible for loading application specific classes from [CLASSPATH](http://javarevisited.blogspot.sg/2011/01/how-classpath-work-in-java.html) environmentvariable, -classpath or -cp command line option, Class-Path attribute of Manifest file inside JAR. Application class loader is a child of Extension ClassLoader and its implemented by sun.misc.Launcher$AppClassLoader class. Also, except Bootstrap class loader, which is implemented in native language mostly in C,  all  Java class loaders are implemented using java.lang.ClassLoader.
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In short here is the location from which Bootstrap, Extension and Application ClassLoader load Class files.

1) Bootstrap ClassLoader - JRE/lib/rt.jar

2) Extension ClassLoader - JRE/lib/ext or any directory denoted by java.ext.dirs

3) Application ClassLoader - CLASSPATH environment variable, -classpath or -cp option, Class-Path attribute of Manifest inside [JAR file](http://javarevisited.blogspot.sg/2012/03/how-to-create-and-execute-jar-file-in.html).

## **How ClassLoader works in Java**

As I explained earlier Java ClassLoader works in three principles : delegation, visibility and uniqueness. In this section we will see those rules in detail and understand working of Java ClassLoader with example. By the way here is a diagram which explains How ClassLoader load class in Java using delegation.
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**Delegation principles**

As discussed on [when a class is loaded and initialized in Java](http://javarevisited.blogspot.sg/2012/07/when-class-loading-initialization-java-example.html), a class is loaded in Java, when its needed. Suppose you have an application specific class called Abc.class, first request of loading this class will come to Application ClassLoader which will delegate to its parent Extension ClassLoader which further delegates to Primordial or Bootstrap class loader. Primordial will look for that class inrt.jar and since that class is not there, request comes to Extension class loader which looks on jre/lib/ext directory and tries to locate this class there, if class is found there than Extension class loader will load that class and Application class loader will never load that class but if its not loaded by extension class-loader than Application class loader loads it from [Classpath in Java](http://java67.blogspot.sg/2012/08/what-is-path-and-classpath-in-java-difference.html). Remember Classpathis used to load class files while [PATH](http://javarevisited.blogspot.ca/2011/10/how-to-set-path-for-java-unix-linux-and.html) is used to locate executable like javac or java command.

**Visibility Principle**

According to visibility principle, Child ClassLoader can see class loaded by Parent ClassLoader but vice-versa is not true. Which mean if class Abc is loaded by Application class loader than trying to load class ABC explicitly using extension ClassLoader will throw either [java.lang.ClassNotFoundException](http://javarevisited.blogspot.ca/2011/08/classnotfoundexception-in-java-example.html). as shown in below Example

**package** test;  
  
**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* Java program to demonstrate How ClassLoader works in Java,

 \* in particular about visibility principle of ClassLoader.

 \*  
 \* @author Javin Paul  
 \*/  
  
**public** **class** ClassLoaderTest {  
    
    **public** **static** **void** main(**String** args[]) {  
        **try** {            
            *//printing ClassLoader of this class*  
            **System**.out.println("ClassLoaderTest.getClass().getClassLoader() : "  
                                 + ClassLoaderTest.**class**.getClassLoader());  
  
            
            *//trying to explicitly load this class again using Extension class loader*  
            **Class**.forName("test.ClassLoaderTest", **true**   
                            ,  ClassLoaderTest.**class**.getClassLoader().getParent());  
        } **catch** (**ClassNotFoundException** ex) {  
            **Logger**.getLogger(ClassLoaderTest.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
        }  
    }  
  
}  
  
**Output:**  
ClassLoaderTest.getClass().getClassLoader() : sun.misc.Launcher$AppClassLoader@601bb1  
16/08/2012 2:43:48 AM test.ClassLoaderTest main  
SEVERE: **null**  
java.lang.**ClassNotFoundException**: test.ClassLoaderTest  
        at java.net.**URLClassLoader**$1.run(**URLClassLoader**.java:202)  
        at java.security.**AccessController**.doPrivileged(Native **Method**)  
        at java.net.**URLClassLoader**.findClass(**URLClassLoader**.java:190)  
        at sun.misc.Launcher$ExtClassLoader.findClass(Launcher.java:229)  
        at java.lang.**ClassLoader**.loadClass(**ClassLoader**.java:306)  
        at java.lang.**ClassLoader**.loadClass(**ClassLoader**.java:247)  
        at java.lang.**Class**.forName0(Native **Method**)  
        at java.lang.**Class**.forName(**Class**.java:247)  
        at test.ClassLoaderTest.main(ClassLoaderTest.java:29)

**Uniqueness Principle**

According to this principle a class loaded by Parent should not be loaded by Child ClassLoader again. Though its completely possible to write class loader which violates Delegation and Uniqueness principles and loads class by itself, its not something which is beneficial. You should follow all  class loader principle while writing your own ClassLoader.

## **How to load class explicitly in Java**

Java provides API to explicitly load a class by Class.forName(classname) and Class.forName(classname, initialized, classloader), remember JDBC code which is used to load JDBC drives we have seen in [Java program to Connect Oracle database](http://javarevisited.blogspot.ca/2012/04/java-program-to-connect-oracle-database.html). As shown in above example you can pass name of ClassLoader which should be used to load that particular class along with binary name of class. Class is loaded by calling loadClass() method of java.lang.ClassLoader class which calls findClass() method to locate bytecodes for corresponding class. In this example Extension ClassLoader uses java.net.URLClassLoader which search for class files and resources in [JAR](http://javarevisited.blogspot.ca/2012/10/5-ways-to-add-multiple-jar-to-classpath-java.html) and directories. any search path which is ended using "/" is considered directory. If findClass() does not found the class than it throws [java.lang.ClassNotFoundException](http://javarevisited.blogspot.de/2012/03/jdbc-javalangclassnotfoundexception.html) and if it finds it calls defineClass() to convert bytecodes into a .class instance which is returned to the caller.

**Where to use ClassLoader in Java**

ClassLoader in Java is a powerful concept and used at many places. One of the *popular example of ClassLoader* is AppletClassLoader which is used to load class by Applet, since Applets are mostly loaded from internet rather than local file system, By using separate ClassLoader you can also loads same class from multiple sources and they will be treated as different class in [JVM](http://javarevisited.blogspot.ca/2011/12/jre-jvm-jdk-jit-in-java-programming.html). J2EE uses multiple class loaders to load class from different location like classes from WAR file will be loaded by Web-app ClassLoader while classes bundled in EJB-JAR is loaded by another class loader. Some web server also supports hot deploy functionality which is implemented using ClassLoader. You can also use ClassLoader to load classes from database or any other persistent store.

That's all about **What is ClassLoader in Java** and **How ClassLoader works in Java**. We have seen delegation, visibility and uniqueness principles which is quite important to debug or troubleshoot any ClassLoader related issues in Java. In summary knowledge of How ClassLoader works in Java is must for any Java developer or architect to design Java application and packaging.

# [BlockingQueue in Java – ArrayBlockingQueue vs LinkedBlockingQueue Example program Tutorial](http://javarevisited.blogspot.com/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html)

BlockingQueue in Java is added in Java 1.5 along with various other concurrent Utility classes like [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html), [Counting Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html), [CopyOnWriteArrrayList](http://java67.blogspot.sg/2012/09/what-is-copyonwritearraylist-in-java-example-vs-arraylist.html) etc. BlockingQueue is a unique collection type which not only store elements but also supports flow control by introducing blocking if either BlockingQueue is full or empty. take()method of BlockingQueue will block if Queue is empty and put() method of BlockingQueue will block if Queue is full. This property makes BlockingQueue an ideal choice for implementing [Producer consumer design pattern](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html) where one thread insert element into BlockingQueue and other thread consumes it. In this Java tutorial we will learn about What is BlockingQueue in Java, How to use BlockingQueue, ArrayBlockingQueue and LinkedBlockingQueue and some important properties of it.

## **Important properties of BlockingQueue in Java**

Before using any new Collection class e.g. BlockingQueue, I always read there API documentation to know more about it. There are always some important points which is worth remembering and avoids potential programming errors while using new Collection class. Following list of points about BlockingQueue in Java will help to learn and understand more about it.

1) BlockingQueue in Java doesn't allow null elements, various implementation of BlockingQueue like ArrayBlockingQueue, LinkedBlockingQueue throws [NullPointerException](http://javarevisited.blogspot.sg/2012/06/common-cause-of-javalangnullpointerexce.html) when you try to add null on queue.

**BlockingQueue**<**String**> bQueue = **new** **ArrayBlockingQueue**<**String**>(10);  
*//bQueue.put(null); //NullPointerException - BlockingQueue in Java doesn't allow null*  
        
bQueue = **new** **LinkedBlockingQueue**<**String**>();  
bQueue.put(**null**);  
  
**Exception** in thread "main" java.lang.**NullPointerException**  
        at java.util.concurrent.**LinkedBlockingQueue**.put(**LinkedBlockingQueue**.java:288)

2) BlockingQueue can be bounded or unbounded. A bounded BlockingQueue is one which is initialized with initial capacity and call to put() will be blocked if BlockingQueue is full and size is equal to capacity. This bounding nature makes it ideal to use a shared queue between multiple threads like in most common [Producer consumer solutions in Java](http://javarevisited.blogspot.de/2012/02/producer-consumer-design-pattern-with.html). An unbounded Queue is one which is initialized without capacity, actually by default it initialized with Integer.MAX\_VALUE. most common example of BlockingQueue uses **bounded BlockingQueue** as shown in below example.

**BlockingQueue**<**String**> bQueue = **new** **ArrayBlockingQueue**<**String**>(2);  
bQueue.put("Java");  
**System**.out.println("Item 1 inserted into BlockingQueue");  
bQueue.put("JDK");  
**System**.out.println("Item 2 is inserted on BlockingQueue");  
bQueue.put("J2SE");  
**System**.out.println("Done");  
  
Output:  
Item 1 inserted into **BlockingQueue**  
Item 2 is inserted on **BlockingQueue**

This code will only insert Java and JDK into BlockingQueue and then it will block while inserting 3rd element J2SE because size of BlockingQueue is 2 here.

3)BlockingQueue implementations like ArrayBlockingQueue, LinkedBlockingQueue and PriorityBlockingQueue are [thread-safe](http://javarevisited.blogspot.sg/2012/01/how-to-write-thread-safe-code-in-java.html). All queuing method uses concurrency control and internal locks to perform operation atomically. Since BlockingQueue also extend Collection, bulk Collection operations like addAll(), containsAll() are not performed atomically until any BlockingQueueimplementation specifically supports it. So call to addAll() may fail after inserting couple of elements.

4) Common methods of BlockingQueue is are put() and take() which are [blocking methods in Java](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html) and used to insert and retrive elements from BlockingQueue in Java. put() will block if BlockingQueue is full and take() will block if BlockingQueue is empty, call to take() removes element from head of Queue as shown in following example:

**BlockingQueue**<**String**> bQueue = **new** **ArrayBlockingQueue**<**String**>(2);  
bQueue.put("Java"); *//insert object into BlockingQueue*  
**System**.out.println("BlockingQueue after put: " + bQueue);  
bQueue.take(); *//retrieve object from BlockingQueue in Java*  
**System**.out.println("BlockingQueue after take: " + bQueue);  
  
Output:  
**BlockingQueue** after put: [Java]  
**BlockingQueue** after take: []

5) BlockingQueue interface extends Collection, Queue and Iterable interface which provides it all Collection and Queue related methods like poll(), and peak(), unlike take(), peek() method returns head of the queue without removing it, poll() also retrieves and removes elements from head but can wait till specified time if Queue is empty.

**BlockingQueue**<**String**> linkedBQueue = **new** **LinkedBlockingQueue**<**String**>(2);  
linkedBQueue.put("Java"); *//puts object into BlockingQueue*  
**System**.out.println("size of BlockingQueue before peek : " + linkedBQueue.size());         
**System**.out.println("example of peek() in BlockingQueue: " + linkedBQueue.peek());  
**System**.out.println("size of BlockingQueue after peek : " + linkedBQueue.size());  
**System**.out.println("calling poll() on BlockingQueue: " + linkedBQueue.poll());  
**System**.out.println("size of BlockingQueue after poll : " + linkedBQueue.size());  
  
Output:  
size of **BlockingQueue** before peek : 1  
example of peek() in **BlockingQueue**: Java  
size of **BlockingQueue** after peek : 1  
calling poll() on **BlockingQueue**: Java  
size of **BlockingQueue** after poll : 0

6)Other important methods from BlockingQueue in Java is remainingCapacity() and offer(), former returns number remaining space in BlockingQueue, which can be filled without blocking while later insert object into queue if possible and return true if success and false if fail unlike add() method which [throws](http://javarevisited.blogspot.sg/2012/02/difference-between-throw-and-throws-in.html) IllegalStateException if it fails to insert object into BlockingQueue. Use offer() overadd() wherever possible.

**Usage of BlockingQueue in Java**

There can be many creative usage of BlockingQueue in Java given its flow control ability. Two of the most common ways I see programmer uses BlockingQueue is to implement Producer Consumer design pattern and implementing Bounded buffer in Java. It surprisingly made coding and inter thread communication over a shared object very easy.

**ArrayBlockingQueue and LinkedBlockingQueue in Java**

ArrayBlockingQueue and LinkedBlockingQueue are common implementation of BlockingQueue<E> interface. ArrayBlockingQueue is backed by array  and Queue impose orders as FIFO. head of the queue is the oldest element in terms of time and tail of the queue is youngest element. ArrayBlockingQueue is also fixed size bounded buffer on the other hand LinkedBlockingQueue is an optionally bounded queue built on top of Linked nodes. In terms of throughput LinkedBlockingQueue provides higher throughput than ArrayBlockingQueue in Java.