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Difference between Stack vs Heap in Java

Here are few differences between stack and heap memory in Java:

1) Main difference between heap and stack is that stack memory is used to store [local variables](http://javarevisited.blogspot.com/2012/02/difference-between-instance-class-and.html) and function call, while heap memory is used to store objects in Java. No matter, where object is created in code e.g. as member variable, local variable or class variable,  they are always created inside heap space in Java.

2) Each [Thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) has there own stack which can be specified using -Xss JVM parameter, similarly you can also specify heap size of Java program using JVM option -Xms and -Xmx where -Xms is starting size of heap and -Xmx is maximum size of java heap. to learn more about JVM options see my post [10 JVM option Java programmer should know](http://javarevisited.blogspot.com/2011/11/hotspot-jvm-options-java-examples.html).

3) If there is no memory left in stack for storing function call or local variable, JVM will throw java.lang.StackOverFlowError, while if there is no more heap space for creating object, JVM will throw java.lang.OutOfMemoryError: Java Heap Space. Read more about how to deal with java.lang.OutOfMemoryError  in my post [2 ways to solve OutOfMemoryError in Java](http://javarevisited.blogspot.com/2011/09/javalangoutofmemoryerror-permgen-space.html).

4) If you are using [Recursion](http://javarevisited.blogspot.com/2012/12/recursion-in-java-with-example-programming.html), on which method calls itself, You can quickly fill up stack memory. Another difference between stack and heap is that size of stack memory is lot lesser than size of  heap memory in Java.

5) Variables stored in stacks are only visible to the owner Thread, while objects created in heap are visible to all thread. In other words stack memory is kind of private memory of Java Threads, while heap memory is shared among all threads.

That's all on **difference between Stack and Heap memory in Java**. As I said, It’s important to understand what is heap and what is stack in Java and which kind of variables goes where, how you can run out of stack and heap memory in Java etc. Let us know if you are familiar with any other difference between stack and heap memory in java.

**10 XML Interview questions and answers for Java Programmer**Here is my list of some common and frequently asked Interview questions on XML technologies.  Questions on this list is not very tough but touches some important areas of XML technologies e.g. DTD, XML Schema, XSLT transformations, [XPATH evaluation](http://javarevisited.blogspot.sg/2012/12/create-and-evaluate-xpath-java-example-tutorial-program.html), XML binding, XML parsers and fundamentals of XML e.g. namespace, validation, attribute, elements etc.

Question 1: What is XML ?

Answer : XML stands for Extensible Markup language which means you can extend XML based upon your needs. You can define custom tags like <books>, <orders> etc in XML easily as opposed to other mark-up language like HTML where you need to work with predefined tags e.g. <p> and you can not use user defined tag. Though structure of XML can be standardize by making use of DTD and XML Schema. XML is mostly used to transfer data from one system to another e.g. between client and server in enterprise applications.

Question 2: Difference between DTD and XML Schema?

Answer : There are couple of differences between DTD and XML Schema e.g. DTD is not written using XML while XML schema are xml documents in itself, which means existing XML tools like [XML parsers](http://javarevisited.blogspot.sg/2011/12/parse-read-xml-file-java-sax-parser.html) can be used to work with XML schema. Also XML schema is designed after DTD and it offer more types to map different types of data in XML documents. On the other hand DTD stands for Document Type definition and was a legacy way to define structure of XML documents.

Question 3: What is XPath ?

Answer : XPath is an XML technology which is used to retrieve element from XML documents. Since XML documents are structured, XPath expression can be used to locate and retrieve elements, attributes or value from XML files. XPath is similar to SQL in terms of retrieving data from XML but it has it's own syntax and rules. See here to know more about [How to use XPath to retrieve data from XML documents](http://javarevisited.blogspot.sg/2012/12/xpath-tutorial-example-how-to-select-elements.html).

Question 4: What is XSLT?

Answer : XSLT is another popular XML technology to transform one XML file to other XML, HTML or any other format. XSLT is like a language which specifies its own syntax, functions and operator to transform XML documents. Usually transformation is done by XSLT Engine which reads instruction written using XSLT syntax in XML style sheets or XSL files. XSLT also makes extensive use of [recursion](http://javarevisited.blogspot.sg/2012/12/recursion-in-java-with-example-programming.html) to perform transformation. One of the popular example of using XSLT is for displaying data present in XML files as HTML pages. XSLT is also very handy to transforming one XML file into another XML document.

Question 5: What is element and attribute in XML?

Answer : This can be best explained by an example. let's see a simple XML snippet

<Orders>  
  <Order id="123">  
     <Symbol> 6758.T</Symbol>  
     <Price> 2300</Price>  
  <Order>  
<Orders>

In this sample XML id is an attribute of <Order> element. Here <Symbol>, <Price> and <Orders> are also other elements but they don't have any attribute.

Question 6: What is meaning of well formed XML ?

Answer : Another *interesting XML interview question* which most appeared in telephonic interviews. A well formed XML means an XML document which is syntactically correct e.g. it has a root element, all open tags are closed properly, attributes are in quotes etc.  If an XML is not well formed, it may not be processed and parsed correctly by various XML parsers.

Question 7: What is XML namespace? Why it's important?

Answer : XML namespace are similar to [package in Java](http://java67.blogspot.sg/2012/08/what-is-package-in-java-how-to-use.html) and used to provide a way to avoid conflict between two xml tags of same name but different sources. XML namespace is defined using xmlns attribute at top of the XML document and has following syntax  xmlns:prefix="URI". later that prefix is used along with actual tag in XML documents. Here is an example of using XML namespace :

<root xmlns:inst="http://instruments.com/inst"  
  <inst:phone>  
      <inst:number>837363223</inst:number>  
   </inst:phone>  
</root>

Question 8: Difference between DOM and SAX parser ?

Answer : This is another very popular XML interview question, not just in XML world but also on Java world. Main difference between DOM and SAX parser is the way they parse XML documents. DOM creates an in memory tree representation of XML documents during parsing while SAX is a event driven parser. See [Difference between DOM and SAX parser](http://javarevisited.blogspot.sg/2011/12/difference-between-dom-and-sax-parsers.html) for more detailed answer of this question.

Question 9: What is a CDATA section in XML?

Answer : I like this XML Interview questions for its simplicity and importance, yet many programmer doesn't know much about it. CDATA stands for character data and has special instruction for XML parsers. Since XML parser parse all text in XML document e.g. <name>This is name of person</name>  here even though value of tag <name> will be parsed because it may contain XML tags e.g. <name><firstname>First Name</firstname></name>. CDATA section is not parsed by XML parser. CDATA section starts with "<![CDATA[" and finishes with "]]>".

Question 10: What is XML data Binding in Java?

Answer : XML binding in Java refers to creating Java classes and object from XML documents and then [modifying XML documents](http://javarevisited.blogspot.sg/2011/12/parse-xml-file-in-java-example-tutorial.html) using Java programming language. JAXB , Java API for XML binding provides convenient way to bind XML documents with Java objects. Other alternatives for XML binding is using open source library e.g. XML Beans. One of the biggest advantage of XML binding in Java is to leverage Java programming capability to create and modify XML documents.

This list of XML Interview questions and answers are collected from programmers but useful to anyone who is working in XML technologies. Important of XML technologies like XPath, XSLT, XQuery is only going to increase because of platform independent nature of XML and it's popularity of transmitting data over cross platform. Though XML has disadvantage like verbosity and size but its highly useful in web services and transmitting data from one system to other where bandwidth and speed is of secondary concern.

**JDBC Batch INSERT and UPDATE example in Java with PreparedStatement**  
  
JDBC API in Java allows program to batch insert and update data into database, which tends to provide better performance by simple virtue of fact that it reduce lot of database round-trip which eventually improves overall performance. In fact it’s one of [JDBC best practices](http://javarevisited.blogspot.sg/2012/08/top-10-jdbc-best-practices-for-java.html) to insert and update data in batches. For those who doesn’t know what is *batch insert and update*, Java provides several ways to execute SQL queries, one of them is JDBC batch insert and update, on which instead of executing sql query one by one using either Statement or [PreparedSatement](http://javarevisited.blogspot.sg/2012/03/why-use-preparedstatement-in-java-jdbc.html), you execute query in batch and send a batch of query to database for execution instead of single query. Since multiple queries are combined into batch and one batch is sent to database instead of individual queries, it reduce database round trip by factor of batch size. Batch size can be anything but needs to be decided carefully. JDBC specification supports upto 100 but individual database e.g. [Oracle](http://javarevisited.blogspot.sg/2012/12/top-10-oracle-interview-questions-and-answers-database-sql.html), MySQL, Sybase or SQL Server has there own limit on maximum batch size, , normal jdbc batch size ranges from 50 to 100. JDBC API provides addBatch() method to add queries into batch and than later execute them using executeBatch() method. Both Statement andPreparedStatement can be used to execute batch queries in Java. By the way batch insert and update also provide performance boost to [Data access Object or DAO layer](http://javarevisited.blogspot.sg/2013/01/data-access-object-dao-design-pattern-java-tutorial-example.html),  as discussed in our last post [4 ways to improve Performance of JDBC applications](http://javarevisited.blogspot.sg/2012/01/improve-performance-java-database.html).

How to run batch insert and update in JDBC

There are multiple ways you can run batch queries in Java application, You have choice of using plain old JDBC or you can leverage Spring's JdbcTemplate Utility class. Though both Statement and PreparedStatment can execute batch queries, It’s better to use PreparedStatement because of several benefits it provides including improved performance and prevention from SQL injection assuggested on [Why you should use PreparedStatement in Java](http://javarevisited.blogspot.sg/2012/03/why-use-preparedstatement-in-java-jdbc.html). In next section, we will compare performance of same INSERT SQL query when running as without batch and running as batch insert query. In both cases we will use PreparedStatement to make testing similar.

**SQL query without JDBC batch update using PreparedStatement**

Here is an example of running SQL query without using JDBC batch update. Performance of this example can be used to compare how JDBC Batch update perform.

*//query for inserting batch data*  
        **String** query = "insert into employee values (?,?,NULL)";  
        **PreparedStatement** pStatement = conn.prepareStatement(query);  
        
        **long** startTime = **System**.currentTimeMillis();  
        **for**(**int** count = 0; count < 1000; count++ ){  
            pStatement.setString(1, **Integer**.toString(count));  
            pStatement.setString(2, "Employee"+count);  
            pStatement.executeUpdate();  
        }  
        **long** endTime = **System**.currentTimeMillis();  
        **long** elapsedTime = (endTime - startTime)/1000; *//in seconds*  
        **System**.out.println("Total time required to execute 1000 SQL INSERT queries using PreparedStatement without JDBC batch update is :" + elapsedTime);  
  
**Output:**  
Total time required to execute 1000 queries using **Statement** without JDBC batch update is :38

So it took 38 seconds to insert 1000 records on employee table on [MySQL database](http://javarevisited.blogspot.sg/2010/10/frequently-used-mysql-commands-part-1.html) running on localhost. Yes, indeed its quite high but don't bother about absolute number yet, what is important here is to find out whether JDBC batch insert or update gives better performance or not. By the way above example uses PreparedStatement and bind variables to ensure [standard JDBC practices](http://javarevisited.blogspot.sg/2012/08/top-10-jdbc-best-practices-for-java.html) are followed.

**JDBC Batch INSERT example using PreparedStatement**

Now, let’s run same set of SQL query as JDBC batch INSERT. In this example, instead of running every SQL INSERT query as executeUpdate() , we are adding them in a batch using addBatch() method and once we reaches batch size, which is 100 here, we send them to database using executeBatch() method of JDBC API.

**import** java.sql.Connection;  
**import** java.sql.DriverManager;  
**import** java.sql.PreparedStatement;  
**import** java.sql.SQLException;  
  
/\*\*  
  \* **Java program to demonstrate JDBC Batch Insert example**. Inserting data in batch   
  \* seems to improve performance a lot. executeBatch() method of PreparedStatement is  
  \* used to run batch queries in Java JDBC.  
  \*/  
**public** **class** MySQLJdbcExample {  
  
    **public** **static** **void** main(**String** args[]) **throws** **SQLException** {  
        
        *//creating JDBC Connection to mysql database*  
        **String** url="jdbc:mysql://localhost:3306/test";  
        **Connection** conn = **DriverManager**.getConnection(url, "root", "root");  
       *// conn.setAutoCommit(false); keep auto commit false for better performance*  
  
        *//query for inserting batch data*  
        **String** query = "insert into employee values (?,?,NULL)";  
        **PreparedStatement** pStatement = conn.prepareStatement(query);  
        **int** batchSize = 100;  
        
        **long** startTime = **System**.currentTimeMillis();  
        **for** (**int** count = 0; count < 1000; count++) {  
            pStatement.setString(1, **Integer**.toString(count));  
            pStatement.setString(2, "Employee" + count);  
            pStatement.addBatch();  
            
            **if** (count % batchSize == 0) {  
                pStatement.executeBatch();  
            }  
        }  
  
       pStatement.executeBatch() ; *//for remaining batch queries if total record is odd no.*  
        
     *// conn.commit();*  
        pStatement.close();  
        conn.close();  
        **long** endTime = **System**.currentTimeMillis();  
        **long** elapsedTime = (endTime - startTime)/1000; *//in seconds*  
        **System**.out.println("Total time required to execute 1000 queries using PreparedStatement with JDBC batch insert is :" + elapsedTime);  
  
        
        
    }  
}  
  
**Output:**  
Total time required to execute 1000 queries using **PreparedStatement** with JDBC batch insert is :28

So JDBC batch insert and update does gives us better performance over queries running without batches. One of the important thing which I have not used here is, I have not disabled auto commit mode. You should always run [SQL query](http://javarevisited.blogspot.sg/2012/11/how-to-join-three-tables-in-sql-query-mysql-sqlserver.html) with auto-commit mode disabled even with *JDBC Batch insert and update example* and do commit() explicitly. That will further boost performance of your JDBC code. Try running above code with auto commit mode disabled and it won't take even a second to execute.

**Benefits of using JDBC batch update:**

Significant improvement in performance can be achieved by using JDBC batch update and insert. Since in case of batch queries, You effectively reduce database round-trip,  You save a lot of time spent on network latency, which results in better performance of Java application. Always combine JDBC batch insert or update with PreparedStatement to get best of both world and also follow these [Top 10JDBC best practices while writing JDBC code in Java](http://javarevisited.blogspot.sg/2012/08/top-10-jdbc-best-practices-for-java.html). e.g. running SQL query with auto-commit mode disabled.

That's all on how to run JDBC Batch insert and update in Java. We have seen how using JDBC batch insert can improve performance and  how we can execute PreparedStatement queries in batch. Choose batch size based on what suits your application and run query with auto commit mode disabled for better performance.

**Top 5 Concurrent Collections from JDK 5 and 6**Several new Collection classes are added in Java 5 and Java 6 specially concurrent alternatives of standard [synchronized ArrayList](http://javarevisited.blogspot.com/2011/05/example-of-arraylist-in-java-tutorial.html), [Hashtable](http://javarevisited.blogspot.sg/2012/01/java-hashtable-example-tutorial-code.html" \o "Click to open in a new window" \t "_blank) and  [synchronized HashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) collection classes. Many Java programmer still not familiar with these new collection classes from java.util.concurrent package and misses a whole new set of functionality which can be utilized to build more scalable and high performanceJava application. In this Java tutorial we will some of useful collection classes e.g. [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html" \o "Click to open in a new window" \t "_blank), [BlockingQueue](http://javarevisited.blogspot.com/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html) which provides some of the very useful functionalities to build concurrent Java application. By the way this is not a comprehensive article explaining each feature of all these concurrent collections, Instead I will just try to list out why they are there, which Collection class they replace or provides alternative for. Idea is to keep it short and simple while highlighting key points of those useful java.util.concurrent collections.

**1. ConcurrentHashMap**

ConcurrentHashMap is undoubtedly most popular collection class introduced in Java 5 and most of us are already using it. ConcurrentHashMap provides a concurrent alternative of [Hashtable or Synchronized Map](http://javarevisited.blogspot.com/2011/04/difference-between-concurrenthashmap.html) classes with aim to support higher level of concurrency by implementing fined grained locking. Multiple reader can access the Map concurrently  while a portion of Map gets locked for write operation depends upon concurrency level of Map. ConcurrentHashMap provides better scalability than there synchronized counter part. [Iterator](http://javarevisited.blogspot.com/2011/10/java-iterator-tutorial-example-list.html) of ConcurrentHashMap are [fail-safe iterators](http://javarevisited.blogspot.com/2012/02/fail-safe-vs-fail-fast-iterator-in-java.html) which doesn't throw ConcurrencModificationException thus eliminates another requirement of locking during iteration which result in further scalability and performance.

**2. CopyOnWriteArrayList and CopyOnWriteArraySet**

CopyOnWriteArrayList is a concurrent alternative of synchronized List. CopyOnWriteArrayList provides better concurrency than [synchronized](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html)List by allowing multiple concurrent reader and replacing the whole list on write operation. Yes, write operation is costly on CopyOnWriteArrayList but it performs better when there are multiple reader and requirement of iteration is more than writing. SinceCopyOnWriteArrayList Iterator also don't throw ConcurrencModificationException it eliminates need to lock the collection during iteration. Remember both ConcurrentHashMap and CopyOnWriteArrayList doesn't provides same level of locking as Synchronized Collection and achieves [thread-safety by](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html) there locking and mutability strategy. So they perform better if requirements suits there nature. Similarly,CopyOnWriteArraySet is a concurrent replacement to Synchronized Set. See [What is CopyOnWriteArrayList in Java](http://java67.blogspot.com/2012/09/what-is-copyonwritearraylist-in-java-example-vs-arraylist.html) for more details

**3. BlockingQueue**

BlockingQueue is also one of better known collection class in Java 5. BlockingQueue makes it easy to implement [producer-consumer design pattern](http://javarevisited.blogspot.com/2012/02/producer-consumer-design-pattern-with.html) by providing inbuilt blocking support for put() and take() method. put() method will block if Queue is full while take() method will block if Queue is empty. Java 5 API provides two concrete implementation of BlockingQueue in form of [ArrayBlockingQueue and LinkedBlockingQueue](http://javarevisited.blogspot.com/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html), both of them implement FIFO ordering of element. ArrayBlockingQueue is backed by Array and its bounded in nature while LinkedBlockingQueue is optionally bounded. Consider using BlockingQueue to solve producer Consumer problem in Java instead of writing your won [wait-notify code](http://java67.blogspot.com/2012/12/producer-consumer-problem-with-wait-and-notify-example.html). Java 5 also provides PriorityBlockingQueue, another implementation of BlockingQueuewhich is ordered on priority and useful if you want to process elements on order other than FIFO.

**4. Deque and BlockingDeque**

Deque interface is added in Java 6 and it extends Queue interface to support insertion and removal from both end of Queue referred as head and tail. Java6 also provides concurrent implementation of Deque like ArrayDeque and LinkedBlockingDeque. Deque Can be used efficiently to increase parallelism in program by allowing set of [worker thread](http://javarevisited.blogspot.sg/2013/01/threadlocal-memory-leak-in-java-web.html) to help each other by taking some of work load from other thread by utilizing Deque double end consumption property. So if all [Thread](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) has there own set of task Queue and they are consuming from head; helper thread can also share some work load via consumption from tail.

**5. ConcurrentSkipListMap and ConcurrentSkipListSet**

Just like [ConcurrentHashMap](http://javarevisited.blogspot.com/2011/04/difference-between-concurrenthashmap.html) provides a concurrent alternative of [synchronized HashMap](http://javarevisited.blogspot.com/2010/10/difference-between-hashmap-and.html). ConcurrentSkipListMap and ConcurrentSkipListSet provide concurrent alternative for synchronized version of SortedMap and SortedSet. For example instead of using TreeMap or TreeSet wrapped inside synchronized Collection, You can consider using ConcurrentSkipListMap or ConcurrentSkipListSet fromjava.util.concurrent package. They also implement NavigableMap and NavigableSet to add additional navigation method we have seen in our post [How to use NavigableMap in Java](http://javarevisited.blogspot.sg/2013/01/what-is-navigablemap-in-java-6-example-submap-head-tail.html).

That’s all on this list of concurrent Collection classes from Java 5 and 6. They are added on java.util.concurrent package as concurrent alternative of there synchronized counterpart. It’s good idea to learn these Collection classes along with other popular classes from Java Collection Framework.

[**How to use ConcurrentHashMap in Java**](http://javarevisited.blogspot.com/2013/02/concurrenthashmap-in-java-example-tutorial-working.html)

ConcurrentHashMap in Java is introduced as an alternative of Hashtable in Java 1.5 as part of Java concurrency package. Prior to Java 1.5 if you need a Map implementation, which can be safely used in a concurrent and multi-threaded Java program, than, you only have [Hashtable](http://javarevisited.blogspot.com/2012/01/java-hashtable-example-tutorial-code.html) or [synchronized Map](http://javarevisited.blogspot.com/2011/04/difference-between-concurrenthashmap.html) because HashMap is not [thread-safe](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html). With ConcurrentHashMap, now you have better choice; because, not only it can be safely used in concurrent multi-threaded environment but also provides better performance over Hashtable and synchronizedMap. ConcurrentHashMap performs better than earlier two because it only locks a portion of Map, instead of whole Map, which is the case with [Hashtable and synchronized Map](http://javarevisited.blogspot.com/2010/10/difference-between-hashmap-and.html). CHM allows concurred read operations and same time, maintains integrity by synchronizing write operations. We have seen basics of ConcurrentHashMap on [Top 5 Java Concurrent Collections from JDK 5 and 6](http://javarevisited.blogspot.sg/2013/02/concurrent-collections-from-jdk-56-java-example-tutorial.html) and in this Java tutorial, we will learn :

       How ConcurrentHashMap works in Java or how it is implemented in Java.

       When to use ConcurrentHashMap in Java

       ConcurrentHashMap examples in Java

       And some important properties of CHM .

## How ConcurrentHashMap is implemented in Java

ConcurrentHashMap is introduced as an alternative of Hashtable and provided all functions supported by Hashtable with additional feature called "concurrency level", which allows ConcurrentHashMap to partition Map. ConcurrentHashMap allows multiple readers to read concurrently without any [blocking](http://javarevisited.blogspot.com/2012/02/what-is-blocking-methods-in-java-and.html). This is achieved by partitioning Map into different parts based on concurrency level and locking only a portion ofMap during updates. Default concurrency level is 16, and accordingly Map is divided into 16 part and each part is governed with different lock. This means, 16 thread can operate on Map simultaneously, until they are operating on different part of Map. This makes ConcurrentHashMap high performance despite keeping thread-safety intact.  Though, it comes with caveat. Since update operations like put(),remove(), putAll() or clear() is not [synchronized](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html), **concurrent retrieval may not reflect most recent change on Map**.

In case of putAll() or clear(), which operates on whole Map, concurrent read may reflect insertion and removal of only some entries. Another important point to remember is iteration over CHM, [Iterator](http://javarevisited.blogspot.com/2011/10/java-iterator-tutorial-example-list.html) returned by keySet of ConcurrentHashMap are weekly consistent and they only reflect state of ConcurrentHashMap and certain point and may not reflect any recent change. Iterator of ConcurrentHashMap'skeySet area also [fail-safe](http://javarevisited.blogspot.in/2012/02/fail-safe-vs-fail-fast-iterator-in-java.html) and doesn’t throw ConcurrentModificationExceptoin..

Default concurrency level is 16 and can be changed, by providing a number which make sense and work for you while creating ConcurrentHashMap. Since concurrency level is used for internal sizing and indicate number of concurrent update without contention, so, if you just have few writers or thread to update Map keeping it low is much better. ConcurrentHashMap also uses ReentrantLock to internally lock its segments.

## ConcurrentHashMap putifAbsent example in Java

ConcurrentHashMap examples are similar to [Hashtable examples](http://javarevisited.blogspot.com/2012/01/java-hashtable-example-tutorial-code.html), we have seen earlier,  but worth knowing is use of putIfAbsent() method. Many times we need to insert entry into Map, if its not present already, and we wrote following kind of code:

synchronized(map){

**if** (map**.**get(key) **==** *null*){

**return** map**.**put(key, value);

  } **else**{

**return** map**.**get(key);

  }

}

Though this code will work fine in [HashMap and Hashtable](http://java67.blogspot.sg/2012/08/5-difference-between-hashtable-hashmap-Java-collection.html" \o "Click to open in a new window" \t "_blank), This won't work in ConcurrentHashMap; because, during put operation whole map is not locked, and while one thread is putting value, other thread's get() call can still return null which result in one thread overriding value inserted by other thread. Ofcourse, you can wrap whole code in [synchronized block](http://java67.blogspot.com/2013/01/difference-between-synchronized-block-vs-method-java-example.html) and make it [thread-safe](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) but that will only make your code single threaded. ConcurrentHashMap provides putIfAbsent(key, value) which does same thing but atomically and thus eliminates above race condition.

## When to use ConcurrentHashMap in Java

ConcurrentHashMap is best suited when you have multiple readers and few writers. If writers outnumber reader, or writer is equal to reader, than performance of ConcurrentHashMap effectively reduces to [synchronized map](http://javarevisited.blogspot.com/2011/04/difference-between-concurrenthashmap.html) or [Hashtable](http://javarevisited.blogspot.com/2012/01/java-hashtable-example-tutorial-code.html). Performance of CHM drops, because you got to lock all portion of Map, and effectively each reader will wait for another writer, operating on that portion of Map. ConcurrentHashMap is a good choice for caches, which can be initialized during application start up and later accessed my many request processing threads. As javadoc states, CHM is also a [good replacement of Hashtable](http://javarevisited.blogspot.sg/2013/02/concurrent-collections-from-jdk-56-java-example-tutorial.html) and should be used whenever possible, keeping in mind, that CHM provides slightly weeker form of synchronization than Hashtable.

### **Summary**

Now we know What is ConcurrentHashMap in Java and when to use ConcurrentHashMap, it’s time to know and revise some important points about CHM in Java.

1. ConcurrentHashMap allows concurrent read and thread-safe update operation.

2. During update operation, ConcurrentHashMap only lock a portion of Map instead of whole Map.

3. Concurrent update is achieved by internally dividing Map into small portion which is defined by concurrency level.

4. Choose concurrency level carefully as a significant higher number can be waste of time and space and lower number may introduce thread contention in case writers over number concurrency level.

5. All operations of ConcurrentHashMap are [thread-safe](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html).

6. Since ConcurrentHashMap implementation doesn't lock whole Map, there is chance of read overlapping with update operations like put() and remove(). In that case result returned by get() method will reflect most recently completed operation from there start.

7. Iterator returned by ConcurrentHashMap is weekly consistent, [fail safe](http://javarevisited.blogspot.com/2012/02/fail-safe-vs-fail-fast-iterator-in-java.html) and never throw ConcurrentModificationException. In Java.

8. ConcurrentHashMap doesn't allow null as key or value.

9. You can use ConcurrentHashMap in place of [Hashtable](http://javarevisited.blogspot.com/2010/10/difference-between-hashmap-and.html) but with caution as CHM doesn't lock whole Map.

10. During putAll() and clear() operations, concurrent read may only reflect insertion or deletion of some entries.

That’s all on **What is ConcurrentHashMap in Java** and when to use it. We have also seen little bit about internal working of ConcurrentHashMap and how it achieves it’s thread-safety and better performance over Hashtable and synchronized Map. Use ConcurrentHashMap in Java program, when there will be more reader than writers and it’s a good choice for creating cache in Java as well.

**10 Exception handling Best Practices in Java Programming**Exception handling is an important part of writing robust Java application. It’s a non functional requirement for any application, to gracefully handle any erroneous condition like resource not available, invalid input, null input and so on. Java provides several exception handling features, in built in language itself in form of try, catch and [finally keyword](http://javarevisited.blogspot.com/2012/11/difference-between-final-finally-and-finalize-java.html).  Java  programming language also allows you to create new exceptions and throw them using  [throw and throws](http://javarevisited.blogspot.com/2012/02/difference-between-throw-and-throws-in.html) keyword. In reality, Exception handling is more than knowing syntax. Writing a robust code is an art more than science, and here we will discuss few Java best practices related to Exception handling. These [Java best practices](http://javarevisited.blogspot.com/2013/01/java-best-practices-method-overloading-constructor.html) are followed even in standard JDK libraries, and several open source code to better deal with Errors and Exceptions. This also comes as handy guide of writing robust code for Java programmers.

Exception Handling Java Best Practices

Here is my collection of 10 Java best practices to write Exception handling code in Java. There have been both applause and criticism of checked Exception in Java, which is a language feature to force dealing with Exceptions. In this article, we will look to minimize use of checked Exception and learn when to use checked vs unchecked exceptions in Java as well.

**1) Use Checked Exception for Recoverable error and Unchecked Exception for programming error.**

Choosing between checked and unchecked exception is always been confusing for Java programmers. Checked exceptions ensures that you provide exception handling code for error conditions, which is a way from language to enforcing you for writing robust code, but same time it also add lots of clutter into code and makes it unreadable. Also, it seems reasonable to catch exception and do something if you have alternatives or recovery strategies.  See [checked vs unchecked exceptions](http://javarevisited.blogspot.com/2011/12/checked-vs-unchecked-exception-in-java.html) for more information on choosing between checked and RuntimeException in Java.

**2) Close or release resource in finally block**

This is a well known best practice in Java and quite a standard, while dealing with networking and IO classes. Closing resources in finally block guarantees that precious and scarce resource released properly in case of normal and aborted execution, guaranteed by finally block. From Java 7, language has a more interesting [automatic resource management or ARM blocks](http://javarevisited.blogspot.com/2011/09/arm-automatic-resource-management-in.html), which can do this for you. Nevertheless, always remember to close resources in finally block, which is important to release limited resources like FileDescriptors, used in case of both socket and files.

**3) Including cause of Exception in stack-trace**

Many times Java library and open source code wraps one Exception into another, when one exception is thrown due to result of another exception. Its become extremely important to log or print cause of root exception. Java Exception class provides getCause() method to retrieve cause which can be used to provide more information about root cause of Exception. This Java best practice helps a lot while [debugging](http://javarevisited.blogspot.com/2011/07/java-debugging-tutorial-example-tips.html)or troubleshooting an issue. Always remember to pass original Exception, into constructor of new Exception, if you are wrapping one exception into another.

**4) Always provide meaning full message on Exception**

message of Exception is the most important place, where you can point out cause of problem because this is the first place every programmer looks upon. Always try to provide precise and factual information here. For example, compare these two Exception messages for IllegalArgumentException :

message 1: "Incorrect argument for method"

message 2: "Illegal value for ${argument}: ${value}

first one just says that argument is illegal or incorrect, but second one include both name of argument and its illegal value which is important to point out cause of error. Always follow this *Java best practice*, when writing code for handling exceptions and errors in Java.

**5) Avoid overusing Checked Exception**

Checked Exception has there advantage in terms of enforcement, but at same time it also litters the code and makes it unreadable by obscuring business logic. You can minimize this by not overusing checked Exception which result in much cleaner code. You can also use newer Java 7 features like [one catch block for multiple exceptions](http://javarevisited.blogspot.com/2011/07/jdk7-multi-cache-block-example-tutorial.html) and [automatic resource management](http://java67.blogspot.com/2012/09/what-is-new-in-java-7-top-5-jdk-7.html), to remove some duplication.

**6) Converting Checked Exception into RuntimeException**

This is one of the technique used to limit use of checked Exception in many of frameworks like Spring ,where most of checked Exception, which stem from JDBC is wrapped into DataAccessException, an unchecked Exception. This Java best practice provides benefits, in terms of  restricting specific exception into specific modules, like SQLException into [DAO layer](http://javarevisited.blogspot.com/2013/01/data-access-object-dao-design-pattern-java-tutorial-example.html) and throwing meaningful RuntimeException to client layer.

**7) Remember Exceptions are costly in terms of performance**

One thing which is worth remembering is that Exceptions are costly, and can slow down your code. Suppose you have method which is reading from ResultSet and often throws SQLException than move to next element, will be much slower than normal code which doesn't throw that Exception. So minimizing catching unnecessary Exception and moving on, without fixing there root cause. Don’t just throw and catch exceptions, if you can use boolean variable to indicate result of operation, which may result in cleaner and performance solution. Avoid unnecessary Exception handling by fixing root cause.

**8) Avoid empty catch blocks**

Nothing is more worse than empty catch block, because it not just hides the Errors and Exception, but also may leave your [object](http://javarevisited.blogspot.com/2012/12/what-is-object-in-java-or-oops-example.html) in unusable or corrupt state. Empty catch block only make sense, if you absolutely sure that Exception is not going to affect object state on any ways, but still its better to [log](http://javarevisited.blogspot.com/2011/05/top-10-tips-on-logging-in-java.html) any error comes during program execution. This is not a Java best practice, but a most common practice, while writing Exception handling code in Java.

**9) Use Standard Exceptions**

Our ninth Java best practice advise on using standard and inbuilt Java Exceptions. Using standard Exception instead of creating own Exception every now and then is much better in terms of maintenance and consistency. Reusing standard exception makes code more readable, because most of  Java developers are familiar with standard RuntimeException from JDK like, IllegalStateException,IllegalArgumentException or [NullPointerException](http://javarevisited.blogspot.com/2012/06/common-cause-of-javalangnullpointerexce.html), and they will immediately be able to know purpose of Exception, instead of looking out another place on code or docs to find out purpose of user defined Exceptions.

**10) Document Exception thrown by any method**

Java provides [throw and throws keyword](http://java67.blogspot.com/2012/10/difference-between-throw-vs-throws-in.html) to throw exception and in javadoc you have @throw to document possible Exception thrown by any method. This becomes increasingly important if you are writing API or public interface. With proper documentation of Exception thrown by any method you can potentially alert anyone who is using it.

That's all on Java best practices to follow while handing Exceptions in Java. Do let us know what practices you follow while  writing Exception handling code in Java.

**Can You Overload or Override Static methods in Java**Can static method be overridden in Java, or *can you override and overload static method in Java*, is a common Java interview question, mostly asked to 2 years experienced Java programmers. Answer is, No, [you can not override static method in Java](http://java67.blogspot.com/2012/08/can-we-override-static-method-in-java.html), though you can declare method with same signature in sub class. It won't be overridden in exact sense, instead that is called method hiding. But at same time, you can overload static methods in Java, there is nothing wrong declaring static methods with same name, but different arguments. Some time interviewer also ask, *Why you can not override static methods in Java*? Answer of this question lies on time of resolution. As I said in [difference between static and dynamic binding](http://www.blogger.com/javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html) , static method are bonded during compile time using Type of reference variable, and not Object. If you have using IDE like Netbeans and Eclipse, and If you try to access static methods using an object, you will see warnings. As per Java coding convention, static methods should be accessed by class name rather than object. In short Static method can be overloaded, but can not be overridden in Java. If you declare,  another static method with same signature in derived class than static method of super class will be hidden, and any call to that static method in sub class will go to static method declared in that class itself. This is known as method hiding in Java.

Can Static Method be overridden in Java - See yourself

Let's see an example of trying to override a static method. In this Java Program, we have two classes Parent and Child, both have name() method which is static. Now, As per [rules of method overriding](http://java67.blogspot.com/2012/08/what-is-method-overriding-in-java-example-tutorial.html), if a method is overridden than a call is resolved by type of object during runtime. Which means, in our test class StaticOverrideTest, p.name() in second example, should call Child class' name()method, because reference variable of type Parent is referring an object of Child, but instead it call name() method of Parent class itself. This happens, because static methods are resolved or bonded during compile time, and only information which is available, and used by compiler is type of reference variable. Since p was reference variable of Parent type, name() method from Parent class was called. Now, In order to prove that static method can be hidden, if we call Child.name() or c.name(), it will call name() method from Child class. This means static methods can not overridden in Java, they can only be hidden. This also answers, *Why static method can not be overridden in Java*, because they are resolved during compile time. By the way, this example doesn't show, whether you can overload static method or not, but you can. See this tutorial, for an example of [overloading static method in Java](http://java67.blogspot.sg/2012/08/can-we-overload-static-method-in-java.html).

*/\*\**

*\* Java Program to show that, you can not override static method in Java.*

*\* If you declare same method in subclass then, It's known as method hiding.*

*\**

*\* @author Javin Paul*

*\*/*

public class StaticOverrideTest {

public static void main(String args[]) {

Parent p = new Parent();

p.name(); *// should call static method from super class (Parent)*

*// because type of reference variable*

*// p is Parent*

p = new Child();

p.name(); *// as per overriding rules this should call to child's static*

*// overridden method*. *Since static method can not be overridden*

*// , it will call parent static method*

*// because Type of p is Parent.*

Child c = new Child();

c.name(); *// will call child static method because static method*

*// get called by type of Class*

}

}

class Parent{

*/\**

*\* original static method in super class which will be hidden*

*\* in subclass.*

*\*/*

public static void name(){

System.out.println("static method from Parent");

}

}

class Child extends *Parent*{

*/\**

*\* Static method with same signature as in super class,*

*\* Since static method can not be overridden, this is called*

*\* method hiding. Now, if you call Child.name(), this method*

*\* will be called, also any call to name() in this particular*

*\* class will go to this method, because super class method is hidden.*

*\*/*

public static void name(){

System.out.println("static method from Child");

}

}

Output

static method from Parent

static method from Parent

static method from Child

That's all on this Java interview question guys. Remember, Static methods can not be overridden in Java, but they can be [overloaded](http://javarevisited.blogspot.com.au/2013/01/java-best-practices-method-overloading-constructor.html) and hidden in Java. We have also touched based on What is method hiding in Java, and learned *Why Static method can not be overridden in Java*, since they are bonded during compile time by using type of Class, and not at runtime using Objects.

**Difference between Singleton Pattern vs Static Class in Java**Singleton pattern  vs  Static Class (a class, having all static methods) is another interesting questions, which I missed while blogging about [Interview questions on Singleton pattern in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html). Since both Singleton pattern and static class provides good accessibility, and they share some similarities e.g. both can be used without creating object and both provide only one instance, at very high level it looks that they both are intended for same task. Because of high level similarities, interviewer normally ask questions like, *Why you use Singleton instead of Static Methods,* or Can you replace Singleton with static class, and  what are differences between [Singleton pattern](http://javarevisited.blogspot.com/2012/07/why-enum-singleton-are-better-in-java.html) and [static in Java](http://javarevisited.blogspot.sg/2012/03/mixing-static-and-non-static.html). In order to answer these question, it’s important to remember fundamental difference between Singleton pattern and static class, former gives you an[Object](http://javarevisited.blogspot.com/2012/12/what-is-object-in-java-or-oops-example.html), while later just provide static methods. Since an object is always much more capable than a method, it can guide you when to use Singleton pattern vs static methods.

In this Java article we will learn, where to use Singleton pattern in Java, and when static class is better alternative. By the way, JDK has examples of both singleton and static, and that too very intelligently e.g. java.lang.Math is a [final class](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html) with full of [static methods](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html), on the other hand java.lang.Runtime is a Singleton class in Java. For those who are not familiar with Singleton design pattern or static class,  static class is a [Java class](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html), which only contains static methods, good examples of static class is java.lang.Math,which contains lots of utility methods for various maths function e.g. sqrt(). While [Singleton classes](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) are those, which has only one instance during application life cycle like java.lang.Runtime.

When to use Static Class in place of Singleton in Java

Indeed there are some situations, where static classes makes sense than Singleton. Prime example of this is java.lang.Math which is not Singleton, instead a class with all static methods. Here are few situation where I think using static class over Singleton pattern make sense:

1) If your Singleton is not maintaining any state, and just providing global access to methods, than consider using static class, as static methods are much faster than Singleton, because of [static binding](http://javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html) during compile time. But remember its not advised to maintain state inside static class, especially in concurrent environment, where it could lead subtle [race conditions](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html) when modified parallel by multiple threads without adequate synchronization.

You can also choose to use static method, if you need to combine bunch of utility method together. Anything else, which requires singles access to some resource, should use Singleton design pattern.

Difference between Singleton vs Static in Java

This is answer of our second interview question about Singleton over static. As I said earlier, fundamental difference between them is, one represent object while other represent a method. Here are few more differences between static and singleton in Java.

1) Static class provides better performance than Singleton pattern, because static methods are bonded on compile time.

2) One more difference between Singleton and static is, ability to override. Since [static methods in Java cannot be overridden](http://java67.blogspot.com/2012/08/can-we-override-static-method-in-java.html), they leads to inflexibility. On the other hand, you can override methods defined in Singleton class by extending it.

3) Static classes are hard to mock and consequently hard to test than Singletons, which are pretty easy to mock and thus easy to test. It’s easier to write [JUnit test](http://javarevisited.blogspot.com/2013/03/how-to-write-unit-test-in-java-eclipse-netbeans-example-run.html) for Singleton than static classes, because you can pass mock object whenever Singleton is expected, e.g. into constructor or as method arguments.

4) If your requirements needs to maintain state than Singleton pattern is better choice than static class, because

maintaining  state in later case is nightmare and leads to subtle bugs.

5) Singleton classes can be [lazy loaded](http://javarevisited.blogspot.sg/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) if its an heavy object, but static class doesn't have such advantages and always eagerly loaded.

6) Many [Dependency Injection framework](http://javarevisited.blogspot.com/2012/12/inversion-of-control-dependency-injection-design-pattern-spring-example-tutorial.html) manages Singleton quite well e.g. Spring, which makes using them very easy.

These are some differences between static class and singleton pattern, this will help to decide between two, which situation arises. In next section we will when to choose Singleton pattern over static class in Java.

Advantage of Singleton Pattern over Static Class in Java

Main advantage of Singleton over static is that former is more object oriented than later. With Singleton, you can use [Inheritance](http://javarevisited.blogspot.com/2012/10/what-is-inheritance-in-java-and-oops-programming.html) and [Polymorphism](http://javarevisited.blogspot.com.au/2011/08/what-is-polymorphism-in-java-example.html) to extend a base class, implement an interface and capable of providing different implementations. If we talk about java.lang.Runtime, which is a Singleton in Java, call to getRuntime() method return different implementations based on different JVM, but guarantees only one instance per JVM, had java.lang.Runtime an static class, it’s not possible to return different implementation for different JVM.

That’s all on difference between Singleton and static class in Java. When you need a class with full OO capability , chose Singleton, while if you just need to store bunch of static methods together, than use static class.

**ReentrantLock Example in Java, Difference between synchronized vs ReentrantLock**ReentrantLock in Java is added on java.util.concurrent package in Java 1.5 along with other concurrent utilities like [CountDownLatch](http://javarevisited.blogspot.com/2012/07/countdownlatch-example-in-java.html), Executors and [CyclicBarrier](http://javarevisited.blogspot.com/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html). ReentrantLock is one of the most useful addition in Java concurrency package and several of concurrent collection classes from java.util.concurrent package is written using ReentrantLock, including ConcurrentHashMap, see [How ConcurrentHashMap works in Java](http://javarevisited.blogspot.com/2013/02/concurrenthashmap-in-java-example-tutorial-working.html) for more details. Two key feature of ReentrantLock, which provides more control on lock acquisition is trying to get a lock with ability to interrupt, and a timeout on waiting for lock, these are key for writing responsive and scalable systems in Java. In short, ReentrantLock extends functionality of [synchronized keyword](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) in Java and open path for more controlled locking in Java.

In this Java concurrency tutorial we will learn :

* What is ReentrantLock in Java ?
* Difference between ReentrantLock and synchronized keyword in Java?
* Benefits of using Reentrant lock in Java?
* Drawbacks of using Reentrant lock in concurrent program?
* Code Example of ReentrantLock in Java?

What is ReentrantLock in Java

On class level,  ReentrantLock is a concrete implementation of Lock [interface](http://javarevisited.blogspot.sg/2012/04/10-points-on-interface-in-java-with.html) provided in Java concurrency package from Java 1.5 onwards.  As per Javadoc, ReentrantLock is mutual exclusive lock, similar to implicit locking provided by [synchronized keyword in Java](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html), with extended feature like fairness, which can be used to provide lock to longest waiting thread. Lock is acquired by lock() method and held by[Thread](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html)until a call to unlock() method. Fairness  parameter is provided while creating instance of ReentrantLock in constructor. ReentrantLock provides same visibility and ordering guarantee, provided by implicitly locking, which means, unlock() happens before another thread get lock().

**Difference between ReentrantLock and synchronized keyword in Java**

Though ReentrantLock provides same visibility and orderings guaranteed as implicit lock, acquired by synchronized keyword in Java, it provides more functionality and differ in certain aspect. As stated earlier,  main difference between synchronized and ReentrantLock is ability to trying for lock interruptibly, and with timeout. [Thread](http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html)doesn’t need to block infinitely, which was the case with synchronized. Let’s see few more differences between synchronized and Lock in Java.

1) Another significant difference between ReentrantLock and synchronized keyword is fairness. synchronized keyword doesn't support fairness. Any thread can acquire lock once released, no preference can be specified, on the other hand you can make ReentrantLock fair by specifying fairness property, while creating instance of ReentrantLock. Fairness property provides lock to longest waiting thread, in case of contention.

2) Second difference between synchronized and Reentrant lock is tryLock() method. ReentrantLock provides convenient tryLock() method, which acquires lock only if its available or not held by any other thread. This reduce [blocking](http://javarevisited.blogspot.com/2012/02/what-is-blocking-methods-in-java-and.html)of thread waiting for lock in Java application.

3) One more worth noting difference between ReentrantLock and synchronized keyword in Java is, ability to interrupt Thread while waiting for Lock. In case of [synchronized](http://javarevisited.blogspot.com/2012/03/mixing-static-and-non-static.html) keyword, a thread can be blocked waiting for lock, for an indefinite period of time and there was no way to control that. ReentrantLock provides a method called lockInterruptibly(), which can be used to interrupt thread when it is[waiting for lock](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html). Similarly tryLock() with timeout can be used to timeout if lock is not available in certain time period.

4) ReentrantLock also provides convenient method to get List of all threads waiting for lock.

So, you can see, lot of significant differences between synchronized keyword and ReentrantLock in Java. In short, Lock interface adds lot of power and flexibility and allows some control over lock acquisition process, which can be leveraged to write highly scalable systems in Java.

Benefits of ReentrantLock in Java

Most of the benefits derives from the *differences covered between synchronized vs ReentrantLock* in last section. Here is summary of benefits offered by ReentrantLock over synchronized in Java:

1) Ability to lock interruptibly.

2) Ability to timeout while waiting for lock.

3) Power to create fair lock.

4) API to get list of waiting thread for lock.

5) Flexibility to try for lock without blocking.

**Disadvantages of ReentrantLock in Java**

Major drawback of using ReentrantLock in Java is wrapping method body inside [try-finally block](http://javarevisited.blogspot.com/2012/11/difference-between-final-finally-and-finalize-java.html), which makes code unreadable and hides business logic. It’s really cluttered and I hate it most, though IDE like [Eclipse](http://javarevisited.blogspot.com/2013/02/must-override-superclass-method-java-eclipse.html)and Netbeans can add those try catch block for you. Another disadvantage is that, now programmer is responsible for acquiring and releasing lock, which is a power but also opens gate for new subtle bugs, when programmer forget to release the lock in finally block.

Lock and ReentrantLock Example in Java

Here is a complete code example of How to use Lock interface and ReentrantLock in Java. This program locks a method called getCount(), which provides unique count to each caller. Here we will see both synchronized and ReentrantLock version of same program. You can see code with synchronized is more readable but it’s not as flexible as locking mechanism provided by Lock interface.

import java.util.concurrent.locks.ReentrantLock;

import java.util.logging.Level;

import java.util.logging.Logger;

/\*\*

 \* Java program to show, how to use ReentrantLock in Java.

 \* Reentrant lock is an alternative way of locking

 \* apart from implicit locking provided by synchronized keyword in Java.

 \* @author  Javin Paul

 \*/

public class ReentrantLockHowto {

    private final ReentrantLock lock = new ReentrantLock();

    private int count = 0;

     //Locking using Lock and ReentrantLock

     public int getCount() {

        lock.lock();

        try {

            System.out.println(Thread.currentThread().getName() + " gets Count: " + count);

            return count++;

        } finally {

            lock.unlock();

        }

     }

     //Implicit locking using synchronized keyword

     public synchronized int getCountTwo() {

            return count++;

     }

    public static void main(String args[]) {

        final ThreadTest counter = new ThreadTest();

        Thread t1 = new Thread() {

            @Override

            public void run() {

                while (counter.getCount() &lt; 6) {

                    try {

                        Thread.sleep(100);

                    } catch (InterruptedException ex) {

                        ex.printStackTrace();                    }

                }

            }

        };

        Thread t2 = new Thread() {

            @Override

            public void run() {

                while (counter.getCount() &lt; 6) {

                    try {

                        Thread.sleep(100);

                    } catch (InterruptedException ex) {

                        ex.printStackTrace();

                    }

                }

            }

        };

        t1.start();

        t2.start();

    }

}

Output:

Thread-0 gets Count: 0

Thread-1 gets Count: 1

Thread-1 gets Count: 2

Thread-0 gets Count: 3

Thread-1 gets Count: 4

Thread-0 gets Count: 5

Thread-0 gets Count: 6

Thread-1 gets Count: 7

That’s all on What is ReentrantLock in Java, How to use with simple example, and difference between ReentrantLock and synchronized keyword in Java. We have also seen significant enhancement provided by Lock interface over synchronized e.g. trying for lock, timeout while waiting for lock and ability to interrupt thread while waiting for lock. Just be careful to release lock in finally block.

**How to create Immutable Class and Object in Java**Writing or creating immutable classes in Java is becoming popular day by day, because of concurrency and multithreading advantage provided by immutable objects. Immutable objects offers several benefits over conventional mutable object, especially while creating concurrent Java application. Immutable object not only guarantees safe publication of object’s state, but also can be shared among other threads without any external [synchronization](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html). In fact JDK itself contains several immutable classes like [String](http://javarevisited.blogspot.com/2012/03/how-to-compare-two-string-in-java.html), [Integer](http://javarevisited.blogspot.com/2011/08/convert-string-to-integer-to-string.html) and other wrapper classes. For those, who doesn’t know what is immutable class or object, Immutable objects are those, whose state can not be changed once created e.g. java.lang.String, once created can not be modified e.g. trim, uppercase, lowercase. All modification in String result in new object, see [why String is immutable in Java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) for more details. In this Java programming tutorial, we will learn, how to write immutable class in Java or how to make a class immutable. By the way making a class immutable is not difficult on code level, but its the decision to make, which class mutable or immutable which makes difference. I also suggest reading, Java Concurrency in Practice to learn more about concurrencybenefit offered by Immutable object.

What is immutable class in Java

As said earlier, Immutable classes are those class, whose [object](http://javarevisited.blogspot.com/2012/12/what-is-object-in-java-or-oops-example.html) can not be modified once created, it means any modification on immutable object will result in another immutable object. best example to understand immutable and mutable objects are, [String and StringBuffer](http://javarevisited.blogspot.com/2011/07/string-vs-stringbuffer-vs-stringbuilder.html). Since String is immutable class, any change on existing string object will result in another string e.g. replacing a character into String,[creating substring from String](http://javarevisited.blogspot.in/2011/10/how-substring-in-java-works.html" \o "Click to open in a new window" \t "_blank), all result in a new objects. While in case of mutable object like StringBuffer, any modification is done on object itself and no new objects are created. Some times this immutability of String can also cause security hole, and that the reason [why password should be stored on char array instead of String](http://javarevisited.blogspot.com/2012/03/why-character-array-is-better-than.html).

How to write immutable class in Java

Despite of few disadvantages, Immutable object still offers several benefits in multi-threaded programming and it’s a great choice to achieve [thread safety](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) in Java code. here are few rules, which helps to make a class immutable in Java :

1. State of immutable object can not be modified after construction, any modification should result in new immutable object.

2. All fields of Immutable class should be final.

3. Object must be properly constructed i.e. object reference must not leak during construction process.

4. Object should be final in order to restrict sub-class for altering immutability of parent class.

By the way, you can still create immutable object by violating few rules, like String has its [hashcode](http://javarevisited.blogspot.com/2011/10/override-hashcode-in-java-example.html) in non final field, but its always guaranteed to be same. No matter how many times you calculate it, because it’s calculated from final fields, which is guaranteed to be same. This required a deep knowledge of Java memory model, and can create subtle [race conditions](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html) if not addressed properly. In next section we will see simple example of writing immutable class in Java. By the way, if your Immutable class has lots of optional and mandatory fields, then you can also use [Builder design pattern](http://javarevisited.blogspot.com/2012/06/builder-design-pattern-in-java-example.html) to make a class Immutable in Java.

Immutable Class Example in Java

Here is complete code example of writing immutable class in Java. We have followed simplest approach and all rules for making a class immutable, including it [making class final](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html) to avoid putting immutability at risk due to [Inheritance](http://javarevisited.blogspot.com/2012/10/what-is-inheritance-in-java-and-oops-programming.html) and [Polymorphism](http://javarevisited.blogspot.com/2011/08/what-is-polymorphism-in-java-example.html).

public final class Contacts {

    private final String name;

    private final String mobile;

    public Contacts(String name, String mobile) {

        this.name = name;

        this.mobile = mobile;

    }

    public String getName(){

        return name;

    }

    public String getMobile(){

        return mobile;

    }

}

This Java class is immutable, because its state can not be changed once created. You can see that all of it’s fields are final. This is one of the most simple way of creating immutable class in Java, where all fields of class also remains immutable like String in above case. Some time you may need to write immutable class which includes mutable classes like [java.util.Date](http://javarevisited.blogspot.com/2012/04/difference-between-javautildate-and.html), **despite storing Date into final field it can be modified** **internally,** if internal date is returned to the client. In order to preserve immutability in such cases, its advised to **return copy of original object**, which is also one of the [Java best practice](http://javarevisited.blogspot.co.uk/2012/08/top-10-jdbc-best-practices-for-java.html). here is another example of making a class immutable in Java, which includes mutable member variable.

public final class ImmutableReminder{

    private final Date remindingDate;

    public ImmutableReminder (Date remindingDate) {

        if(remindingDate.getTime() < System.currentTimeMillis()){

            throw new IllegalArgumentException("Can not set reminder” +

                        “ for past time: " + remindingDate);

        }

        this.remindingDate = new Date(remindingDate.getTime());

    }

    public Date getRemindingDate() {

        return (Date) remindingDate.clone();

    }

}

In above example of creating immutable class, [Date](http://javarevisited.blogspot.com/2011/09/convert-date-to-string-simpledateformat.html) is a mutable object. If getRemindingDate() returns actual Date object than despite remindingDate being final variable, internals of Date can be modified by client code. By returning clone() or copy of remindingDate, we avoid that danger and preserves immutability of class.

Benefits of Immutable Classes in Java

As I said earlier Immutable classes offers several benefits, here are few to mention:

1) Immutable objects are by default [thread safe](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html), can be shared without synchronization in concurrent environment.

2) Immutable object simplifies development, because its easier to share between multiple threads without external synchronization.

3) Immutable object boost performance of Java application by reducing [synchronization](http://java67.blogspot.com/2013/01/difference-between-synchronized-block-vs-method-java-example.html) in code.  
  
4) Another important benefit of Immutable objects is **reusability**, you can cache Immutable object and reuse them, much like String literals and Integers.  You can use [static factory methods](http://javarevisited.blogspot.it/2011/12/factory-design-pattern-java-example.html) to provide methods like valueOf(), which can return an existing Immutable object from cache, instead of creating a new one.

Apart from above advantages, immutable object has disadvantage of creating garbage as well. Since immutable object can not be reused and they are just a use and throw. String being a prime example, which can create lot of garbage and can potentially slow down application due to [heavy garbage collection](http://javarevisited.blogspot.com/2011/04/garbage-collection-in-java.html), but again that's extreme case and if used properly Immutable object adds lot of value.

That's all on **how to write immutable class in Java**. we have seen rules of writing immutable classes, benefits offered by immutable objects and how we can create immutable class in Java which involves mutable fields. Don’t forget to read more about concurrency benefit offered by Immutable object in one of the best Java book recommended to Java programmers, Concurrency Practice in Java.

**How to Compare Two Enum in Java - Equals vs == vs CompareTo**How do I compare two enum in Java? Should I use == operator or equals() method? What is difference between comparing enum with == and equals() method are some of the [tricky Java questions](http://java67.blogspot.com/2012/09/top-10-tricky-java-interview-questions-answers.html). Until you have solid knowledge of Enum in Java, It can be difficult to answer these question with confidence. By the way unlike comparing String in Java, you can use both == and equals() method to compare Enum, they will produce same result because equals() method of Java.lang.Enum internally uses == to *compare enum in Java*. Since every [Enum in Java](http://javarevisited.blogspot.com/2011/12/convert-enum-string-java-example.html) implicitly extends java.lang.Enum ,and since equals() method is declared final, there is no chance of overriding equals method in user defined enum. If you are not just checking whether two enum are equal or not, and rather interested in order of different instance of Enum, than you can use [compareTo() method](http://javarevisited.blogspot.com/2011/11/how-to-override-compareto-method-in.html) of enum to compare two enums. Java.lang.Enum implements Comparable interface and implements compareTo() method. Natural order of enum is defined by the order they are declared in Java code and same order is returned by ordinal() method.

Comparing Enum with equals and ==

As I said earlier, equals method of java.lang.Enum (see below code)  uses == operator to check if two enum are equal. This means, *You can compare Enum using both == and equals method*. Also [equals() method](http://javarevisited.blogspot.com/2011/02/how-to-write-equals-method-in-java.html) is declared final inside java.lang.Enum, so [risk of overriding equals method](http://javarevisited.blogspot.com/2011/12/method-overloading-vs-method-overriding.html). Here is the code of equals from java.lang.Enum class

public final boolean equals(Object other) {

return this==other;

}

By the way there are *subtle* *difference when you compare enum with == and equals method*, which stems from ==  (equality operator) being operator and equals() being method. Some of these points are already discussed in [difference between equals and == in Java](http://javarevisited.blogspot.sg/2012/12/difference-between-equals-method-and-equality-operator-java.html), but we will see them here with respect to comparing Enums in Java.

1) Using == for comparing Enum can prevent NullPointerException

This one is easy to guess, but same time provide worth of money. If you compare any Enum with null, using == operator, it will result in false, but if you use equals() method to do this check, you may get NullPointerException, unless you are using calling equals in right way as shown in [how to avoid NullPointerException in Java](http://javarevisited.blogspot.com/2012/06/common-cause-of-javalangnullpointerexce.html). Look at below code, here we are comparing an unknown Shape object withShape enum which contains CIRCLE, RECTANGLE etc.

private enum Shape{

RECTANGLE, SQUARE, CIRCLE, TRIANGLE;

}

private enum Status{

ON, OFF;

}

Shape unknown = null;

Shape circle = Shape.CIRCLE;

boolean result = unknown == circle; *//return false*

result = unknown.equals(circle); *//throws NullPointerException*

I agree this can be avoided by simply comparing known to unknown i.e. circle.equals(unknown), but this is one of the most common [coding error Java programmers make](http://javarevisited.blogspot.com/2012/02/java-mistake-1-using-float-and-double.html). By using == to compare enum, you can completely avoid it.

2) == method provides type safety during compile time

Another advantage of using == to compare enum is, compile time safety. Equality or == operator checks if both enum object are from same enum type or not at compile time itself, while equals() method will also return false but at runtime. Since it's always better to detect errors at compile time, == scores over equals in case of comparing enum. If you are using [Eclipse](http://javarevisited.blogspot.com/2012/10/eclipse-shortcut-to-remove-all-unused-imports-java.html) or Netbeans, you can detect these error as soon as you type. By the way Netbeans also shows warning when you call equals() method on two incomparable types, but that is completely IDE specific.

3) == should be faster than equals method

This is more from common sense, using operator should be a touch faster than calling method, and than using operator. Though I believe modern JIT compiler might inline equals() method, when you compare two enums in Java. Which means this would not be big difference in terms of performance.But, without any smartness from compiler or [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html), I think == should always be touch faster.

Comparing Enums with compareTo method

When we say comparing enum, it's not always checking if two enums are equal or not. Sometime you need to compare them for sorting or to arrange them in a particularly order. We know that we can compare objects using [Comparable and Comparator in Java](http://java67.blogspot.com/2012/10/how-to-sort-object-in-java-comparator-comparable-example.html) and enum is no different, though it provides additional convenience. Java.lang.Enum implements Comparable interface and it's compareTo() method compares only same type of enum. Also natural order of enum is the order in which they are declared in code. As shown on [10 examples of Enum in Java](http://javarevisited.blogspot.com/2011/08/enum-in-java-example-tutorial.html), same order is also maintained by ordinal() method of enum, which is used by EnumSet and EnumMap.

public final int compareTo(E o) {

Enum other = (Enum)o;

Enum self = this;

if (self.getClass() != other.getClass() && *// optimization*

self.getDeclaringClass() != other.getDeclaringClass())

throw new ClassCastException();

return self.ordinal - other.ordinal;

}

If you look last line, it's using ordinal to compare two enum in Java.

That's all on How to compare two enum in Java and difference between == and equals to compare two enums. Though using equals() to compare object is considered [Java best practice](http://javarevisited.blogspot.com/2013/03/0-exception-handling-best-practices-in-Java-Programming.html), comparing Enum using == is better than using equals. Don't forget ordinal() and compareTo() methods, which is also key to get natural order of Enum during comparison.

**Difference between LEFT and RIGHT OUTER Joins in SQL**There are two kinds of OUTER joins in SQL, LEFT OUTER join and RIGHT OUTER join. Main difference between RIGHT OUTER join and LEFT OUTER join, as there name suggest, is inclusion of non matched rows. Sine INNER join only include matching rows, where value of joining column is same, in final result set, but OUTER join extends that functionality and also include unmatched rows in final result. LEFT outer join includes unmatched rows from table written on left of join predicate. On the other hand RIGHT OUTER join, along with all matching rows, includes unmatched rows from right side of table. In short result of LEFT outer join is INNER JOIN + unmatched rows from LEFT table and RIGHT OUTER join is INNER JOIN + unmatched rows from right hand side table. Similar to difference between INNER join and OUTER join, difference between LEFT and RIGHT OUTER JOIN can be better understand by a simple example, which we will see in next section. By the way joins are very popular in SQL interviews, and along with classic questions like [finding second highest salary of employee](http://javarevisited.blogspot.com/2012/12/how-to-find-second-highest-or-maximum-salary-sql.html), Inner join vs outer join or left outer join vs right outer join is commonly asked.

LEFT and RIGHT OUTER Join Example in SQL

In order to understand difference between LEFT and RIGHT outer join, we will use once again use classical Employee and Department relationship. In this example, both of these table are connected using dept\_id, which means both have same set of data in that column, let's see data on these two table.

mysql> select \* from employee;

+--------+----------+---------+--------+

| emp\_id | emp\_name | dept\_id | salary |

+--------+----------+---------+--------+

|    103 | Jack     |       1 |   1400 |

|    104 | John     |       2 |   1450 |

|    108 | Alan     |       3 |   1150 |

|    107 | Ram      |    NULL |    600 |

+--------+----------+---------+--------+

4 rows in set (0.00 sec)

mysql> select \* from department;

+---------+-----------+

| dept\_id | dept\_name |

+---------+-----------+

|       1 | Sales     |

|       2 | Finance   |

|       3 | Accounts  |

|       4 | Marketing |

+---------+-----------+

4 rows in set (0.00 sec)

If you look closely, there is one row in employee table which contains NULL, for which there is no entry in department table. Similarly department table contains a department (row) Marketing ,for which there is no employee in employee table. When we do a LEFT or RIGHT outer join it includes unmatched rows from left or right table. In this case LEFT OUTER JOIN should include employee with NULL as department and RIGHT OUTER JOIN should include Marketing department. Here is example of LEFT and RIGHT OUTER Join in MySQL database :

mysql> select e.emp\_id, e.emp\_name, d.dept\_name from employee e LEFT JOIN department d on e.dept\_id=d.dept\_id;

+--------+----------+-----------+

| emp\_id | emp\_name | dept\_name |

+--------+----------+-----------+

|    103 | Jack     | Sales     |

|    104 | John     | Finance   |

|    108 | Alan     | Accounts  |

|    107 | Ram      | NULL      |

+--------+----------+-----------+

4 rows in set (0.01 sec)

As I said unmatched rows, i.e. row with dept\_id as NULL has included in final result and dept\_name for that row is NULL, as there is no corresponding row for NULL dept\_id in department table. But note that Marketing department is not included in this result. Now, let's see example of RIGHT OUTER JOIN in MySQL, this should include Marketing department but leave out employee with NULL dept\_id.

mysql> select e.emp\_id, e.emp\_name, d.dept\_name from employee e RIGHT JOIN department d on e.dept\_id=d.dept\_id;

+--------+----------+-----------+

| emp\_id | emp\_name | dept\_name |

+--------+----------+-----------+

|    103 | Jack     | Sales     |

|    104 | John     | Finance   |

|    108 | Alan     | Accounts  |

|   NULL | NULL     | Marketing |

+--------+----------+-----------+

4 rows in set (0.00 sec)

As I said, final result set has Marketing department and emp\_id, emp\_name is NULL in that row because there is no employee with dept\_id=4 in employee table.

Difference between LEFT and RIGHT OUTER JOIN in SQL

In short, following are some notable difference between LEFT and RIGHT outer join in SQL :

1) LEFT OUTER join includes unmatched rows from left table while RIGHT OUTER join includes unmatched rows from right side of table.

2) Result of LEFT OUTER join can be seen as INNER JOIN + unmatched rows of left able while result of RIGHT OUTER join is equal to INNER JOIN + unmatched rows from right side table.

3) In ANSI SQL, left outer join is written as LEFT JOIN while right outer join is written as RIGHT JOIN in select sql statements.

4) In Transact-SQL syntax left outer join is written as \*= and right outer join is written as =\*, Sybase database supports both syntax and you can write join queries in both ANSI and T-SQL syntax.

That's all on **difference between LEFT and RIGHT OUTER JOIN in SQL**. We have seen example of RIGHT and LEFT join in MySQL database but since we have used ANSI syntax of OUTER joins, it's for other databases e.g. Oracle, Sybase, SQL Server and PostgreSQL as well. JOIN is a one of the most important and common concept in SQL and you should be good enough to figure out which rows will be included as a result of JOIN statement before actually running that [SELECT query](http://javarevisited.blogspot.com/2011/10/selct-command-sql-query-example.html) against any table. Some time erroneous JOIN query can bring loads of data and potentially may hang your database so beware of it.

## 5 Reasons to Prefer Composition over Inheritance in Java

Just to revise, composition and Inheritance are ways to reuse code to get additional functionality. In Inheritance, a new class, which wants to reuse code, inherit an existing class, known as super class. This new class is then known as sub class. On composition, a class, which desire to use functionality of an existing class, doesn't inherit, instead it holds a reference of that class in a member variable, that’s why the name composition. Inheritance and composition relationships are also referred as IS-A and HAS-A relationships. Because of IS-A relationship, an instance of sub class can be passed to a method, which accepts instance of super class. This is a kind of Polymorphism, which is achieved using Inheritance. A super class reference variable can refer to an instance of sub class. By using composition, you don’t get this behavior, but still it offers a lot more to tilde the balance in its side.  
  
1) One reason of favoring Composition over Inheritance in Java is fact that [Java doesn't support multiple inheritance](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html). Since you can only extend one class in Java, but if you need multiple functionality like e.g. for reading and writing character data into file, you need Reader and Writer functionality and having them as private members makes your job easy. That’s called composition. If you are following programming for interface than implementation principle, and using type of base class as member variable, you can use different Reader and Writer implementation at different situation. You won’t get this flexibility by using Inheritance, in case of extending a class, you only get facilities which are available at compile time.  
  
2) Composition offers better test-ability of a class than Inheritance. If one class is composed of another class, you can easily create [Mock Object](http://javarevisited.blogspot.sg/2014/04/difference-between-stub-and-mock-object-java-junit.html) representing composed class for sake of testing. Inheritance doesn't provide this luxury. In order to test derived class, you must need its super class. Since unit testing is one of the most important thing to consider during software development, especially in test driven development, composition wins over inheritance.  
  
3) Many object oriented design patterns mentioned by Gang of Four in there timeless classic Design Patterns: Elements of Reusable Object-Oriented Software, favors Composition over Inheritance. Classical examples of this is [Strategy design pattern](http://java67.blogspot.sg/2014/12/strategy-pattern-in-java-with-sample.html), where composition and delegation is used to change Context’s behavior, without touching context code. Since Context uses composition to hold strategy, instead of getting it via inheritance, it’s easy to provide a new Strategy implementation at run-time. Another good example of using composition over inheritance is Decorator design pattern. In [Decorator pattern](http://javarevisited.blogspot.com/2011/11/decorator-design-pattern-java-example.html), we don't extend any class to add additional functionality, instead we keep an instance of the class we are decorating and delegates original task to that class after doing decoration. This is one of the biggest proof of choosing composition over inheritance, since these design patterns are well tried and tested in different scenarios and withstand test of time, keeping there head high.

4) Though both Composition and Inheritance allows you to reuse code, one of the disadvantage of Inheritance is that it breaks encapsulation. If sub class is depending on super class behavior for its operation, it suddenly becomes fragile. When behavior of super class changes, functionality in sub class may get broken, without any change on its part. One example of inheritance making code fragile is method add() and addAll() from [HashSet](http://javarevisited.blogspot.sg/2012/06/hashset-in-java-10-examples-programs.html" \o "Click to open in a new window" \t "_blank). Suppose, If addAll() of HashSet is implemented by calling add() method and you write a sub class of HashSet, which encrypt the content before inserting into HashSet. Since there are only one methods add(), which can insert object into HashSet you override these method and called your encrypt() method by overriding add(). This automatically covers addAll() as well, because addAll() is implemented using add(), it looks very enticing.If you look closely you will see that this implementation is fragile, because its relied on super class behavior. If base class wants to improve performance and implements addAll() without calling add() method, following example will break.

**public** **class** **EncryptedHashSet** **extends** HashSet{

.....

**public** **boolean** **add**(Object o) {

**return** **super**.add(encrypt(o));

}

}

If you have *used Composition in favor of Inheritance* you won't face this problem and your class would have been more robust, because you are not relying on super class behavior any more. Instead you are using super class method for addition part and you will benefit with any improvement in addAll() as shown in below example:

**public** **class** **EncryptedHashSet** **implements** Set{

**private** HashSet container;

**public** **boolean** **add**(Object o) {

**return** container.add(encrypt(o));

}

**public** **boolean** **addAll**(Collection c) {

**return** conatainer.add(encrypt(c));

}

.......

}

In short, don't use Inheritance just for the sake of code reuse, Composition allows more flexible and extensible mechanism to reuse code. Make sure you don't forget this rule, if you don't to do this :)

[![Always favor composition over Inheritance in Java and OOP](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeQAAAEDCAIAAABrjeCUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAA/45JREFUeF7sXQV0HEfSHklmx2zHbOFKtiTbsswsW2ZmEi6JmZmZmZmZmcnMzLGDF+Zckkvu8lf3zM7OrsCyk9x/uZPfPr317DRVd1dXF3wlwePxpKSk/vWvfxHEbwQxRoKQ+o345bfffiVG/o1QYIQCIxQYocC/mwLAh+GfBGbIhISEpAQh8a/f/rVjx/Z/d0dG2huhwAgFRigwQoHXpYCurg4xatSoCeMmjBs1asq4MdPGj542Tgr+TqY+Y8gvU9AHfYcvgp/o5+Sv1EfsV0FZ4a90DeQXsmD/L5Pww6nQH9EPPIHnb40fDS9MxF/gQ36BJ/CB2shS0xl/4Qk8J1+g3ye/kE/+jLaYfWM2Olhb0MPhj4skCz2uAdsakIZAFiY1aBoOTUaanoNNGT3vzMXQf1Uw55r5K/2cXm9iDfV/zlw5/4Y1ydgI4gueuSmGP/xXDpDebmIjFWtCbFcOvwMD0p85Ef0pPNj0/TvpPwRLGWKOmD18LaYktvDEyoqt2/6/0jQcbAH3J/iUcWMnTRgzAW3wCVPHjR83etT4ccCeRxkaGiL+PnnUmBVzJI6pjzqjJnVqOXFGTeKsmsS5FcSZZcSZ5RJn1EadVJM8pUacUpP4kz4n+9VMPzmNf2L+hf/Cr4N96B6KFRlOqb9QWzRNhj8ukjLkGIcuxZwO+n36y+9cA/3n+ndW+CcV/2/t53/ruP6kZfDKav9YeuLaiNPwWQ7ceMxxVcm9slIzJkgBlzYwMEDMetKYiSeXEZ67CZcdhNMO9NdjB+G1nXCHzw7CdecY1x1SHjvRd/jAF/gVfegv5H/FHr7xa2RB+DvgR6xd8p3+HRAr27/UYE+YBf8SbfWfCCZBBiTm0EWY80hTY8Dp7j/FAy6JAdfM6y6e133/z1iTzDr/qNU+zH7+nuH/Veg//H7+gdzmP4/+rpjN+uwkPLcBcxtlvXnM3MmSwKX5fD5i1uNGTziuSrhpEg7bJBy2Ew470F/7bYSjJuG6i3CBv8C1NQi3rfhDfoG/+At6jj/kC+KvCd6E5+4DFadqw6/RNZB1um9Dp4WHpsgHPcQNuW4h3DYTbpvwB75swU+gA/ACDJIuhY8cD/i7TVAKXiOL4L8Dl8LFyaqotshSQ7cFpXBDdClU+Ru3BT0ccFwkTfBfqi0NNAqKIGLjwmSk3yfJIj4usiFBW67kXGCika0Ii2+n1oBwrunFIJhcNMvkVApWiHDNMBbPgKtFvNoBFxtuaOj6xdaksCeMNUy1JbomRXoFc8dc5Iw3yZVMtTJYDYxNId4BsWoFK3/gTYR/pbaVaEFhBwbcm/SGosk4GP3pmaJnTVCh2IzQu1tIf+YC6FfPEDxhAPr3m+7BuMqg9BergUm3/syH/pXmWsz+0+8z2dogZGEyMSGTFOwCckeIMU8Ryoi267SNcNAk3LYTLhqEk6ak0TrJ2ZOwZM3jIWY9fvT4Y6oEcHRHDcJxO+G4TcJxu4TDDgJYtstmxGSdofx2eAi/op/QR1PwhX7yZ3yBVvp/cEO4PxKoq7i3widk3wYpKCxFlqXrGWap/8e2BhsUnghqXDRNXmtcAlKIkHFwGgrXwJ8x439Snf+e5TpE5wfsAP3w/717fwjZ/ztG8YeQ4vdUoinhtE3CSUPCaQsw61Em60fPmYyZNSlZjx8z4egywmU3EqWdMFMH7uy4U9Jp73hXTSlPENw0CeedEqAeQR/4spP8O+AX5vMhXmPWA9/p/zK/0MXJOumayfeH+DDfHyn1ZtQYkPhDTC5zEgdcG8z5IlfOgGuJfs6c8aGX3CvX5CsXm9i4Bnt/sNfE3h9sa7yyn2IFX1nPcPpJk06M4K+cLzH69/+v2O7+PZt9hP7CFe6EzjxgxRJOmwnn7aON14+ZjdUgNLOeeGw54bYHxG/0nusuCfNNxClViYPq4w+umnx86eijqsRh6iOBv5B/GV+W0k+Yz4d4jVkPfKf/K/iyVOIIfITtUh2Ah4fJnwb6wE/o136loP6BC+LnR1Dr8IUe47Daoiocui2yfmosw26LWUpQHPVwsLYEo3i9tvqXotvCXwRTLE4WROQB1gBzEnERYQ3Mye031wO/xmxUtDnx9+lF+KaLbdAO9FuTJP2Fwx/wBUE3ht9P4W4S3VNiW4x+bYAOkEQYmlBiLwj+O2g/xba84L/DH9cAhBXrJ+7w/zv9B+Zd/YcvNrOD0FN8mpjrczCmJ5z3g8oEfzVSYyD5GLHs0Sbrx8wRZdYTgB0jNQhI1ttAQy0FTiBzR0tMlBg9SlJynAQxiiCAt/9HfCRQN6Qkkae4lKTIh3wyRCfRr2KloDZ4An7nMDpcs8jn97fFbG74bYl2EnUMdXLQoaGf8AtCgjCLDDau/qUwPTF5/zPm+j9kyf2ndWPwlfAfsUP/08j1n92f0cBd8YTCl/FIgCY0FbCZEJj1NsJZU8pw/ajZ4moQYNaaiFmD+A0GpRPLYP9LjZEYLzlOknhLghiD9/Eo/BH7MvR/me+TxcU+A1bLfIg4EMmHYFhU6xKjpeC7xCgp5gexcPyceo0uJagN/QrvMEoR+An6S9b8R7dFMNsaNdy2mKWgt1THhJ0UUIOmEjmKYbZFDhNRiaSVCA1Rc0DYAcgomAXm9A22JIY5y6/1GtkW82//pTjYC0P0k/7ptcb1B1b4WuMacAMOSIfh7LI/j/5v1voQEzr8CsUm9LUWzB84rcPusORYKYmxksREKakJkqMxs94oKwEyNfBrJzBRahL89cSsySAtC9QgE8ZMPL4U+YuA+O20HbmMnFQF0VWKGDeGWPu25GE5yQOKxEHWqz4KA73Qv+BwXoN3yIJyxAEZ4oA09fegDHFQHj+HXxcTcGc4pEwcXoL+HoK/iuiDfpUnDsgKS8F3shR6QQm/KSgFNRxUErQFpZhtCUoN3BZdSmHgtqCUWFvQKOozFCR7SLcFg2KOC15g9BD1Frd1CGhCtgUFybJkDzGtht8WlKVpiGpmtkX2kCQjVMsko6C31LwwFwM9xcNZJOTc9V9L/VfFMF975bKkXxiin8NZk4M19CcNf0BCDd3Poek/dD//JPozq/1D6D/MftKTNSDFhrP83oD+Qy9F0eEfAHbEIg7jXQbb/4g8sX0hMQ0x5a1yyHDoDK4g4Iq2A5i1xEwxyRq57u1EriBOWwlPTUJrORwN4NMnQeybQ5gqEwZKhPGSYXyU+73T/wnUAw/Fnov9dzFVj9ESwmgxYagk/GsMP5HFlQkTFcIUPqrUXxN4gp9DESMlRinoPC5FvoCKCEpBDVQRPLrhtiUoNURbVHOv1ZaAMiLjEm0LSGEIoyNpQo4Ll0JDE9ABRgffBx0XXWoJLkX3EBdHpUhSYGrQZKQpI5y4AWd2OItksHcGqxA/NyGJ07/sK7sBYxxOr4azdF/ZFtlP5meIIrBQBW+iL/SbQ9JhWNuQ7sAwOiys8M3o/0raDrMPw6H/K9saYp28siy9Tv5t9FdGe9mURRjLExbLRp1iSc0cDVggm2SlQMnhCi4e4ASMmbWIZA2ue8CskWQNJkiQrHcQp0ENAsx6LEEcmE2YyhNcOYInQ3Dxh/oiS33hMb6gF2TxB17Df+n3oRRZEL3PeAE9hP9KCx7i//LkCD60KIv+8lkEXxH/xR+ePP4JXpMmOAsJ7nyCK/jLWYSe88nidClcFpXC/eRIE9xFwlKoBmiaLqXAaEsB10OOjm5rAW5uEQFtwVhQT4ZsC70m6KGwLbLUEG3RpaA5ui08Lh5dSnRc6DUGNUTGBWMXUA99weNCsyCHx8VsawFjXPACWZBsCH+Bv+R8MWdQZK7JmWXOtWDSqcVArwrmGmBUKFKz6NJC1dL1i62xftXSi+0PWZN0r4QdIOlAbgpB/8UWv7DDot2jKcbcOyTR6PqZ5GJuGea4hFtMdNMN9r6wn3RDAjKKD1Bs84qRXbS4cAEw55E578zuCaoSXyd0T+iCsFUxhZlkFKF/P15Ech4heQfrJ+O5kCmJFmQyMRF6iq7bgVf1QPWLrBOSDZIrB/jPAhCMRh2Xk5yCmbWcFMS1uGoQzltQiEN/Zo2CYkg1iPNW9Mbx5aCzBr23JLFzEWGwjOAsIXiCD38J8ad/wCYKH2iI/NL/Q/ZhseiH2bEhSokVJEsN1hDZjQGLkKUGKztED4ce1GBtDdZPetQDUmOItsjOD1Zq6HH9G9bA/1QT9DL7Dx/1X6Wfr0vGf/u4SHYKG5C3mODCZVeZOKsoMXMMSMibZZECBDlPQ/yaJsHrJ1kLmTVoQkBRAgghYNAhJMYQmgsIg6UER4XgqxA8VfTh/xmfpa9fLRTp/3ll30ZKMUn0ZtR4JZH/O154gzX53zHw/5BR/M/QnwvaGxXinJLELMSswcAIweRuWA1C6qz7qUFUCPedKNwcyd47iHPLwflCipAcTeyYjxSj6C6siDTXI58RCoxQYIQCIxT4/RRATFUJ8VWuAmGoTJymJOtNshLDVYOAzhrY+VmKWY9BzBqsHzwl9BG/MovdoEf+O0KBEQqMUGCEAsOjALB70IGgv2BjVCHOKElMe001CDBrUF4LJGtg1qD8xswaHQK4EwYjnxEKjFBghAIjFPh9FKA4qhLBZRGGmFm/TalBaG+QQdQgYGAENQg2MIoy63lYDYKZ9YBsesDng708BKNnFhns+xucE39gVW/Q+u8v8lr9p18mv7xW2d/fVVQDPtHJqt5gDTD7IDaWN+je/8Pwf9/ufYMxjhT5C1OA3CwMyRobGDfJEi4Ycm9gb5BxYwQGRuy6J2DWo5DOWnMO8rcdlFkLODjl14W9u6hNMghzFycu6rGEwRK8w7FOnDxwqJ0/zEoG2yQCnoW6xOAjf5kJFvRZSP9XEYQ5U+RSGOKg/cPpQB8Sr1gD5KSjz5A8fXAR4ZU9xx1A62r4pHtlnSMvjFDgj6QAg1mDgfEspQYBZo0CzQfzBiHxrOkIRlHJej5hOuSGh83AZUkZKo83XT7WeOk4k+WShniHDHNU1NkCzr+Yy5OacZLFIIXOHyCgwY6VBP398Ls0zJ7/e17DqidJ8jB75RD4SkB89DJ5OGEyorFTZYc9Kb9naNCiwRKJ4awB8BmHz2Bt8ZVg4oZVz6A1IP96WJkSiIb/lrH/HrqNlP2fowCDWYMa5LRQDQLeIAB4DYDVgwfFDKwGIb1BBpNxlCS4SicCLEuqK9r7urov9PpmRU63Xktw5IfLrLHAO890w1SzVZNN1X3iQzc7nyT0F6xxOeoXFzbLbO1Q+3mI2aUFK47cGtdjfglhM03X4KpILvbXuK4iLsOVU7LeEZ4eL2+3A4UmDdhzarDwsvzpIFObcA8kt+Kyqpa73aMC37bcAD/9+aOGqWTNMFzlHRm0zv04wYaYpsFvPHylOabrZ1qsw45G/WYESQAKXG+rs0FmeNSvNWWkcUXpLf7SpQ77ApIjVzschkoQQV6vnr/GIvnzp3WEDn8SBfqpQWZQahDwBnHZRgCeNcYGEXPdG0NFMOKUAsgbROi6p4m9QQZj1nzFUXyVsyHmTlnBFbVVLW3tytZ7CQPYfsPeGHzFsQZL4xITtUMtZ1qs7WxpP+5vQGjNPhVh1lbfMt9iE3AZdFl+w88SQm/BiSCjlrrmuRYbJfhYzqIEzzeu899XEHVVZ+HJSKv7124r2+wmOLICfVH/PuDTVH+RX3p4WkE2fJcyUpZky+zz5dRV1S2y2coo+2epg9A0ceVkbbZ1NLTuD+QS+tLUhaD/nYCvKMVXDo6LsIrzJNgyA0wuulexEnLT3ZKDcM8Flu3hCMjkCcGT32Z3uq2l/frFq1tdTkO4JjX1w7mgvOFi+/ctjDfdDiM9/I+iwMBqkM0yQjXIAAbGIdUgCxDWwVB6TyWCI0doLwiIC08syyZ0ZIclv6BLLlZZGiiO4ixJy860Sfaea7b+3q27+705xOkZFtnel85fnGW8BsU6CwUiWte5BN2RmcoBgXSJlB7oJyRbwUEixVWAs6S5sXmhxWZCZxGhD4GepIzJENbEBECBVC7eBHMPM96hlAziT8SaoJoju8fUSwg6jPvM0Fcg+oBOQ0veLz6korJqpsFqiBTHRKMHztDy85RGGShL8RcHZEalFedIsoFxyxNnZ5yOt+65eGGO1QYJkKwBiAA+9NgHlGdxH8gmhAfDgCySQXB8/mEFMVtWxf3A3Vv3dgToSgAXRogi5CyLHd5KBFsxKjU+oiwFTiNQ1AhaFFAAM+uq7iaX7FCoBylDDNGCoXVBonQQO35IHZridssTH7//0ZNHj7c6nCR0pdHUQ3Qvcyy0hp0xZJFFJTgkhM1R+iVREg3nCBk5AEYoIE6BodQgkAkMoe7tIAzEJGuKWQ/mDTK0gZG0FLFZPmH+SRVZEnqyiCPQy3ewfQ78EcFcACOGL0rTjVZONFy20Hpzb1fPYV8ece5t3Tjb9tb2OWbr4TWhZE0JTSTWBxSHD8kEac7LAkEMCWscaXnzbbFJCWUN1e29XdevX4/PSDLwsdnqobXAfCPDhinaVWFvYbfLo3oozQnJJsT8K8CbXQ41h8KFyBcU0X+pJ7RtkHmY09XigZM9h1GgDkM99ENyRFCtvJSeUm5OtldmNKGNuS3SD5CN4jMMEx9JkQ6ns3NzKlrqzl+62Hv+fEB0sJ6v1QrbPaYJbuXVlVPNVhJ6suN1VAh9qFP03jPAMYzHBV2Cv+TQhLPZT/kL3YDOIB0LUjEDs17ufqi3o2ety1GCvWisjrKkLhTB1giKMwoYLk9pqpH6NNPVGG+Enk0BBXgoAquovtwoyplgL5TQXTxGZwnycEL1kDVAu7iHiEoCCpOt8BXHGS51CvUqL6u4euXagwcPsgpzrf2d9/rwFKy2jTKAWFwxGwxePGg10h96UdH2czxMEEoo9k3PIxr4iJw7QoE3osCgahDkDQJqEHDMGyDcnKEGQd4gmqQaROANMrTrHrlVdGW0vMwSyzOBKSBAOKYwhfYGxVmEviJ8xbXOR9VMd4AERO09tsx8+y1dXd1HsRrkZIx5R2vHfIuNWA1C+4qgTaXquO+QF3ej1dHtjmcmGi7HvIC8+bJYJhraIRZmCW7b3E7LWGuYxLi4Jvg3NTd+//33X3/25Q9ffffrNz/G5aZIcASaa1q2AkZAcVuEXiTBV9nsrmUS6bTC4QgO4cdeLuS2JIM5gSMYqB/w4fKCbWebrSNxjt4yWn3C31g/xHq26RY8LnqrkwVZEzkrdnvrcROc5lmDegcp0EfzVDY7nDCNd2VH2i623olZBrptSPKUVDhbNtsckzfSrK6tt8vwh7sLvD/OcMUBHx4/3F7WElTYglHwWMudDjgk+njFB966eePbb7795rMvf/zmh3efv7zUdzGzKE/ZfC87zD69MMcmynuOCT7/6GOPFBWhM7g/hAFrrsG6E35GpvFuR/z4k41WUEcIFnVFKIBcjpSWmu82SHDe46Y1ho2pxJYGY8PF7vPbHM/tcNNJKcgKTY9fbr1vEMU0CyZ3rPGyPT762+1Pa9qfWWq1R3B+K0oZq1TUV/MC7FfYHgzOikvMTd/rpicIIlBaZLWDF24PpBhnAD3EWm/SQI36ICtlqAK6e/sEr9SctG+++vqbL7769vOvf/n+p472DjR8NkDnIH5N+aIguYG11ePMLict6MY6uyMSCDKFVHzjU1NfUcl8FyfWfqvvOcoYw1Ne63LKOMJxtdNxAmKF/1KGkDdiK/9R2oP/ms70U4NMp4JiaG+QAf2sf4c3COkgpbdotfep+IpMQl9OcNemZCi4w042WTmKh3BWp5mvHmu4FC1ujnx4boJvRADBURjNXTIBsKJ4Cm9brW9tbTsRbEJov30o1LC9pX2B9WYktcHmoURX1gzeyuScjA/eee+9d959/9m7jnE+o7lYuuTIr7Dd39LaevPS9Z6+vss9F/SCrJAodG6BYZDD+b7z/DAXsFh29XbHwYkCbI4Whw1AgaB2OsgqpTI3NC3uoJfRGINlG51OdbR1tne0p+fkLjLfMoa/ZKb5ainwTuErjTde/hawMLbMuXCbxoammvpadYdDCMGOo2gR41VfVdfV0emdFInGS4mlmA5c+cXG27Mqip/efXT9/LU1nidAUpPkKBmFOd65euvq5euXzl8qqyhf4XAA+jzaQFk7wOzpvYfP7j5uaW3/23sfemZFErog3MlrBVtXl1f39vbG5qRN5KsJMACgfhDPFxFaCrHZKZVN9fqB9olZaY2drddu32xsam7v6/36ky+//PyL7z7+wiLGh9BVQC4iPCVlu8PBuXGJJVmWYR4y1rugkkWmmwqrSu9dvd3R2XXnyk3XuIC3jFfA8wmGS4ECoxAXUxxntGwSUICnsNxsT2Vl1bNHT6OT49TNdm01OzaKv3St29G7t+7UtbW89/K9r7746pfvfswqKRzPWQHHAEMuVsKTvhSOtB22Z+5ev/3usxefvv+3nu6eNfZgDIQZVxplolrb0VheU/30+fNvv/jq+2+/u339lpw5KO7lZhqvTSvKa2tpra2uO+xlIMGRlTJYts/HIK0qLyI78bSv5USTVUjpoSW9zvbEtctXneKD7MN8GtqaihoqZUy37vHh59QVsyNsCX1Q2UHAF0vNbE9fV+/7z9/95L2PHty5f8BdH0nx+N4zXl/ZPNT11u27Dy/d8c6NxuI8a63TiabGlsbGhrzCYjlLTWS9HLnjj1DgtSnwRmqQ8aTrHkMNIhJu/grJGouNegtXeh1NIJk182LIlZ9ttT42NXGV9UE5y225RYVbfM4R+gDmqRBelBSTkwJfzjpx3aP94MtkY/XKqmqjRHdCe94W19Ptze3KzgdBUCJ3AjoSuHJgZ+vq7Prtt98ePge+9+DF/afaPhZQdrbxurr6+qf3H9mnBE43Xc+LduhobNvny5bQfvtsqHlDXcN0o9UEmzXRYPk4o+UM72MlQleWHel6pedSQFyYe1xQUHHSeqdzyRnpwelxBpGODVU1qmY7HMPdQxMiJrEBfVBaO9giLD0OmLVLelBjazPLcRd5kd9ke7ytoVXb2zy5MruopBAU8QwdguIU9tKcnMy7N297xQdvtj0zzkgdgBz3uesjttjTqenHW2C5NbEwo7yqcoLJ8o3OJ+DIefrsWWx5unN8QHVHc3FJySSumpLFjobKegN/+/CSlJaGxslcfKsQqCmQKpwj758ZlZCXRujKjzdYJqkja57u9dsv//rnz78k52XI8jd5pgZ3tXfLWW8HfxtZ8501Tc05uTkOkd6R+cmnou3GcpbF56R8/OLD0LzEuVbb9/qz2xpb+JEOhO5C62CnuJSEGWxg3NIHfblJOWmzTDcEJkc3NrXI2+2bbLrSMyn4/Ycv1rueWu64/+cff4YJ6uzsVDbWPBlg3N3WBfcJkGdJ1Tapczhsf8413Bu+mwQ7/vjdDz/8+Perd299+P4H9fUN8403Y1BWpSsPbkA9f3v3gyPO+uo2+9s7OnzSIgm2nGmQY2Nj0xFPg+raauNge+LcnL2e/K7WrqTcdBhLdEm6suvxhYYbvPy9dgdxWtraNjqcgGX5lpHafM4qnwi/hzfudl/ormlpUrTbh+aOKwfn+pcfffb3H3+8dv/Ou++919rYvNRqP77lKB22OffJs/dKasvPeZjONdUAVckUvjqYWGLz0nSDrNvrm9Vs96JzlzSTMFVGr711/2sExpGBDJMCg6pBUKaYQdUggGcNQE4knjXG5cPMGjLxQVDMkN4geHUiE5m+zBqfE1iyFqhWSfbKkZtntbG6puaAN8fQ3+7lo+d2ke6SevISbOXMyiLHIFeQbsIKkvKrSyR4iuPYqtk52XHZ6VJ6i1XNd7XXNJ/2NAXRm1R3os3AllFzOXjh0sUv/vbpUSudpWYHG5qbSiorZ/HXLnHcDarSM17GUlzkk/CWmXppVYV+lC1xdjowa9CoLLTegpWwWKamLYpcllGc88WePscYH0k9DPrMllliv7u1tTW+IKuivNI6yHm28ZrqulpOiIMkb7EkV04/zCavtFDCaImcydb4pISIjPhFVlvgrDKMc+7u7InPz6gur9ztcJpgUx7EWOqXVXLc3dLYcsyVjQ4zxIkUwE3FOtmrorxCwQRYgCI4cuz212trbptuvuZ0iCmcLspGmgRbntBaeC7c8XLfhflWm/cGsC/1XIAm6iprz3kaEvoM0ytp39OX8c+KzCorQFYEsDRoz2EnOX775TdJ+RnzjNYjh0j341fPX1FzO7jEVrO6ub6sslwBGBCopxGajPwMszV1TQ1OUb7jEMgi6mRMQYpXeij8lFtcYBvjiyjAkz/ibwC03ex6qrKsQjfYElj5GJ5Kbl3pD59/o+mlrWK7++tvvu7q6VlnfRgY9CSzlRW1NbxYBxgv5fGN7xkemWEF1aUSBkq28d5//+b72roaae1NRuFuty5f5/jbS4DqiavQe+vS08dPz3nDGkAKk7D8hLz6UlBhJRZnlNdVZxTlZWZlzueuPBpq1Nna7pMQOkYPqe+xV4z0Oq+TcO85Gm7Y1tGxx0sXQ3jLn3bjgn/IIS++tP7G1rZ2qzRvQhcQw+Vh7r7+9Iv21tYl+tsPeRl3tXU4RQVIcpDmyjczMiMva6qeCroZ4OuLvI1mc0tLSnFuaVm5W7j3eND/kEFoWHE/omQYocCwKSCqBmFggwxXDQLvCZg1oO5hbJChvEEEatxzM5VcdqeXFxLaGKueFiu4CtNNV5dUVUQmRdW1Nnz6wceXuvqUbHcpmO5oaW5VdzpA6EinV+QlV+YCGreElnxIUlh3Z/d8i80zdJY21tQGZ0SDkwOp10aSo/4iDe+zH777QXNX2xyTNRK8xW6JoT999/ez/paqTgcudvVtcz9L6MwD9e5Cy62NTU26kdaIWYeY9XX3Sdttg5NDaOsnrUxsVmVnw6cvP9rvxwGpeRS4prNlVjgdvHj+fE5G9ilbPYKrONliVXd3zykvQ5D3Ca15TikBoEtFfEd/3iLepoaahoScNAktOYesgHvXbvsH+q8x34fzEgiOBFAd6MuouR9qa2pdZb2fODuf0Fssbb1lLFvRPs2/uKIUqd115hLa0lrhlj3t3VPMVp0KMels72LZHiDOzX3bdF1qQXZCSvw4vcXacTaPb90PCw/dZnUUHzwCZT1NbX0Z8AYpqKsAZo1Ck/QWasVYXeu7usb5NFL981lLrHc9uHVvg//pPd56v3zzU3xxBhlBg28t8jMs1gIbAl0woTMfWPBY/tKcyiL3tBDgROU1lSahjiDDAhEMoh3buzqX2uzPLyg4FWpFnJq6hL3pyaNHn3746VqXY4pOux5cvcONcAHODux+kql6TmGebQroXuZJ0ZI1Rz4sJz61Kg9aSa7O/ebjL60TPIFKLItdN27cunrj2gJDDShb3VIfm5853hDrzbksz5SQ9mt9knpK+fWlnc3tNu520qYbYX7ja7M/eefD08GmwEklDbBrpv7CnT469Q3124N1u3t69vtzEbm4Cn4ZEQkFmcTp2RtMD/74xXcR1WnIEqC7yKco+oevvvdMCR7FZU0zWVdQUfrOk2eqNofgpgLHVUBSOHEWVEyyM03WvG26apntnkuXLhXk5J21Z49GuMHycH68bbZ2vu2WkeibYfOpYcqe/92viatBJN+GbC/EBgFEKmlgFPcGGUQNQhoY5w4Zbo6kj6kmK9c6HjJId+9s7zzmyR9rBHKZAE8VlI+cxaZBTmDcu3rtmrabSW1rY1lddWpdCSgcp4BukS2fUV1Q3lA9y2gNMJddvrpXei6v8DhCnJvpnRFeUF0+1mQZqUAEP1mQg/YHcX/7+y8pORljQPcNQR82Bz//+NPO3m4wQ2VWFtfV1h4PNT4QYgIFc/PzFM01Cb15RwL5N6/cUHLZC+xAxE8ZzgC+kktS4I3Oyxq2J5ErLtJgKkw3WZNVVnT14uVjgQYbfU7NNduQXVLYXN+wz0vXLNWzuabRPM79LQO1DW4nDaLdLvacd43yI/RYG9zO3L95P7EwXdNfZ43HMSk4Y7DOGl8IZJc47QEmVFxaxI/28E2Pa21o2WR9dLPHuc7mzvCc+F1BeqYJPo11ja7RfpIcRTnTLSUlJfXt7brxTlkVBeXFJQvYq+AsUbE/cOH8pfyKot0B+uu9T401AsBfoS8EvsfIeqSHgqoanTroKJJZ43ncNNJlnOEyCWSCk19qt/fGxWtrfU+q2O65felGcEIkaWslfc/H8FVCcpP6OnrYUbaafnpJZfk1FVUb7I8hqTY9vq+t82SAoW6sXV11XUB29GiuikmQS31d/Zl4q+ji1G++/PrZwydqVvtmWq93SgiQttyKbg88Fqi8C0uLzZI9CN35QsmaowBicnl9zWyues3Flm8/+PyAqz5Ku6Oj4JeX8NMX39vF+8JYjGKcQRuGbXowNAWflLCazkY4Xw0jXT989p5dvLeGn5aM1SZ+jFNfY+dRFzYolOHswefowt3++i2NzdwIuwt9F7UiLLFzi7xzSmDfxUu6ic6JRRlP7j1+59k7+9z1iDNzUzuLf/v5t7PuRsg2ri+nH+rw05ffZ9UUwVHtkxn58sFjl9gA41ifpsbmqKzE2fqrsqpLQKN1LMBwi+9ZiOSaZ7I2Pz+3tbdrmvkabKf972YxI6P7oyggqgaBcHNsYETh5q+hBhGBSJ07RAQjecdf6Xiourr25rUbD+89qKipWmSvQQUykKuWK7fYZld1VY1eqANsGGXrA6C4uNR74ZCzniQXuVUYBNu/vPv0ZJAJbDZw59JwOzPdAha9rKyFBjBEOnhdEqtBVjgdqKqu2u2iLQHqEQOlMQaq9glBVXU1c802SlvvSS7IeXTrfk9Hd1J6qpotqB2RWmOj1+m6hgYFhx0opo7eSKQfHleB520ek5U0ja8ulIU5LDW7o1nlReBHCNxKxX7veqsjFVWV3R1dvZ3dpmHO0BNl8x0VBaVw+7YIdB4PCRnAgYy9+FSgVU1D3YXO3pS8zPGgGScdXZCDneJovjInwLqzq6vvfF9+Xs7ZANO3zFZD/p2j/uZtbW3PHjypray2C/OYbIIMd3D+LbXZ29Dc+OjO/fS8bHTk8DHDYrN2e/HKaqvA3aKwtGSWOXihiLIGjqxBrFNORSE62MjWgQLI4QxfgDhyqnZ7c3PzZO23yxhtLMjP2+2pgzQtZCfRTLFmm2v4psXcvXb7Yu8FEJx3uJwlHS3WWh7KKy68eP5iZ0sHqIwmGqnB2TbbYE1wYuTz+0+a6hs//vSTO9duyOtvQA5w0CJ5inAVJhotB3/qg35cEHuFVjge67SP8f3LtznRDqAGScrLmMFTx8oE+cU2+0prqu0TvNFkgWIBuaBQM2Ud4eGdFApDnmK4xj01oq29ra+pC2KpdtqfTM9JlzHfKozSRGGfO4uKi0AHUltffzzYGIfeKEkbbsoszPnXD/+Au5Ger2V9U2NBdQnYS8HYWF5ZqWC6DRGNpzDPfGt6SUF8YSow66VWu/NLiy5fvVxfW+sTF6jqfhi0Tyq2h9LLCrraO1pqGpfY7Vrisb+rtychO3WSiTrV4RF+PUKBV1Ogn86aZtYCbJCBgmIEQE6OkN0cq0EEEYxjiZ2ADTIkkBNfEWxi8g47ljruU3c6uNTh8HiS4wjtLUrAqqStNSaarkSbgb9kjtkGWfOtWPpDsu0UgxXLnfaDREa5u6F8jwJ/PlLLTFcF4Y5GSxdabZYC4Z3cxlzWZPM10rYaJHuaarxa1X6Pkv3OqYa4LbTPFScYL1dw3IkkdBF3OtLSpTjNSH2ODXhekx0m3YHBWYU1xXiVkuMueattY4xBhFecb75R2XGPnN12OB6gafAJUbDRlLPZPhblzSHVEVBKaa7lxiUOuxdabRGHKOKzRhuoQHF5p53T4WAAzT52Z5TgK0O0jprzgYUWW8aiLDwCv2a+4gKLTSzbHYgjC52doQlFeLLEcY+MFR6yiBs7igSZYb5GFtIBkQyO0vULYnD4SuCKM89sI1B+FBepYsDjguFMSbobK04wVFtsu0vZYc9MiEiivAORl95s0/WqTvvk7TTHGy4TaLoU4VIFHjsLDDZeuXWtoLFKShvl82XqmkDUhYKIuTPDylEs+HJVh71z7DaCq/Usi/XYx5ns85KFdttgFPC+SDQNX2mGyRpQRGCerijFVZG1265ku3Oa2aoJfNX5NpuFc4cHPoqvLGO+RdllH0z9VEtAGqC8y+eYbwATKLiEwnRI22goue0FSXyKifo8K6iB9CJHW2iezRaYSnxQKYJrppLLHgimHaWH4r+wgMJ6y0id5bBTwVpzjNFSgMRRdt8323Sd0Jny1Rv1j5LORur561KAwayBoZ1WElGDQFAMBkAdSg1Chs0w8KyHxgYhLeBkMAhEdsCHZq80k8WMDPljCe7s6IKMDUHUmobicEulLXJC0CLxcDKyLbosWQM26AvcZsngBdEAE9Q9gazH3EWUkzXO1EBtVJJfk2hwZLiHoCA0SoZFCEuBGlQgtNJjgWGSQSJMNkp9x6GeCDED4GvpFSYIr6DNU3RBskXy2GOG78MTqmMDmbNIUZr2HxfjGoh6pMGWnBHRGoRDI2lIn7iUCwcO3mFEynBZEy1WbvI+uZSzs6O9K6gsESx7DEUTac+AAeIkv+L8C68ZUnamjnZBZ9BDxo1BeFqTaX9J0mFionyj2MqKxiK2aUnC4ikjz3Xy9oCoR0ax4lJoOnAcAFpU5GKmXC2FCg0oQor55DlEOWgzlgd27mbM1F+XfYz0/N9JgX5qEJx8gETdG9IbhM5uDt4g4tggQ0jWVEgbGTMNKosB2CveJMznImHceCv2Q5VjhtUwGIqYqCjgsILKEZNF3aDCzYWuVAMxfdFfxURUzK9xPeTJgfrP+C81IpFqBX0Te41xw8AxyohEAuZLFxGjm1hVFKcWSsoDNyFODUHIDM2nRKgnMiMi2iEhDZm4tQNQADiUrJPm+c6e3pbO25dvnPI0wmcb4xyiWhSSmkkNcprISG7m6YKXBzNUkmL65MsCCZrqD1lhvxhxaoL6EwrNo4Da5HT0q4E8rfHUDzpBossDm3OF0zoiVo9QYFgU6KcGYTBrZ0Ddg0yMA+RgFFWDAECfSKaYV3mDkCsbAVmQS5YWT16jx9QOF+Ppr1nVQKci5h00z+0n3/07D9I3akuk/6/yDKNAoukYooEY2bAmZRhdxUfIWJ6ygb9lTl2JRbjzeC7W3Q+L2oKocRGmLNooxTEFou7rdltwTvyFp/51hzzy/l+MAqLeIGeUJGf18wYZEBvk2ACZYkSTD0CEbn9aUGY6uN1joBx9acHl+lVsha6Khnogw7jRxZ8EDMGXfcqrZBi8Y+B5wtKlQE/yF3SDJVWomCyUQ+TQhMU6B0q/QZYldUQCU+cfuJqpiUNaXdDpC+0ByGWb1DwwRXtxRoyPYVA+MOFQGO+QihpQTZD6ijfrNqnzeWVn3qzykVIjFPi9FOgXbi7IwUj6WSON9ADYIKMnIGZNB8WI6KyH8gbBij+lbe56sYWpRR3Vxe1VrhnB063B0jJ89GR0u59oqAZWmokmamYhzur2h8BzAKxPFqEu00xXCSEpXos0pGAFDIUrt9Rpv1WE+1RwExyag7xW/f+elxFshby0+Wb7WJ9FtgBz+mo8672+bP0AKwFchryC2TaTECfsXTP8GRn20SjUHdH2CUUwF5sHOy93PYgPmMGqIid9+QQTMDxS6h1xjsxVOObK2+/Lef1gE0ptMoq3GCKJrKM9VG33/CnD//esgZFW/mspMKjrHiis4fMKNQjkYETeIEJmjb1BTARW8gEkaxbEBZhEuyaUZ4IL2oXei1tdz0mRKH3DJDHCs1b1jgg67MefYbkWIraP+0P4yWxwl26tbV5g+bvwrBH2pv6iE4FGLTVN8y03SfAUhptyZZid/5NfQ73VXXQoFLzcboHX3ZB41ljNypb1SQ1Pz8+GUwrBN3OkIfilurRykfWfgGdNS9YCIuCjUR7cVFqqmw74c0SMjeKWTMCzXuIc5sMOs0U8fYB1he5DsRlJrgmAHvNmeNasTbbHispLL3Vf0HQ9J8GTw/Ey/bTnf/IMDncXjHTjf5EC/YJiBlKDiCcfEIFI7e8NMgREKu11wJYPjA9PKsshdERRKwebAzJpE7oLK47mKhflFzmmBswxXQfO2hCYTpyZaZLh0dfbNwtctURciZEURpv+xO17gp8oCxK6BStCQCMkHwA869mAtqq/CJn4RZBISYOV2CWdMjEJ6hno7GHYACmfB4GlVAyuWmhSY1irqCIC0yscKgILlcB3EBvT0GGjJeceH9hQ3zAH4sUxWixp6mTUgIsgVQ8LOLtvRnhKURYKdoeRQg6HGMvu8+fnWG+ShP+CReGVeNb0KKBLdCsDH72U2wyJRk3jWS9x3Xfrxu2dgXoCHOqB8KzBLY+tlJKVHleeAXjWZFoAoV2RlLV5rLK2OtccwLOWxXjWTI9ANF8ixkORGcTFuXJbLI599PLDJ4+erIe4HlDTQXAN5QkjmG569VKrsR9IOlq99DBpk6NgeVBGyNcRTf4XWdKwL2r/c8TppwaZSqHugcQMBkbSi5onnimGzsEImWL6e4OQQE4D6qwRt8V7Q1/ePzII8KwJPZlh4VlDQaRaJX2lFeUsNOZYrAf35CvnLx304RJnZ/KSnXs6u5HvKhPPmva+QnpY7P9HKTTpaziGOQbVOUda2nSLZ1RgUmVuZWv9xUuXvGICd1mflbHSfIsEcqI1oYJ9LnA2INcWho1GWJoMnSmpoBcuKXgHOyzSfmm0C2N/TzXa4Qyqhe4xdbXQBJwi0JbYKWIISnw5KV3FrIx0/6w4CR1F7PBHNkq/TLmjARBHWEpsWm1BS1c7xIJb+Npr2J6ebaAGcKw1DfVTQZukJ03ogocZdqBkDETgj8E0C2MVOTrYBHkk6FEzKUAbG5ChAulnEMtmyyz3PHSx9+I612MARYJa1MOnI6mDFiGd4iKzzeArjc4YpFbG6mkKl4q6yZU215jFAHrMAlSJLpmwUXCyIhQXaFck0wU1gxCKaaBq6GeXlZ93+/bdu3fvRaXHn7RnL7bZP9VYnToSRPgC7hjyFyQ/zDgjhh8nYvc0njUGIaGXx6DanhE+NUKBISjQTw0iSOtF4lkPrAYRZjffLoGwQUR01kNig9DbWE+W62WZWJ6FYSdFdSBMpSS9afmKSva75Iw2CgLtANho0Xy7LZ0dXccAz1p79oloM4BIRWm9AHuBxrNGOlyFhTZb1zkdW2K6Y5nNPghtYKBwsGYbrd3uqXUomK9qt1veert/WmRKQeb5vr7vvvvum0+//OrzLz776GO/lHBkEBO5EWO7HPLbBa6BnYJ5S5Qd9h/05chaA+I27S5GKUNJo58Uf+ka52O7PbSnGK/EfVAca6i20fXkTk/tyRBOMgCetaIkR0Xd6fDuIDZAxZIKdIA3UbbadSiID1gW88w2CD2CeYrz9VcvMd8xh7++sqoG4VnrLABmBFigq52P7vXWm2UGpBPQmacA7cbkJmcUZD568ODbr7/55pMvvv7iq5u3b7W0tmQV5cmYauz01PeIDjzpZQxBQIxAGITfJHAMJ2MFWZP5aptcTx0K4q1zPY4igGjjpHDuBJyXp7jIZNOeEI66w36IssFhnNKrXY6c7+zd4Hhyuc1+l0g/0xAXGbOtwjlicklsQ4b4ppUuR5ZZ7V1mtW+ROcLbQ/ctnqKkkXJZbSUn0FbabKtxqItDhPdKW8AWJw2PSjPMNuz10gX6A0Gok4B0MEcfWQhUMY9yi81PLq0sRXjWn3/11SefA0JsaXX52yZrEYvHggLlIIgXlYrj3hU2+5dZ7lUEyFNyxaIPnno2YDpu3B2or+Kyn3K+5i1WtN1zwEdfwQZwZfE7b2wF/Z8TJ0fYN00BBrMeMCgGcjD2d93rrwbBqHui3iBDq6H1Fq33PotQ98hMMdQSpGxHCCgDs7xRRioUsjtAPSSHuQS4IcGKpyTFWyIBMKc2G9sBXSQQdNZvH40waW/pmG+FdNZCPGsD1mTe8uCU6JtXrl84f+Hy+Us6ARYQToa4OVdeznxrRmEOcIqLfRcBFwKpU6CstpxliNv1a9d90mMyC3If332QXV0ESX7p3YV2LFdls5uWe06oVazHavsT0FVV2wMVVTU97Z2RKUmzAS2IpzDGSJWE6YHbN+hbga3v8+OXVYDU3kzmYwXwijOBloCH19HSbhHuBSMSiQSBIGb+Wp+UyAt9F65duLrO+xSOs2Ad8eS2NrVcOX/5Us/FpOw0UPhixKXFO13OtTY39Xb2ZBTlA+aGa1Y40i9x5XZ5sivKKiHq3SMhfBwf+BTGYEEdQ7FCY7SVk/Mz23q7PJMjqmqqb9y4+eD+g8qa6szyovdfvAvpCD5/9286gTaEnjzGs1aca6ZhluDhmhlywstoGkpKwJputCo4NfpCZ9/5rt6LXed5IXajIdAUWCd/8RhDmDuKApJAAZ6CnNGW5Iy0x7cexCfFKxluWcIDqKzF69yO3bp+M7U479qNGz99+8Mv3/w9Mit5NBtAzBmJcUHtwFOCOiX4iuutj8AJDSncbly5XlBRomABMd8obGeUsWpte2NqXnb7+d7vceoASEwx2wigE+XfMlT3TY3pamkvK63YBsAD6JqlstLhmFtOiG2iz2anc6MwPDqhI7PN7uzdm3eiCmDuk69fvdbe3TnfdDPgybhmBO3xAdRWUlJmsYw1qmprrly8fP3yNYBEX+dwlD41AdnmqCu3trX5Vt9Vv/xYnDyIpWSzp6CsrL2pNSEzfZ4ZJJroH5IzwpJGKPBKCgzqDYLUIOAN8ppqEEDdmzdkdnPUIcQrAc/a+8iAeNYzLdf6x4dDSpHZ5htislPWepzACkSF6PL0hPx0+LLP8pR5sBPCfDBZWVtXx09yBWxPDfczXW1dCH0JVJakrzFikbKLrXZCUgCAOf7qu2+/+OLLZ/ce73dmI/QlA/X80mIAsI8sSld02O+RGdpS17TF/TTw/TOhFvU1dTMM107kqCww34RSfQtFISWA/TsabHn1wtWM7KzEjNSU6qK1jmejU+JTinIMop1aahuWWewyCrDyjwuaDHjWXBmwf7rGB4AqwzcvqrW7Y4nLHsgVANtV3WJfe2Mbz98uuSqnsrICFPHCMHFDpQm6S+KSY997+iK7OO+Uh9kkSGfFldtsd+LW5Rv3797TjnZa6Xa8uKo0qyR/nNFSdbuDoA764dvv67qbU4qyL1y9kp2fN5G9TMZkMxwGcPaElSV3tbZP5QvSuCCOg1cGWw7wrONyUwkd1kyj1XP4avbZgXCrAHLVNtZvtDuWUJze2tq+AARY9sIZRhuLGmrrKqujUxPzy0v1491G66v6JYZ/+/GX+XXlS52P8uOdOpraUH5x3YVcH7PwpKgZHATDvdNLB1KGTzJc5Rob1NdzfrOvPkScO8X63L16eyVk/3HcD4kCoMX7t+5pOp2zTvTqbe/ZAilrORhFi+wnj7Xd/LCpvz1MhFGA3Y/ffA/vf/LF599+8XVRWckMPmSbRJqTi3eu/vqPX37+9u9mwc4HvTlXLlx2BHujvqy+j0V3e/cpX5PquhqrCBfi3Kx1Luc6OrpramqjkuNzq8uWu5+exVlp4mq5PUC/pa11g92JMfpKYGGWNtxg7mf37MHT50+e1nW0zjbfguaIK6fla/r5+5/8C/rw5Rfff/NdVXWNHOCE4KRxmqZHPn7n/YuXLzqEeisBaCJfYSJ3WVxGcnZ5MeBZdzW1r7IHvxcEICV6V3vlRh15YYQCA6tBNsoSoAaBBOeDeIMwkw9gA6MAz3ossUPgDTKYZE0aZ/SkV3sfj6/IoDLFCIxpcC0F6biuqnafD1vP2/zprUcm4Q4SujIAe5RWke8Z7gN7LyQvvqimDAFucJcCVF5YZpKELkvNcm97bcshdz4GhiYD0hCQ03KXg30Xz3//5Td6zqZb7bW7u7uzS4omc1cArN2VvssmQQ4TQd7UXzTVbFV1fS0n2o44Ow3wrFHSGQB/AORSlL9KoIbGVqzDAfzWltag1KgJ7KUgb44zVgHkppaWltDc5NzSIp9I/3mGayuqq8zDPaS4ypJcWW64XXFFGVjqoIfZmdkuCQHTTCDD4SJupH1PV29ARmxtVe1ZN54onrWcov0OkLi5PhbANZASBniE3kKbFJ+m+qY1VgexIXT+wSB+T0fPdIu1gGcNeElbrI9BOhW4GehFuQLuFfCanT66F3suBmbG1dbUmQfaSyI8a6F7A6kyDsiKzCzLx5oBRVD9c5Odfv3pl9LqysWm2wntuRs8Tl6/cFXN7dAi8/VJxVmAmacOKPsc1niT5YCVOMN0TVN7a0hqDEIvwXeF5NIs36wIOC+zCnI94kMh/Q0geh8PMIT8OBtdTlaUVZiEOxNa82FEgHP7j6//vttHV8Vu9z/+8Y87t2/vddQCLg95CWob6jkx4njWrmnBxVVlMLNWsZ4ActvR0a7G3++SGAp5c054moLcDa1ffXjz048+tgpxlYL8v2zZqMKU3NoSCY5iXEFaWX1NeHZSUX6BkuHmDV4nIGlDbEbiNC6gcSlNMleHW9oajxNNdY3Hwo1bO9p3e+ngqZfZZ3+2q7XTNNJV2WhnQ2urabIHOAvBejBAeNZfXujtXW98hBviDLiDpqHu0BCcGV5poZVVFQs5oLaCiUMh5rLW25qaW2ILMjKL8kPjwidzyEsD6Wk+woBGKDB8CoirQSTeRgbGjUyI1AHUIGMEftags9ZAMY7CTDGaC4aESBWocbXnqLjtSy3PJ8AORuUwxTnuACXZfC0AxbmEeuZXFn792Vct9Y0AijTfcHN9Y9MWl+Mg2CaVZqVU5gGwnKQ2KzoppqW55W3T9bP11Fuq670TQyT5InjWmzxOvfPkeWdft7TRBim+amB67OcffbLfjavsuK+zuWO983EAuQdj2gzzdXCx1Y2g8KyBjS6y0ZDgyFN4x7ShjK0AqJufvfzoYACwV2kEjaS3CPCsz/f25WXlWHnbTTNUn2Kxuqur64gXF9groDlbxHsAl0FIUuxFaqZ7QNT1S40AsGPAswb00eioyKPOkCoQg3pTdifEQ5e5HKivrlODbIQAiq2vMMlETUJfFph1dmH+GICCApahs/BIsCEw9Klmq89A8oGG5jlm2+BlSG0TnBaXn58zibtUK8763o3b8bGx2q6GWJzvh8apLwt41nk1Zch1DzzV9Baei7K8cf7adgACBbdFPsDF7bl3/c5an5N7fdiAZ51QkongtBA6B4LamGmxtq6+TivIAuBMsZZmcXJJlntqMIwF8Ky5IbYIK1xnvk64VX1Lw0q7Q8WFxQcDjeFIkNdbf/fenc8+/BTU3EpOuyH9jVWMz2gDVfCVnGy2Mrco3yrJC0Gk0uInRz4oOyatqgAoE12S+tXHXzgn+knoyi61PQgqlKaOtpl85PpS0VybVpQ/DbTMkNadp+idGtp8qRMyCAOedXN9k3+Q3xrbgwClC3jWn7/4G+Swx8B+OEZcb+F2by2AWtwVyu7q7t6HnLXlJHgs96TghLxMyOewwmD31x99HlAeR2jPh2Aul+zgbz/7Jig9agxbCcRtONtAZyINCUI58hE5CR6xgVAE9HsA2jWWv3ip3Z7z58/n5+TZeNvPRhpwsHMojTdaOpTP+AgTH6HAABQYIigGbIcUpt6rvUEEzHo0Tj4wNDaI4gSj5ZAy/FisGeTm2GJ3Uop0EaHcnpTGclUcw72++PjT27dv24d4dnZ3JRRn+eXFA3zzdLM1IIlnVxdmVxYhiVh3IUBI37pwQw2AKM/NDs8FibsfnnUw97ef/plVnAdGJOAva+1PgrqgurV+hf3h8vra7OL8NW7H1F1PROanVZSWqQN+v+7cI4EGVy9dVXTeLY5njY1IHulhd87f2OFwBnYd1q0rzDXfCNu1s61jq9NJOcfts8zWFVeWF5UWqdvtOxRqUFtV45URNs5gqbyt5n4fwws958OSYsDtYaev/qNbD4JTIgF9UM5+GwnqT18IVJ333756MzYjfre3gVGkR2lF2TrLg/v9ed3NnbaxnkrOu48Em5VVVYanxEIoh6rVbriLpFeWbPXVhRyJ9eVVqgYaoHhZ7Xr8+qXridmp6k6H5B13IG0yw+0E8SmOrGd6aG17E2SMRdcRfWkNP22f1AiAiCPBP4FZ37x8bb3f6WV2++7fuBueHIvwrMnkAzxFgNNLLs1tbGzc4am92GGfR2ZUQ1XdXlddOHHjclIbams3OB8FtO7SsrLE0swJfDWHCL+iyrL1viddkwO//OyLdx4/h+Rbc+22ROemLEFxKCSetVpeSaFFsqcYnnVkfmJeZcl43SV1l9p++OSbYz4GkH1CSkcptiz756++Nwh3gulwTQ857AtXK7AwI7RVr5SQ2p4WwIm1T/B/+eA5N8B6sdPuqSZqJgnul9r7jrvzhHjWegshq05jQ+PxIKPevr4z4eakEdUrM7y5u2uj17mA1IiP3nn/7oP7q+wOE6fnpHWV/Pbrb7reZoShooSeglm056/f/RhZlAp3jqDcuLvXbuj4Wh7wM8suK4KCizjrSxtrAEJWw+kUZFoANMeZhivDk6MKmiunmK8awbMeuV4MmwKikjVkiplJStZYDTKoN0g/NYgo6h6Z7HmAOBeSQax0OFRbVXf/7v13n7wDGbAWolg7CGRAWjxs+pNTczhwpfeSDah6OawtrlrdHT1P7jzgeluNgms+n2Ub4/XJkw9OBBjBZgNjvVag+VybTUhutd1/NMCQNIWRfrUg/ILsBrY4SN8lAameAP7USC0sJ+V8T+9C861qzqeq6+rfuf/k6oXL1RXV253PIJmRLavhowXpUBc77UEB8fT5RgXKs8wC7POKCucarhPKwhyWpju7vaf76sUrDTX1yxz2HXTWBcXr+e5eyAXjmxQ6wWTZErMd1UUVV89fDkyMmG64Ci4TEhwV26TACxcuXO27nFmUCweY0LUD+mm4zDXW/96NO/dv3W2rb3KI85llsVmCq2oU5Xn94pWXT97pbesG1jnHdD32IVPc5nLm+uWrHzx7t66mbr0dyguDfI3ZSnoRTr29fdcvXiurrHwbsqqLQd1zZC2TPKsb60aRREN+DqCTRfpfEnlczWF/XXmNotNueZPN9RXVJ30A6JmBZ81hKdjuzywrenr34bWLVzua2s/6mCCDAY+12/5cW3PrTUjicv4KZDJ7G4BbubIyRpuz8nM/efkRaNi//Oqr+9dvKXG34PRXpK8e4rCQ+TA9N+tUiCkkBBB49SDvC16I7YubT/TDbfyzoyDr2wIQpTEM3mqnk73d5/0yI9BkgbxP4dwi5HG3uIDonCQoO8dkS0Z1ydVLVy629+mGWx900S4tLlG2BMcMhF9KjhRmDQwVkA0Dku9oh1sid0kDJVXTXZCo87d//gYSg32kF6SkKKoqG2ugYp3sDdbUZWa7sTZDQd5qV11Tc3FdOQDSbnQ83tnR+eT+Y8hDlFOYrRnAgczFm921W7u7wI7d0dCmbLdbxfMAkKusogKUbyN41sNmVcNXF/y3vtmPWc+i1CCuAOEEftYDeoOMFwA5iUYwDs8bhMeaZrZ6k/dpCHQ+EsDf6c2eBEuWZiJIFaA4nr90pdPhGQAQjOQ7ZWXbPesdjkyAdFbATPlKc43WgxZCzmkHzgiDHZyFeNYMGE90YCBJbbn9ftCxQlkscLHmWm9Vdzk8xlAVNKfS5hr7fPU1PM4uNAafP9IHGXVvo/fpiWaAss1AoiB1FFzWQpMNIKBhf2qGix5bcaHZFkghttH5+ETTFSB+QjaAHb46692PT4YsUzx5wHHe5HJyvevxKSjFONZ4oECPJSr2ezS9tNQdD4G+ReR44ylMNFBb63Z8g88pWaNNKH0iKqU4xmC5usPBw4E8MCpORQkQBFj7fCUYJgyEZQ1u8RjZGVMSdP0s652aPtprnY+Cg4o49CiPJWOrsdrrOCNkRrDQcQ8nGa9YZrMX4PbHcpVXOh0Ybw45BASMlfTM4ynOMlm/00sL9OMAxo98WrAxVpK7ZLHVjl1+ehvcTkw3BgUuCdyqCAbbDZ4nIc35jXu3Klrqx5xTFvoCoflShMvKEuudM03XChvCBWcZrNnrq6/ktmeRxWaA7cYeIOhCJsFXUXM9LA0hlyKwIUhWkLXUULACux/q5ATuirVux7a7nwXf/On8Fcuc92PvfqFvzDi+6mq7QzuD9WHqwSVUEA6jtMR2F7gbwcUCEA4Afn1LkPYoY5W5ZutV7fei45AigrKy8wHIKoB5t5KS1Y4t/ueW2+2bBJkYyXhLDmueycYtXmcgEeVE4xVvmatrBushnz/Ss3Dkyj9CgWFRYHA1iAboQCSctr82Nsg8Ktx8YAMjxRCRSxMILyi4AwRDgQ6EZH/kXwpPh/wuj3xdhaEWLByCQYFXiALvCQ1oAmNafzxrDNZD1oagh8HVBAJVmHwZ5YsZAMyILIKgjnDTzNAP9F+oCuCbSTApQRAE/V8U/4J/FSjo0TvALxBEMtiyGDkTmEoheJ/EsxbOJaYMGr4g8pPuBjLxgXTZH88aN4F6IsYXBBSgfxJ5gRwsUI/sG25XLHiHjnMBGqIgHcq0K3DhwGEgQgogpjnGdJm83baFuhva2juCy5NE7i7kGBFvFUS7MFcwGdWC0LHF8KzJpTIQnjWCQaefg5IdRyShJxg6ShiZwlhysCbRdDBqQyFICzG1ScrDMJEQwABJp5erwCEPLSpoSA6SfpE6cQHcOQZwJ02LKNAJG65HAmSGxaf+W4Xl1xrXoGoQcAUZSg0yEOoemTD31d4gpI4Cx0zjyGMm4xN8F8M+FQtlxgVF4wPpRc/UwNBOJvTLeOfQMJgoFBuQWslAdqGkjLPHDlg/XZzkXzR/IQGscVW4IBXkzYQWIYGzhdUK+jYEnrUA8puWdkmlNiKdkD6C8ZJh5ULVAYOSg+CGY8mUCe7MZNaMaukRDTBTAiBvRtOUBkyUINAQeGjIybvs6uvuri2rAL89XhAC+kAelkIyUgMccEmQTbwaz5o6U8mhkeYTREAh/YfAs6YXg2B+mdQmR0T2VpT+g+NZCzpAzg5tMh0KmWCEeY1QYGAK9PMGEahBAKSaUoNAhJZ4uPmgeNaQMBe8QQbVWdNOdcBupIzQZwC2+IqpEhFGxLghxXB/z2TjrS7YVH/FKyqj/wNfbpiHOYm4ImCX+Pj5s8aO9SoTDZa6RXm39XYGpERM460g7xnDQMtiTPqgg6LH8kazJqj2zxr+71mTI2VHKECJkvgaBxo/ExUCEubSEKmkGmSQoJjxxwUQqaLYICBZD+kNQpnp5LBb23zsCAX3wddBT6Y2lSDAl05kReNZ/657Ja0ZwNdVMnr4L7RQSCkSZY1CgXOvPrrgZaGKiSyLs0/9GWOnwlsQaCJo8OEvFaMIfUbx3IKclgNSmznpg72ADJsYAODNFgA516S2ilSI/7Wm/i+0Ske6+oYUGFgNAmm9SDUI6KwHyhTD8AaBLI3wxrBzMKIQj6X2R5xSA6NrMyOq0syTPKZZgfPp66Ankzd0viIYvk54Gy622QkbDEIPTnsbTTIm00W/Poel7s6IeSnY79AKMJ9kRBsYX7+2N5yM11JgDfIyTwHQrHSDreZYbxyUqrRwCiAhHqcOenEEriAKC4w3nPI1nvwnuZRRRCbzOlLpiSfylp/xMVFy3D0o+jZT10TZ9AYaO5e13eHMZk9wqXydtUQKLGQTkFvddIVWsIWCNcBFMZxe/h9nc6TpEQoIKTCUNwgwa2fwBumvBqGBnESzm5PeILOHCooBgFOesn2cX2VzLbhS3bl6+2SA6ViUM3vY0VxQA1/FIsAZnChmWKxtqW0+7mdI6Mw5EmLYUt24wBLCDrGb7Wt/0I4FVwRJtsyxAMOmKlSVBKqqn/L6tWt+g868YRF0hddbtCeAc+/STfBFoyK2B+gwpe6Q5Mh5JYek5WaCvx0qy5He6a5VWVQubfPn4lnTNgOYLGmLLY3ldQf8uWA1FSpkxHQdfAAbWQLAeDA1GPul3/GJzJKsyOR413j/N8GzBs07j7Xa6mBsdkpva9cONy3ADxm0M//BC+D1l/0brrSRhv4/KNDPG0QAkeo8pDeIUA3iJAKR+ioDI7ZoTTBZPtFoWVBiJIRUEDo0YPSQAixlCkN3/DFclYrCMueUgLdN1wKYDoJIPTOLn+Lc1dkFT8Tj9AQ2NKFylt7qAvU0A89aHoAjjgUYNDc0zzQDeR+UIdiQ+IqbNXpBYN8jfeYG4iZi0NIMA6O4PY2WJSlzIgONWtySKfBkIA19CM9a1j7Br62lbYEJOD6iw4bsGKMJPBwSc05rDuBZJxVmIuxm6LPu/BNR5u3d3fMQnjUCb3r1WSVGQ9KeNhg7IwHEyfyziErgCS672Hnv1UvXdwXqAw41apFOy8msBJg1Z3F2Tk5cGcKzJjtGGhup5pCLBauwsdIlK4RRjyCBr6CTgwwHX9Q40lssj73/9OXjh4/W2h8huNjrg5zH/rMvhmdNKvfoDpP2TGqYVA1C8++IgmXktHtDCgwmWWM1CCTM3fYqNYjzVhobZNjeIMApdGUCokMSXwvPGt2dScdqpdX2hxc77FxkuQXCLg56A7NGyQcu9J5HgJYIz5rhpwF0oXIqknjWIp4VWEcJ7nHIe2+u8XqjAHuP3IjM6sLenl7zQAdVruZYcIumwEtF6qT3nlCKR9ihAs85ituKcS7s+0W7spEXcJEnzA1P380BJpsBgY2Gg90N0UOBkzXZHOBZG8gDnnVqWnJodtIoXfLMIJugfRMppbyq+S7bSE+fwpiKhpqG1uZTDmwWf7uE9iKdBNumtlbwNEfegfrgMSnAsxaQVMAlRbk/ieVNZxETHodMB0eSbYHbJU68SUUtySz3Onzt0vUNbicRDjX4cQKyHeWHzmT6SHumZrd/lcdRdK7QWNIMN3OYysqOBssET2E9Qi9GrMcHIpAeeJhcjJQUSnBXO+bGi0iNf3D/4Z3bdzxjAjcaHpjMh9xmCPmP9D8RHDCCEQ2FZ41Ct7ALIMPFE9lUmI6VIyLtCAVelwJDMmvQWQ+oBhlPJx8g8aw1aWyQV3mDUOLkYgk9OVNv24HwrAeSy7CGeq7VxlkQ+0cqTGDX6S5YYLelo6PzKOBZa80+GY3Ql+ZZkOKkwA8Pc+ppFmvkbTSBFy+EIEBSFqOUp6y3DNRUHPaoux2ZZ7GeZb0jrSC7qaX5zs1b33zzzRcffvL+u+/deXTfJtpTiARNWvBQJQo4ZQEwQexczFs8z2rzCqcDMyBKkIf9asU+qKCyrM12Vfs9oGon+yBpoKpguwNwoMYY4SOB6flLhrRwlGRstqm6HRhvvJyK4EA4pRtWuh9RcdonUNBTBuIp+kvnGq+bwllZXlGJ8Ky1EZ41NCpjvW254/6JgB4F/uxkE1z5ne7aZVUVLS3N7zx9/jUAd7//t/fee7+hu6W0pgJC8+eYblSxPaDnYbbB7uQEw6UCeyPZJXy2IVdoivkCAoaS7c4Vbofk7CDKYxB/Sur0UpxmtHKZx6FFVqBiUgI3ZKhqpcthAEJa7XBsvukmLXeTg87sGRBEQ1k4aTLitsgjwXCJjO22hWabFpptnmYiCLdBeNZLSmoq9INsphuv3O/KOeNqKGMOETE47IWnNMFYfanDPllQRgN0jKDniJ8ilio73niZZ0JIRV11R0fbV19+9eXHn3307vuPXzyLy0uZCU3wBcDlQkFeYb715kXmW6APKKMQ6i1pR6F03wDKutTt4FxriLQiszkrzbbYCLMwyxwgyEmB/S9lCHlDSfB1mdHI+0NTYFA1CAWROkhQzPjjKoyEuRSzlkQ6a+QNMoTrHiXUAHbSZi8dDJEqhmdNhkWgaD2sfxAGIjvE+Fh42kAwGLmTASltju2mzk5IPoDwrI9Hm3W0dqDkA8ivgHbdhdA1VacY30aIBi4vBay1PW4AqIY10TyFWSarfeNCmxubLnT3FZWUAIL+aEPlCXoqzpE+Dx48yKwqbmxu/uK9jwvryoV41lgLAaL9Ypu9unF2ACUhY6YJLcpYaqYW5AJiskds6DQjkMhw/AilQkE3dGh0vevZrIL81pomiLZHzA44pge7vKwCME/O+VlLULF/5EmAJNApXDVeoENVfS2kK1vrBTixKI/7JofjOYX5fV09PW1dPomhMwEsBSUeUwQg/JSMlOKyUt/EiFs3bjlnhRI68L7caqcT+UXFHc1tpmEeY/iA90ZqdZQQXqCR6gy9lTklBZevX0svL4R7yYsn7zx99KS4otwvJerOnTs/ff3Di4fPDnryAY8FBfFDQKPBakCP0omxXe9wYgwOxQRWDnmKAY2vp6O7sb7xiDcP9x/HfZCWXnzQotsAjzWHv9YvKhjARmISYhby1s7VXwPAHRDkeePqdd/k6Lq2Fmjx+0+/9kgIkeAoU2WFdxSEVCfJV1xmubu0qqKiqqqmtjYsFQLuUW4gaA7hWbfVhyXHZVWVfPXxZz99/X15TdUUPrppjTVcah7p1d7Ykp2fv9LumAQfIZ7LWGjqxNqcCjVTsoR41CWjjVRHs5UOOug9efi4uLG6rKb63SfPr126Ms900xzDDadDzVY5AQo5FYc533B9amF2dQ3gvtQAJDrA8AqUb3ADWLzO8kh8YWZvR7d3XiR5K5pvvjUuJx064J8YPcMYd/jNXFZGmOb/NAXE/awl6XBz8AN5QzXI0EBOiNwIz1rd++hAeNYKU81Xm4e5sky2TTFd6ZQQAPhz+AKrEFmcHJuTAgHfG0z2nfIAHB8FyD5VW1uvH+cAmWIg4QtI1goQCC6CZy3Hstje2twK8Mc///zzP378CRDrN9ocA3H4Le6yyIyELz74JLembIc/J64orbysfLnDfkJn9tkQS0DYmGuwcT5/7Vqno6rQAUp9iTkdOmbYbe2dFaUV+fmFKRWFK+yPe0UHAz6qTZJPE+BZW+465q5vHe46CRD0ubK7vHQAkh+0Cj750S1dbZt9z04xAZcVeSXT7dWV1bZhHuk1+YBnPYYnwLPG/HSsrqJXuC+oUBsa6q3CvGahRMCyy8339nR1v3z63C4t9FiICUBkhKbHjuErA7NobmmBMQLbLa2qvHPnblJO5jj9pXMM1+YVFLhF+sdWZnQAnrWBIDydul6Ah59cQGY0gC6N1lVRstBcabPLtzDmww8//O1fv0GuBt1gy9KGyora2lnAX7gyEwxWRxVnN9c05uUXlJZXasU4S+krW4a6fvnBp4B7tzfA0DM7vKmmcY+XHhg5j7jqOkV5TueoQbc3up20iHAda7DcPNT9Qs9F3ViXlU5HzMOcGuubFtvtU3c++OnfPvn5x58AvJsfZh9RnAy45CvtUX4G4QWFx1plvPOEGxeEcZ6P9Xeffw2D/fHvP/7w5bcxmUlvcdG1Aw7Rrqt9X33x5W8//RqUFgVgh7eu3DAIcwFp4Kgbp72p3TDUAVBwrSPdCK23le0Ol9fVdjS3Z2fn5lWWLXU9OVl/2VEbrc0+2q1tbZvsTs1gr1jtdHil7f5zrvzzFy998PRFUW3lW4arSbXSSQ+Dj198iPrw40///Okf2YW5AIFAChZrDHY9vvPg0b0H4Qlx693OATbkOK6Kb3woYHuZRrogPGs4qkfwrP+nee4bXyAYzNpYhWAAOVGue69Ug6CAdMp1D7xBxrzCGwSzCSSc6i1a7X0M41ljyVpgbQO9JyDTN1XX7/bSO+lu8PDyHf0wK0IHotJZyRW5ATEh8H5gZnRpbSWw7wm8ZYXFRf7psZAVRd3mQEd92y5XfQHSEAnQI7Pc+UDv+b5ffvjJNtjjjI/lzavXE/Ozx7FVlR333Ll2yys+6G2TdQDjOdtyPaDO8+IcJTCedVtz23wrcH1bhM4JEI5o+Y7HWuN8pLK+Nr0oew5/zRSzlfNsNy5zONDS0uaXHZdQkBGVGL3IcF1pZZlLTOAojooER8Yg3AHgrSUMlbY6nAQsPm6E3WioTV9aP9TmYu8l+8QgkBDN/GwAB5XhQyYnZ7O9u63LKcJjBlcN8JiQoKq3yCbV93xH7wEXXQQkojX3dJg55L4BPOuTISZXei6e9TKeYbxqPFvVKMHnQlfvXIsN2z3PXe294pQcUlFb7R3tN0oPX1YEd3kUEMiW9c+KzCgBvFn4SYE4NZWb4gw8qKune73VYeLs7K1eZ29eug4qjhlGyz1SwrrbOnc6nB1vsHS+7WbIEQFaiLauDlCbyJpuxYK/Um51sX9uNASRg4dJaGrcWK6qBFf2ZIBxU3PzWudjJaVlznH+xLn5MMsJxZm//fDrfn+2it0eaPH9l+9qe5kSWgumm65uamnhxNqDmgsNk6Q8V84p0b+kqhy+W8Z4/PT9j9euXNljpxeVn/7gxr09rtj1kKNw+/n9H7//ISg5cry+CuT2TCzNyqsDPGtWbF5KRXODS1JYZUn5avO9LLvtqQXZeUUF8qYaE4yXyzhsG2eousr1SGN1/fFIk9b2Nki0hgyMnIUbzQ50tXQA6inMXXNXBy/BGSvc5QxiEZ71res3Djvx3VLCL/Vc0Auwhw4Av3ZJCuju6FxuvGMMTxUWLby80HJLa0tbeGF6VE5KSlryTB4cmQK1yQjPGqHAa1BAVA0CzJqZMBf7WQ+QMHfcGMobxFGTQg8R8bM2YeiFxbsiMK/rzF/ucQj4L2CSCdwtKDxrQEkur68xDbBLyE/95stvKsvLgAfNNFhX09CwD0QVnUXxJRlpVYCXryClrRifEg/JYqYbrp7PXttW3egS7Yf0CQLrP6g44Zb96P7Di1cuKRltHsNbHp2T8vLpOxoOZxc77m1rbFnjdBQhP3DkAEYZLte6kTbE2elnQ816OnsQnjVXHrBDBeClWKxms6o66j958SFAUAHOH+IjuvNBF9nX2wsJ14OjQuTMt0y1WNXZ2Ymcl4HL6y4wjHEqKC+G/GQgxu6wPVNfXmsd60loSwOeNdyyM1LSTP3txoFeWIhDhHwkVF32Q1KC5Tb7EFQ0VwFB2QGzTvbOKMgZxcfwQPrSe/3ZbU2tkJ7xTKhZTW39VBDu9BaA14RzYkhNRQUga5+Ntbx7/XZWeoZjsBtocgfFs64uRXjWEP2vt0gr2urO5ZtHAF2PzwI8a1X7fXCkAdIT4Fn/9OUPSSWZowEAC27xoBBgS8NMgXR/2t8UYYIjkGvF2IJUCs+6ulI/BE4ggHVeBBB6lfU1ax2OlhWX7vXngZ+lNHvt1VvXPvvwk/VuJ5Qcdt2/edctKQwAESV48pPNVyKI1EQPMTzrgOzojOpCmKngvDjAs/ZLCZXUll9jf+L21VuAizsFksVwFSpbawsqyuZBXhuwW/CVvNPDG863AZ51Xn0J4FknJyQcdtcHKN3Y6szP3/lIJ9QSRWbBUoGx6M3X8DlX19S4N4wHeNYAMQZTL8lTdI7zSyvMJfQUF3O3AUSqd0kUghfnyNml+X3z6VexOUnjdRcvtNCsrq1p7+iYBXhbXIWwnAT36AAA70XmVlBPs2XASgGwqyWFxaHRocrWOykcGKTpEobC/3/4gb2xfDdS8P+LAv3VIGNJiFTSG8QJpxYQDzdn5mCEoBjRhLnzX4VnrQQw8xP5qhrB2pAPScV0NwMeCOk3x/OWekcHPXv46M6t25EpcX09vW4pIWax3o11DTMt1oFknVVVmFSSheBSdRfphJrfvnRjmdtByXPzEgvTCmpKx5iA8gFZdVBmAN0F+4I4//z7P/IqiseBjY4jp+miC8qQjMoCdYdDDU1NoWkx0pZb5llq2CX611ZUb3I+CWqQ44GGF89fVHDaiTQqzMMGY6r550Q/uHx7lxO44soCK4ddLW21taa+DlTi6ma7p1isnGa6GiTZ+IzEBcbrVrgcKiwpjshLgkS94GKx0vZ4V3tXUkaqhK7ikSCj+9fuuoR4LTTbCPyd9kIjE9wsddl//eJV10hvFauDBzwNILntCrPdp8LM2xtaz/gZTzNbtdrlZFphTmp25hgDlTX2R1pqm7wzYuWtd1nGezSUV2tYHCJ0pbd6nbtx8XpQbJi82daplqtoyGwha2DLeqeFVbTU4hwLIO8v2hvEScjPmGYKCXwRXpKyza4bl6+v9zulbn/gyb1HUWkJkjjfK1b6syaaqOVWluSWFKja7J5htl4/wqG+qvaUL0DXyqfkZ+UW5cqZbV7ssCc9Lyu/pniq4WqfuPCEgsxFVpv4QTaQ0uXdZy/VbQ8udNAoKC9d6QiwrgDpBSiJK3KK8vrjWUfkJaaCo6e2XPWFZsCzPh1gSvBkxuqpZNWVgVYEUnYBEwzLT9KBE4JD4lmzPJKD6nsRnrV3esTdy7dOOXHetlw/mqdkleJzvefyCU8DuPegDJkog8TCPf76kE9nt69+V0/XiVBjjPok75sVWd5Ut8Bcwybc9csPP+29cVEOkvmemZPcXvjbL79xAqwJQ5YkW9EpIeiX7350TgkBg0poXkJXR4eGzckVdid806LsYzzl+Juqmxvqa+tXme0FWzdALEzlLbeLcAstTX7LlIzh+v/a/CPt/rUo8Ao1CHLMGyAohuENwlCDgOveK7xB0CbnyK6wP1BWVnn//n3AX66oqZpvsxnYKOkDi1+QW+9y/N0H7wRlxY/hKJ8MMr9z5fYHz99zCvcBoE6Q+EBi+vz535DoypFeaLHFMc5PxmE7oT9/u+tZ42gXJMPSeNb6izQ8z75z75lRgIMUG2VjmWy8Oq+64sHNu3IW23f4GlzovvDo/oOrV65e7DwPwZCkKLTTX/fO5RuqrvtBemXgZlCWTxuwp1XVykMmVuQHgj0x2IqnA63u3X9w7eo1MDoBVCnbx/L+ldvdXV3PHzxJzsuYZbFOyWR7aWHZ7Ws3wTwoY4pyco/hqUWWZD649+DihUvpRTnjwUWE3rd8FgRkg4L+gycvnz9+fqPvSnRusrTVjrG8FV7pMQ9v3nv0+DFk0c0vKmRZbUek4ymd8jF88eDZR+99CDjLhz1AqAc868USbGXn9IgHdx9cvXq1pLp8FvIcB79GaoGSc2Gf6tfR1QnmNeyOogRhQcD9KVUVzJTjge7GThW3/Ypm23oa2vmBdij9GO2Zx1FY43q2sbXtyb2HFy9eunvllmWYKyrOVTjjZnj70vWb12/cvnYrv7QIgZpyZFRNdtXX1H/20acP7tz/9rvv7t+4o2K4HTxM4GJBps0k8awLi4r1oiBLL6hBBIZinoJlrMd7d5+fCTCNL8+81H1BEbIrAOU5cju92I9vPYwqSgZbArjZoNzEpF88V8E3KSyjNA/OAHnL3R2Xzt+9cxewqnXCrI978RrLa1dZHxTgWaPUPKtcjkICyebmlut9VzhRYGMAP2vFDTZHIWkAaPCBgGFpcR89fy+vrGg0e7F3QeSLu0/XmR/CxnD5ZZAD8+LV1t4OwLPe76H3+Nb9D99578612+0tLVpQlbbisSDzu/fvX7x0qbWxZYndblX3A3cv3exs65xuju3DI8x6hALDosDA3iBbZAlI1wUfhPwBDln9gJyEahBHHJDOUIO8yhuEqzDXciMk4zCOc7ZK9tILs59mCfYrgQc0doSYxFfb56m/yBYcLViAuL/V9ewJHz54fZE5SZVMNS2TvNQ8sHVe6DqCgfNJtGXKNwv57YEOFNzUpiCUd7wrOCxF+337fNngrQWG+xV2h0zjXOBGvNx8jyTpj4G7dyLMFOycuH7Rs5fLUjHX3OB5inLZpry1gF8vXm5zAPJXnfIzgh04ir1E0+UcZHQ8EWQ0F+UHkH3bdN1pP5OTgUYoawHp7g38mrNsu8c5ToTtXm89lC6LYoKUK/QsozVHAw1PRZqtNt83lo1dd3msSYarIQu7TbIXMIUFhhtoV2vgvLs9dfTCbdY7HsO+g3he+SwptupGl1PsSNsjfjyB/x9jRFyFZU77DwTzaUW2SCQITwGyLO5wOTfJZMVErupeT+2pVjRzIYmMfN4VLHbwI+150fbrbI6MQw4niOmP4amA4wov1vFkkLE05JmlPI4Vl1rv0YmyhtQEdx/eb+xsm3hOFTnwUaHnyI0E0tlscjwBYY0iLhN8RVnjzXASr/M7CclrQP1N41lDYvJdfuxlYBmmgLbpKCFFNdsDq+yBnwIgKsBhrwdYar0QSxWHvfMN1uzw0Sb9WyjOzld8i6920F2fm+gEUw+JeDAPBbDsxZtdTjllBOzy1J5lvBqm6Wy89RiTZXBGbnM/N4rCB1eS5Kls9dbe5HoSKoTTYoPjsXMx1rvdteeyV1Ke3WwlFau9WmHmZwNMp5utnm69Vi/JYb39UUkxT8dh7di/ljA40ts/kALiftaSs5AaZAOoQQB1D3TWg6hBMLPeSUDyATIohsGsh85uTnIiHDKgJ41Ue2CEQf6/tOepwAImgmeNY0mEoS4s0ISKQ0AwQ8ioRU9WReJZk0gUFB8UwbOGqqgAE4HrK4ruE8BSM/1haf9cETxrhuc1ujsz8ayRD6+gaeyhDP8l8axpvgx9Q2DTA+JZY9hlVCGt1hd4OkOfAbSICY2NrXAYv4mB4EwK/lQTg+BZA1eiW2fSkBosCf2MmZoQz5pmiKSjIY5zQaIoE88ayEJihQvwuDHClKSx8mQTtanaK9s6OkJKk5F5meZQVItMPGtmlBBuhYlnTdNwKDxrOgyKJCYTz5quXDAcEq6ahgajkKfk0Solx46wrXFQKxPPmiQyGSNDoUEBScHcCk2Tcy2gEgmoLYZnPcKgRygwXAr0U4PMQJliAMiJTOv1WmqQYWCDCPgUigAE7GASllrsQ3uGMF4WBgpTIcvYT6A/cyH3Bv28X1U4LlwARiwI5qYCl8ldRxsnxeonOynEs8YvCx6SChxhRLsgslygRUFvMn+l97AwClm8OWERoSoGb3uSdMI+C845+rkY+xu8CcZwyNZF6Mlw0cHDHCBWmyIvCq0WQmaLTjHdTxLPWs51Z3NbS1pa6h3QmUR7iKCXCDowWEO4CcH0URyQppL4pDNmig5ZFILBijchWCcMRHJKesBUpcLuxeaXWoGCsjjEUWTWqLUt+pCcnUERxoe7b/9AeW2kqr8KBQYNioHIxEHVIDSQkwPpDSKGujeUNwi1qRh41v3Y7nDXK7UxaK49wCYfblWM2RqaWb9Bhf/mIq/VfwHGBVMD88eQcYAzGN2ophiviEuPv33rVkZRznwDMvZvoGPgDYgmPpbX34GvRbo36OFIkREK/C4KDO4NgtUgjhqIFfdLPjB6CDXIkN4gtCICvKa05qEPutEzNQOv2mNiwjKtLUHZtmjdxasqGZRkAi0NeV39XZR94z78noKkqhqrXIaDZw0DRHjWoFEhbxW4rJCMf2hINGVCVJxhtJJls2OG0SpBeCrGs6a0N4O0KBRORa9T9ARR6wrDhrzZrNG3iuGT7s0aGik1QoE3pMBQahAXrAbxGCBTzFDeIPOHzBSDzIALLLZpR1jZ5QVaZfmdi7aaYolNecMfAOwr4C9ceUh6u8XhBEA0wH/nmK3XcDolyBH++lyGUpgiLwLwTtnpoT3ekHTPoJXpv4eH/rvKYqPiNCP1nR464CU2KFVpxsRlLXXev8H5BAUbwmfNMly9ze3sBFOcGHf4MzLMN4VKf4zWhBQmigAtst35LMpwP/QaQJMOeuHB1wmXtcJ6/zLng68PaC5YLRiHYKeXznxzQJgZRuqGYY565LURCvwxFOinBhFkiiGxQcAbBPJ79ZesJ9CZYsj0BGeXE1ISJOrekN4gfMVRPGXn+KDevvNPHz555/5T81j3CWavwxqQwV35rIfxWtdjELzXWNVwzJcPztGHAvmNFXV/CJ71YX9+Q3ndAos3hsb+d7HmfiuADA3d5qN9+/wNNceDYG8UcT0Uvo/YE0oJyJF3TwpKzc4AtwTsySe9zeVseUGpOJ71H7LUBFpmAdwdti7w5BeYbaovrTkYyGPgWfc7ayGanL/4uDtf0xtiCwfBs+YqhMZHu8YHUHjW5F1hWD1He0CCr6hivtMtMbCjoXWn6zlRPOv/twkdXv9Huvc/QoF+apC3yaAYCZSDcSg1CAA5MbxBGMx67lBBMVixONd64wKbzSFJ0WngBgtInhSU5ZBbS2gzRLJYVVGFQ5L/LNO153vPH/LlEmff1k+wb29rB/m6P541No6RJjLKSNjfMIjgSkhz/7mZRwMMmhqaEJ41HwEYYcPR0KuBcggRaHsHYhMCWxzTUkp2aVAdcf8ipKaCaaukPSIEGMqElox5nFdPZ7e0GXKYI+17/exp2IUDbidaszGedQZ602iJpP6iY+Gmze1tgGeNQvhQpMyrci8wOilO3gHU1kx7IOVTr+i0+2LfRYRnrS8D8SlMkyzDUqooxV2Sm5MXXZQCkVC0pVFoZMZemzk1JS4ZwRDKRPZcCL7I1KIgcV50pZEuHHBQWZ98+eD5w/sP1jocIfgArk0bJPsfHuRA6BUlZuvuZ48VzJrAsDzMU+R/hAeNDHOYFOinBpku9AZxAVfrV6tBcPIBzKyxN8iOOUNliiG3CghHOtIBsaFJgGetK8QGEXfwENdICqD4uEoHPNgbPY4vtNx058Yt8DsmTs8wy/S60Hd+lvEaYEP98KzJPFLIT1nMU4JyugKHMK78DMNVB131taNtQvMTOjs6TrrzZmupE7rYDYsppiGnBRLpX7CZKR8vBK0noulm+qWQY0GB2kzBENzUmE9IX0PhiYLYDcJBFpUlUZpE1GGBOznFOLAgyZLSUUxITojJTYfoPsp1DGP+iTgv8lkyJltO+hix4xyyKwrL66o3mR2crqNOnJoJfsRtXZ0zAMyPhGOm828xzokB0rGjTkKXBDoK4cna30kD9OkQh40mAuU1Z8su8z508+rNTR6nUfg+1EAjaIuwVGCmirvctPYGongf7FKNZ5P2yESToljV2WiT5IuQuFE9tKZFQE9KiyJklAKnGiVwjt5sd9wx3Ove3fuAZ20W5Kigu4HQge7hFAR8ga8LpcYRGDbIbghtG1hjRtpLkdkABWQyjhNyFkQhyIcl+A9zJ4+89l9PgUHVIMgb5NVqkO2UNwhDsp5PmPbzAxNlu0gk0ZO38XFEzFqP4UAtkHpEouzIh3ylt0xXAIQQxaHAAKg7f6Hdlq6uboxn/faZWAsAlsN41nSQHmUxG2uybJrZmomGyycD3B0TQ4fHGsVXhhD2eTabJhqpKlnvrCivhCDDZw8ff/HllxCuduvO7ZrzbXpBlkI8ayEzJfGsBU7EPMWJJupzLDeMRcDTJFy90ImQCiXnKUFszizztVKkjxdGhwDgwFnm6yQAsYh8QhFKMCtcFipivR6FRFM2NNZEI7V5NptnWa4fBaXo44fHGs1ZPNFw2Tj20pKycvuMQEIbMqqgO8Ekk5WzLdaPAkwPmv3x5A946Hc1d965fuvdFy8//+yzdx89u3b3VlJ1TnpZLoCmTjdd87bJRk3LU3Im20fRvSVPLAxLgp2IyaMFDsLF083WQMpHFEZERaYI7jGC40ogoSuOMVCdbbtxsskK1BkA8GLLrHQ9AuhUKx0Pv2WwfIvFcXWzA2PRLDPRvQUHGEw6NG24eKrFasDynmysPsYI3iQBoxXhZlBSW8EOthlroKxmcWCj+dHJgH4u4OaShipA5ymm8ERwfpD5AdCZJAdwTuHJsXBLu3njxmefffbxex8+vHOv4+ZF50T/qSgUC9JKiJpA+ay3zNSnmKyEPkBZKluC4DyDFSjFV3nbesNEUP2THeApjjdWg1kYZwxPBG7dI5x6hAKvRwEGs4YYutNKEm8jyXoDqQaBCMZBvUFoNQh+AzNrwLPGab1eBZGKmJeutKaXvgDPmhZ2yP1PhkVgZDLk7EEudwXTCGeOsxHC/cBBIoBnPdduc1dXzzHMrE/EmEP8LsmshXjWBpADbIlBqEN2cT7AjMRnpqwB7E2c7ApCNiYZLTcJdCiuKGtra4/NSlZzPDDTYg1AFfvHh718+bK1r+vW9Vv//OrH8roqCbZAs4EZMUTEzTHbvC1QZ5378akGYB2Ve9tsU3B6fGN9vUWY50RDAHyA+BcBOyNhj3jyKnaHYjJTasuqlttBuB3yW1jtdCqzIK+0vGyPG1cCY25QkjXi2orjOCp7XdgpxdmN7S0rUYYUdDCoWO4KTY5ubm2ub6g3D3N5CzY/xrOWM9/qHuwZlRZvGuJ66eIlx6xguLuAGmex3f6E7PRagFvytUQIUALZEEyI86w2sAy2llVXPnz8qLW369mDx5+//+k7j54VlBabBLu293V/88mXgCir4XwWhFnM95VG85av8Tiu4a+tYAnBpSiocrSBMsDV5hUXQB4DCCvf4nKK8vFAahaaApRoP5W3wjLAGSD9gmNCZ7FXTNJfBhCJ692OX7981SrcK600/6uPP//oxQdmYa6ocqZpFxMEPoBnLW+mEZ+XBlOZlJ1uF+EBvoBYykZ41jWt9Z4xob7pMe+98/KLjz5LLsgcz0e/Qgz9uSDbmurqmIwURcu9Eui6oDTTeJ2Gv9YGr1OzAACLpzTDYg3EKGq7GUPZ7ssXLly69N3HX96/fmeu6UZI6QtpheUhnpZMEMFXnG6gHpAWlZyTnpCV5p8UMd9sI3VmYD99BaNtYJWpa2pwygoi8aynma7zTo6sq661i/SbZAjc/08w3r7etv+vF0L/Kwc4uBpkGzG4N8gYbGDUJJCftUgORlCDvMobBK0qBp61njDTEsmUIcP0cW+DBUYbAXpJO9QKco1j3w+FkJzYiPR4YNYqhhpb7Y7DmxC5C3jW2oAjoTN7p7cO4FbLOWgirAwEEEHZr+RMNRpq6//5y6+AmPyP735saW1RNduJQ71VHKK8P3z+blVzIzfaNa+iCOxsAOpEaM/RCraqq62TM9q+3GTX6QDjHX66VGQayUz15VQdj+VWlNZX15UWlUUVZCrZ7LcMcikpK/PJjKirqlW13LXZ7sg5P6OJHADckFvjcvSAFxtEQvfssIaWptMR5gBeCsx6odHGzLwcOBgAxrOorGQ0Dzgp7cKoJKXHMva2fnr/cXdrZ1BS7CJIwsKVkzXeUlFb9d6TF8H5KVaJPtAByGIjxVeCeO7cssLffv0NMDfqausBZTAmO220njIAWEenJoQlRKfVFjQ2Nk2BU4RmE0jJK0/oyQVmxCTkps3QXwN6gKPe+jGVGQ8fPPzhu+/v3rzjnRHe2dOVUVIwGYCweXKj+Wr2ySEN1fUVZZWFxaVHw6wl9Bef9TR+9/FzQJUzjHFPKEkvLS5d63QMwvyAArr+plMAaZont8xx/wkfQymusq6PVXd7t0dWFOC66PmZJ2WkLbTctsr18MvnLz775NOP3/0wKDu2pAUmpGWxBQR8A3KeYMvxWYoGmzbbHgN+redp9vmHn/76y6//+PtPkM3HJcYPphLFRhoqt17ohKp+/eHn3Iqi6OKUO1dvnfA1g5NGw/5UXXWda0JATW2dWYQLoTN3kdWu+ILsrtaO4sKSlKI8RafDY/UWrzXZu879bHt7h6a9ljxv81E//kFv9m6b03nV5QD3EVeQLsXD2Rt48oec9d999A7Zhx+/+SE8NWYafyUZZ7+Eu6Wnu/v5w6dZmTkHA0wQ3bgI9busvMItObC1vlnd4eAInvWI4fSNKCDKrM8qSWCd9WbABhmuGgTSeg3fGwQLzqTTwioRPGuBTYYjt9B6S2NVPQB67HfWvd177XSoKaGzAMCCEyuzwpKiYe95J4WUYzzrifxlJaWlHukRgDi62u5wZ2PHFhctjGctiJfhyCxzOtDT1/vbr/8KSYuziwt4cvdheHaypP7ixYDMeeNuYm6qos0uqF/Odnt3Vzcv3kkCQaSatza1zrXcQHAgEh2yHUoLDJLILrfIYktORXFNXa2K6Q7IubXc89AKxyMtza3umdHBWXEZmWlyhhsLSgoDEqLGsFUlONJGEY6VtdXATQ57cOur6w+B2wOOCz8XaH7l/BXDSLfKuhqvSB9Cn3QTxOwJ5fze3N3aEZEao2CydQwHLvtLQBVrlex988I1XqDteGN1Qns+N9YBkPmmW6w5FmQIyFPOcb6QXmueyQbbtFAAngY0ks2up6/1XTWN8S6qq4hLixujJ3BDxPI1ssJhPOu04hysTlEgTk4m8azv37t3wFmfODN7j5/+3au31NwOjeeyeOGOl3svnvU0mme6Hp7IOu6YYryqvbuzoalxld1hOCMBi6q8odo/LxomNzErJSEzbRwHAFhkTgUYt7S0qjsegpw1IWkxhBaChI7OT/ntp38eDOSqYjzrb7/62jbUnTgnPdd8A6Rq04+1FQFy4srbRHmUVJZBty2i3f/xw0+PHj7kBjgVNlQ9vHVvg8NZ1H8O6+6LRwC6BGqcGWwwNshlVxfl1BUD8lRkdmJVW7NxpHt9Zc0O25PTTNSD0mLqamo32B+Dq9ga7+NTzVapORyAS8+JKFOANdf00EJQ5uyFSw00WuubymorzwaZtp3v0Y7BAE9cOX6009effvXk0SPjULfEstyrfZeO+5hhPGtF2yiPu1dv7LE/PR2UMHAh48nPM98IeNbBBSneqRFF+XkLDMBwjTR1r7bHjgjLIxQQocDAahDKGwTUIBj5o5/rHolnTXqDYDUIAxtkSG8Qsm2QmHQXqnsdSazIIfRIQAmBlYwrDziW1U31HD9zwC/97qtv8wpzJoO6mb+qqqH+FODJ6UrHl2Vk1xYD3xylo5ScnlxRWTmZry7D29hR02Qb5olScGERFWG2saXXuh27e/vOndu3lxtsn8BbmVKU8/D2vdXWR5Y47YVEIWsBmRPsUSDOm60orirTj7LFeNbmNJ414CuRml+qk2wWiH5/e/b+ySATjIbMAkl8meO+CxcuVFZWZmamr7Q5AADTXV1dh3xIpizNjbbPLyuWMoJEBIpn3A3rK2oRkrL2IoesQMj2W1xY5BcTPBMiRATWOWx2kwHMv4baBnXbA4AmiK/5gLm8wDbFN6MgF8ngIBRzpHf46bS3tE03X30uzLy6pm4SYDqzF4CwbBHr29bYPMtk7ekYi/u37pYUl0BKBBkaTYk5/fqyAVlRuVUlIMOikeotgkxXAGKnF2QHeNCALg1CMaDHrfI8tttb99tPvkory0UKZYhhgVQDeotmWaytra8762+G8KyRBkAhKj/ZMz0U6F9eU8kOs0NQGByZ48HG5fXVG52PA/b/Xj8uvDyPu7r36vkvPvoU7IqL7XdBJq2wrKRpQATAszZbWVBWYp7ojvCsQVNP9pYj758bk1NbgrD0siK+/ezryMxYqbOsLS7a967fTirImsBbAT/VdULWigaW1S5SjeabGVXb2yKpp5RfX9rR1lGUX8AHUFOt+eEVKZ88e58bbgsIujj7sCyhO2+rz7mm1pYD4QYIz9pHHznD8BUdor0AIBuSJsvobXzn4TPP4kiMZy1vleL9zSdfZRRmvqWtrGC1r6GhAUBxpxoiUMPwvASvuGAEJwKabjxryvZ7zl84X1VVnZmZscnxOE4rLGZY/q+8s48M6g+nwKCSNdKBAJAThkjtj7o3mBoEdNZDM2uk1EOStb7sSu+jkO5vPh/r+yhuiETXtwzVQhKi+np6rl+7WlhSAvkG2aG2cJ8FRGDw+QODZEZ5XnRBKlJe60gbhttdv3BV2XnvqHOLMopzsioKxhgL8KyxsmVPgP6PX39fUF02AYxaHIXDXka//PRzaE6CmuMhuG7bRXlO4i+H3Xgm0AKATyGWBNI5ngg0guzmsvYIfVTktoLx28ILEx/fuL/bTRvwrIHBSfDkFGx21Dc0ZKSlq3A1AJgUspFV19V6xwSCGmSOybqUvIzk4mxQm0oZLgHVSlN9U2ZOtoSOola45c3z1yzd7WbxVkKyV9rwhYgDeNbO+8939XK8zadz1qlZHXZI8FlsslUvyg6ymWx1OinJVVxoti04Iza/sGic4bKtLqdb61r4Ee5vcdUhLUtNSfkJBx1CR2a3P/tq3xU3f88FvLWSxtiVTcxrDeNZF9VXUI5uegsPhxoWlJXOAc6O8ayXWO+6funaer/Tqx2PvHj8PCozEbAJsaO0sgSPNdl0ZVFVeWRG/ByjNaN4KtvddKorq9jB1nAzSC/MiU6NncJZCtlvw9Jiy+urZhtvDEuJ90uLHstWOuKo+9F7H7z/4n11u0MyjpoN9Y2bIa0Edp94y2RFVn6ORZKnKLNWCM+OjwcXQ+1FZd113338lVaIBeBZT+KsKG0BzNWPdzjrAINOLs02jXIHERu5A3FZ7omB9X2tEvqKITnxva3dB83OTDJcDmezY0bg7Ys3TngjPGs8LyrwcI+vXnVV9TYfrfauDsgziVG35P2yIrLKi0bpqbK9zL799MvqnqbpBiuJc3NjG7N/+/GfhqH2gGcNWg7Arf77V9+yQx2h6bDc+LKqMkWexhyDrdwwe71gc0VjjfqWpvycvGXcbQi/10AJFsY5P2PzNG+Eg0iaZEY+IxR4NQVewawddwySfOAYSNY7sGSN1SAimWJMEUcW5wu4K9g6J7fUbm9aXs6lW9dePn6eV1bwthWAiJJRwlgPwJED4NCvP/gitSx/Gk/dNNbjya1HH773YVhizHguaIFZYQWJHz1+b4crbO9FELgcm52i5LSH0J1zzNfAKy1sFGQnwz4SSLLWW7jTT/frDz53DvcZxUEnwSzT9c2dnS8fPlOy3Hku3BHghC5dv9J5oe/elTvGwQ6jwQTHlgb+/uj6vWXuBwEXUCSoBFk+FR0iPbsb2lVMd5GXWeizFGcxqBreffFu16U+0JbC6OzCPF/ceVLb1PDk8ZPS8nJFux1yxlszcrOvXLsOWWVXWIGBUWGywdri1vonT58297SDTgB4rnDf8hRmm60rriz75J0PHz1+CuqaosoyJet9U43WxRflws3gwu2rVy5fA9Eb2Us5cqN5yqZhTh+/88Gzd965ffmGQSDoEMAkqDSOuyymLOfp02cdF3szyvNnkikFBGsCR8HIOmdAgFKfAM9aEQwG4GAOgjbSFyM864NXOy8u9zysZK55teMCZIxE6cdofwY2a7ef0eULV67fuNHU3f783lPfhNDJhuhQNPK1e377Ue+l81euXW2oa4AIJqhtveXRvvaeZ+++ePz48Q/f/wCo4stNdo4yXDLHYgMkZwBZHuFZG6tBEmF+vBNkb6HwrFHsjIJzSuA7tx7v99DPbS57evPhCpO9SEfMlj0eZP7p848SyjJgsmZZrJ9oRKaBR6qkgNTIorpy+LLC7tijJ09v3bsDRr+TIaaQvaGrpmWL7QkUPkN62rGlN3qd6m3vLq+uvHPpBi/agcSz3uesc/fGnU+//OLmzZs5xQXffvxlUl6GlK5CeHXqd+9/sc3qJHaPAfj1U8/uPum7egGQzbX8zT55/sH7z9+9c/vurYvXLJP8R2kpGcR4vPfyvfYL3XDhULTbqeyy987561cvXIFUO68Xu/vq/TzC9/+LKTCoGgQEanfIFDOIGgRL1gNDpL7KG4QrL2ezzSHFL6woCRK5OqeGvG29SSjD4oDp6UareKH2yiiftByA9IPFzz7Wa4EJeHqg6+1q60OxZelb/M6RNigQjkixFBQIVDIUyucB7Viw5ukHW89FCWexEwhHca37GcNoJ8hIQvAAo5kTVZzskR6621GLwmKG7tlut07xmW29YQCgCa7CRuuDR4MNqD1GNQQhG0v3erI9MkNtoz3nWm2cyFmqG2Dpkx1hn+yHUl9zZBaZb7aL9rJL8FYG8yYPp4LlKkwzWMcOs/XNiOCF20HovMBjF59Y0A2zrdZJ3s7Zwcec9aaDVwPwJi5rtukWkyiXpKoc41DHpea7SYBvFLRtoAqg0r45kcd9DaToROmg1uetPBNk7pcdaRHjBkKruBzHld/sddogwVkCqXpIrxusciGZAk8B9K06vubTzNdM5SxjB1vNs9uCnb6FvjHgtrEGMKtzYwJyY0548KeBqwOysylO4qmd8jYKLIh1TPJTs99PeYXzlOCI9S+I5fpaPXr2uPt879Rzy9D7aFpJ52VFoMNxL76yLRgYwVFaaGCEwYblxUPaLQCYRmFQyCkIOWaMN1RnRzlAtkkRr3B8rG53ObvHHYzD4PKspGSx1ybJ2zM5ZKP7SZbRJu1Qc+T2h6Ra0oeSBSpmgyBb34Jom2SfVV5wtKBLlRRP+VSASU5rGTvcVsZsi2Gko31u4FiT5ZCfXjvIAnIdkBkbRhksPRVmCWDlUA9EbB33MfAoiDAKs19qvJ2cHYKtrOmq45oe5BjnO89iw1z7zR5FkUc8uBDpI8C5/S9mMSND+6Mo8IZqEKyz1oRodDFvkFe67gmccxF2MOgKwVUZ2ASJLcnwP0WbDZlrSNEV7UMIhaBfAIaiB8DEAiFRKMWLifMCR0CcdppyCkSqAMyPyBaRVhGcbYEvMBKgwA4Uhq4wgs2oSgTBNcw60Z7HsSqIl2EWgJShZOgKHgUZJSH8r2CwVDgJ5lZC3kRTCRchI1MEBwNqBehGR1iQNgAk4gGVwL1PLDIF9wR1TBQym77HkNyZ8vsWGGZphQmFBo4JSxGNwanJSqAGmEr4CF/Az5EjM0kB0EuQtgpcP5c1QXtZR3dXWFkqoYduVCJxkmRDlHJAQHyS5UET2E+R9N0U9hm9j6Ns6FYo1k8OjWwazymKx8E1iHcV940koFjoCrypDXmTMTg1SUmyM+SioiOYUB8Ei4qMDiXrofVOpC8jKg71kJFBArKPyMsjFBgWBV6lBgFv64FQ9wTYIBAU8/reIOS+QnpSEOiY7rTMLS3ae8E+FGx4VFAsxrcfVx3gBcY7tDaArIr6UOx+UEu9mM6X6vAbnZwDhLAP0D1RpTmlSsJ0o6VOqhQdScQ4lvpVKNZ/kf8O/DIjQIlscQA6Q38GaF18/SE8axkXzZyaQu8QvxuXrjslB4D+QVzR1G9cQr2NyEwxuD9j2fQni0iHxbokHD5NQ0aQ+sArRGyuB1b3ic7aQKuOueSGtVHfaI2N1PxfRYFXeIO8Qg3iCMxa6A0y7HBzHKsNtn786Y8+MRDbFW5IkaXPFMoGALJgMiMRQZjc6qIbQCTOexBMDKGgxOwGQygekH0PyCL78/3+vRVyLlJWHYT59ns+NN4Ik6NRyCEDStZM+ohJ/SId68e/6Fg+JufFqueZZmtKS4vfffpOXX39YiPQEiBtBgMvhVHVENSgj2HRdwSBo6ImE+aVZTBmzajn1XAozErI+9lgxBH2cxBWSyuU/qt4ysi58idRYFDJmvSzRqy4vzfIOMCzhghGRlDM8IGcMJfEkb7gPQ0f5Dn3mnjWfGQ8xFGIjBRQ9IX9d617UnOKr7EDCtG/q/I/aQqZ1Qq0PeIpuAZsmlSOYzgOochM5/ESFaJ//8BJjsZRlDPdvMX9NAQiCrMmQoqyoSFJMcMVTnr/zlAnMQ4WfbOu0rkLaFAR5h3izeocKTVCgT+SAqLM+gwVFEOm9QLvPQSR2l8NMo6JZy2uBhkSGwSxQsXJxmu2ep09FmlyNMJ4R4AuwCwIjVrDGhtoscGBV3aUgcpiyx3YyUFhivFKZatdYw0xrMQbbzMk/bEAeRVCzwHF4ndVNayB/NHsG9vcJhguX2a/b6IpUPVVYc081iJbjcW24JhMBVJPNlihar93rAlpfPvDu0eeJaD5hSBskqsqgivLUpu9MyzXYt49RIs4RwGVJ2Gg13iKsuYa0rbbXh/PWlAbYtMKak4HIU3wq0n3hxNnpMIRCryCAgOrQShsEJCstyABehA86wEgUl8Vbo7xrB1igyDU4pMP/va3lx9CiPYUC2FIyKsZBB+SSS/Z7nhG2WE34OtXl1Ye8eaB394+f05NceV8C9Lr4/W5DBbNwLFEgi1zwJ9bXVolXtVQfOT1m3uDHg6jCHZgl97ofupa7xVgOoPiWePBIkGVIwdYRYkZqRIUnrXMZoeTJfnF0rYaKGqfxEd945NPXOdAanIwYCF1MUKKkbnG66oKKw5BhnW9RQz9tajCB0XoLN5if3KlyxFR2yBDcc9VCIgOc07wZ+BZD7PzuFd8JRnjTeCc01jTsMNVSxTP+lW2hGFMzasX9kglIxQYPrM2USEg3FyQfOAN1CAA5ISZ9RBATnwlwJxTdd63yv1IVFoCRByM0QchDl/Dh1Y7CJXFiuN4quX5pdYJ3qAA7e3uOeTHI869rRNn09bSNtd8YDzrgQ0+4qpkbOLXnn0s0BDwrAGkjTCQg4gJSt8yFB1FddYDKiL7q62HsvUJrWeiFrP+ynGBVwk+S5DhUUvaINbtUt9FOQuQMWmG269CUmukMw/wrJMLM4EDQt5xKbb0kRCjpubm+dabgVlTbs5DT83Qmndxfs20RmDnDY4cy35nb1ffnkAEn8JoUcycgPCsc7JyQ/MSAM96YFMqj5VRUeCShrCThGDW5FwMTWryHa7MDrszz+8+vnfn3nrHY4CBJWVEg2v3O4zFKxSzdffTvItr/0e4/3+KfPOXOkRfpQbBeWD6h5tT3iCUgVFz2JliyJ0PfkvaCwPjwpMqshFEKkBlvlJBjD2pSdcRCY4SP8jugD8H0i/dvkbjWXte6MV41ggild4MAh0uZQgaxGMEKQEU3zJQU7fev87tmGOyP2BCbbU7Mf70YkIb6Vv6eZ5gzkiKhzQvQ3pV2sFukN1IviNmkhKOXbx7VMwhQ7FD+TLiDlPrDBen+JehkpQ2KyYxJqUgZyIbuzCT3RPHXFacZbQGAmo2eZ5KKEzLryhm8TePPbeEODntdJxlR3c3wMYK8KBpZQjtJyOWWF1wDOCxD4V3QQ8T+yajPmM866WeB29evbXV+xwyY6AO0/m0RE24HEUdf3P9GFvkwEfK+8Lzm7QoKlZ2Ntqn+WMQarIeweyTZ4ZwdijbsmAGlST5SxQtNPXcTW/duAl41uc8jWdoLSPOIbQAqqtkKgNKM85YVNSapEV46uog2hz9/quWx4hoOUKBVwuF2FkWQmFPK0niTDGvoQYR9QYZQ2jOHir5ALYUoU2ir+Ds7ybEs2ZuPNrxVsQDVwkHbgi2KLB7vYWQuK+nq+eIPx8gUs/FWQH+wzxzFMkilLywDhcOA4QyQXodMPHgsccrQEXj+D35JVY7Gyrrn957/M7T5x999NGDm3ca2ptjqrP3eepRKQopHkHufLCRkipUCrAYHkL0OclEKC5AhuqQo0C2UHC4hrAdATI1VII1xRRWtchxJZCX0cGD3GaEjAkrdkcbq6KHNPo+qgqMogg8Vkp3cVFRsWNmMHgHI4rRTQgckxFxePKH3TmX288/ffDk5YuXH7z/wY2LV6o7muwzAyPyEgHpFJCaR3FVlXnbp3AxJDRNdhywJ+7NzWOBRAyB1Ji8pCaaHrXA1ZLWqEBWNggxJRkfxrNWdzvc19EDME8Qq63I1VjABUhC8tjrJ58irBWEfi6JZV6KqlQsjyIE+gOeNSfEBg7XObwNCpwtkkwgQ5hoMvEN02MdakP+zvITjNRikxNvXb7x+NHjv/3tb4/vP+zs7MhoKdcLsXzLCHLOYfdqcmgUv4bmyEOLPK3pQ1GwNngsQIMR0g2fTyh665U3yBFuNUKBQSnAkKxJNchUCnUP5WCECEYwHw6ADUJmNx8AIvWV2CCCHagrs9eLi/Gs5dCmpfonkEFE8KxJdHmWXoj1STtdxJKw0CTBkZ9nv7mnt49MPnAqzqK7o1sUzxqJ4VJcpRP+RiFpsQ5h3u6xAYpWMBqMvQkoqQbKx934CflpZQ1VHklBSna7IA4YUjrFZ6d89ulnDx4//ui9D3/7x2+V9TUgywvENNxVLmuS8crFLntkbLeNhgh4rtwk49X2CQH5ZUVa/tZjDBAuKObjpG8JArOGv4ssdnglhefk5wHgBnrIVVC03R+aEZ+cn7HO4TTObyCQJRFHUJTkLl5hdcg/KzqvoWypywEcU8eCME77cM/iuvKcisIz/qZjgCMgRsCaabya62LkFOl9wtsUaGKfGUDoLAJz2QKr7d7JEdklebvc2JIUSDRiLjMs1qq7HdKwPwnoRR9+9CEM9uuPv/jh029ePnqWW1J43MOkoKECYqYbW1tX2gEbxeoUdLYpy9hvV3LePd14NfBWfBQpbbc/FZmZAF2Kzk0GCD0cXoStiEwKYO+UcVxVbU/T8tZa1wivKeylo9kIIobEs9b1s/FJj3rx9Pnd23e1/MwgoUE/B3yEZy3BU5xrst4rJcw9OtAzNkjX32IsGflJ4lm31NuHewM8yM1bt549euqTEj4aQE2xd+Bub35Wca5XYtgC020k/vV4QzVF591y9prjeCgQUcFhx3LHfVaBTp9+9Mnj509fPH/52w+/PLpxb57ZxlHcJYDTC/hi9Lk1gadqHevpHRfiERNoGeY61RhDVFMqF8WZvNWAhJVTXWSa7I5PF8UJRupmMV45JfmcIIexfBwQ/8qr5AjPGqGAOAWGVIMA6t4w1SAi2CAm5NV7UMUc2vl6i1YiiNRMQLEgDBlv8ljjTJZtcD4+03A1CGuaXlrzrSBxLex8VkB6ZGhiJOyrRby1S8x2AL8DjlNXV38m3BzwrAHMs7mxWcZuG/AIJp71IuNNFRUVP3zz3XdffvP9F1/nlhYuNNwA+0eKvVjP1+Lxnfut7R3eGVEAihaUEAl5wYlzs7UDrRvq6leYHdS0PumQ4KsVYSVML4KUm6yF1rtCMhOh6eKiEq+0mEUWmro+FpVllXFF6YD1DA4qyhbbtrmeGs8FTqoAqHJrHA+DQtYuLQCci22TfeRttgP7nsFfFZESl5ieUtpQlVGQg2BJaAENhHF9heOO+tevXLvU2ZeRl6fkvA98Id7mr0nKS3/n/pP08qLQ3MS6ihotf3PgX7NN1oWlx/7jm78/vfMIUFgh001YdhKI2MBTPGKCUjPTCxsryquqBHjW5BEC8ZbShI5sSHpsUl6mAm/7STeeZbRrdmPJtStXP/zgw2cPnuTWld6+fiM8K3kcF3CcIU/x0nMhdmUVFZUV1Wk5OTv8+ARbSdPhzM0r1y9fuOybEVNUVZqWlbnYeidwKBXLHTvczkyCgjx5Wdttm5wAiGPxEVdea0NLcmkeoLwec+e4hvjMNFm/xu3o4wePnjx58rf3PixurOy7cqG6unah8VZh8CEWXefz1ywxA1O34hlXww+ev/fd19/+/evvXjx5xvG3Ho2CYOGGpNLQ03Lz+g2Y6LaujqqOhttXbmq66EEkDmi3SopLo7MTa2vreKF2cCebZb7VLSmsubmluKg0JCNxke0eST2WDHvtKqcTXR1dB524a0wOmEe5GkU5rTU/6JsafbH3gndKGII8xafvLvtzj27e//6b7wC/6YuPPnGK8nmLj5VOfEVp9pqi8hIAIoc0ofrRTrAapbiLtX3MYHlE5iQCBPkyCL7ngFZ9RGk7QoHXpQCDWZNqkFlkwlzCFSfMHdgbBFz3EJDTABCpownNBQTCkBucWTPwrBMqMpAKUqCzxtgdCM+6tqwa0mxvtT91obX3MPgJAJQlRyGuPCMyLR7gqp2ivAorS+AJaJnLKsod00II7QXrHI92NXesc4FUfhRUHq5Ndqnjvp7eXkBMzqosiSrMePfRc+/UKACPZtnuuHv9NgDrbHA9CXpzdddD53v69GPsSDzrlsYWSMJEcAHMGt+Uae0nnzWBvzymMAMAo7fZnYLEArtD2CudjtXX1TulhrmmhJQUFCgabUnPzwxPjoMMW8AQDcMdS6srQNLUDbRsaWgBwCCcJFD2uI/hxd5L5wJtSuuropOiJJl41nyFeSbrWhua8kryN9gdnc5fIwGsXF/aON71wZU7HolBs+EA05OzTva+cuEy5Lg66M99eO1uckmWhve5lbYHfHITWhubZxqvWed07HL3Jf0Qx+ya4vyCnHF6ZLwodZen8axTi7KxezKLODWNl+oCtPro/Q84flbEmQUng03Ab2eZ60EJ/UUHvfnXzl+xCHJabrtvd4C+mseRSYbqje3Nl89f2ufJBln4bYv1dc0NXjkRABAamRqbmp31FgcS2SA868amJhX7fYDvmpwHxzOSu0Oz4n/57qcDARSe9T9//iUkJXqUloKCtWZPd692lLUYnrVxkH1uSQGc65A94Oe///Te++97p8W09XXBJKrZHMVaIMXbzx9A5wGQWsZg0zj9JSUNVZnVBbBgAlOjqlqazgVaN9bWH3PRh5zudrF+nU3tx70MALfkYJjBPKtNKja7i3MKj0eZNre1bnM/i6aeIyPPXlddUdHX1W2X6NV2oedIuCkZj86NdPj60y/ff+99/6z4qo6mK70Xd7tzSaQB40C7l/ces33N5cw0ADFGgq8w23R9Q0Ojf26CbaxvbWmFvPEmOMDAzP560TcjzH2EApStC+usRdUgoANBQTHbX6UGAU9scdS9V6f1WiKBkw8klEMORnksWZNWMmCv8nOsNjS2NZ/zM/GKD/72y2+Ss1PG85THcdUqGuu53pCIQDqhMru4pQounqN1F2dkZRSXlU3kLFMw2NJd22Ye6AxhF6SIimpjy6x2OwqQac+fPF1nuHcqb11BVdn1K9eXmO1Wcdl/oev8RpD49BbCjhpnury0tpIf50icmQbMGjQqi2w0ANSYyrdNO3iwWem1BR89fVcvHNLTLEA3/XMzVRz2XLt2rba5sbKsYpfz2Rnmq+F4OBZgjHWdMvpRdoCUDZf0cVwVyyDnuqq6vb76hNYC+6yAh/ceVNVUp2amyUImcoCux8uR7PZStwNtLe1rAdRffx5KCwAN6cxzygrMKykCZxj0X8jG7acNzjCA3KYdbllX3zCFtxKBX2vN50V7XOjqnWu2/mS0OWgDILlBfkG+ms1eDHAhepgDnnVmVE5lMcLDgmhS3QWQJP6DZ+9ZR3mN4YNOXGa588F7N+4CnvU2j7OQmTC/ugRSWaLMtnqL4AQFPGvgjHrBVogUCCREDrKP++dEwdRU1FQZRDljiAzZo0GGtc31Gm6nqssq9wEGk/7CmbyVrec7gd9t8z63xG4XKM0zygrmmoC9QRac7uFsM0v0EIVIlQsoiCtpqYZlCqhb33/5XXph5rgzS/Z58h/dvh+UFjsWVBlchdZLXT09favswL0PAZUE5sbWITxrxcKmivMXL1ZX1bhF+UrpyHgXRb//8LlZjBuc8ch3G8aiMxdwwdq7uo5EGnd0de31pvCsrcJcaxob5ptvnauz5vH9R57FkOZiHjBri2Svbz77qriiZJrW8uX2x9taWjOL8ycA2BZXIaIgKTglmtBZCK5EOBfP/CX2u68C9GBbS0Vp2VEAZCeTYyCcEAByGXELeV3p8n/5/X4RjDOQzhokawiKcYWgmEHUIFhnTUKkiiQfANe9BYTxEJK1QLLTnqfqvj+/vHQKW5CSjly4gJJspB6bnlhdVXHh4vn2tva+ju79XuxtTtp1NXWLbLYC7lJaSU5kXjISBnVkbKJcL/ddUnTYNVZLLr+0IKkoE4xvYhCpsK9K6ioQ5hyXpe1n/cuPP7skhix3PNjS0KwfYCXJViT0FLe7aUFGroM+HEJr1qlAY7BbIo0Kgt0RNXNxFRPLs8DBa7e7DuBZg2VSkiu/xH4PJM2Ki4lT0wcljPwkM/WahjqrYCdCV34sRzksIz6zLB85pfFk57DX11bVZuXlAp41J9bhctcFM0ertyGtCQDVC+8iFJ51e3PbUWc9KS2V+fzNZ4JMFxmu48c4wm1axWo3wIG+xVN3SvAvLy2fYKy2y1MH8kUd8DEhtFlbXc+UFBYbelpI6MgdCja40n3R0cN5kT4kfScRiES5A1vGNz28oK6c8nXTXXA8zLi2pk7aCmmZgOciPOuLgGd9aqPzCciOGAXaFQRtCJwdEE0Vp5qvKquqcI8LnACJtfQUlK32lpSXGYfD3V8huyQfEL2ldOQBmRauAtUNtQvNtsZlpNrG+xFn5201PQypDj9890N1+0NyTjshde9uLw7OVMmaZKKekZdtmYjxrCmzJHj4KYRmxsYWpAF7LWir+PqjL/TCADVbegZ/bX1n23sv3l1jfQw4Y3Z5gWN8IMFFTtMw126AZ32+TUJfKaYgBbISHDY6MwFU2DpzPHMiHt24f8LXUIIrA3FVyDTKXrTLWwcUPFt8zgKe9cFAPoln7ZsZkZCfSZyRBpXU9599ndNSNp6jDDl6wmtSf/nuZ7NIF7iOjOUvDc9O+vqTLw55GaF+ZselQpo0nRXjddV2eeju8Ty3xHwHpHNLSUxZyQY1DrK4jGMv0XQ9fTTcRJjwd0Rs/M+kAGWHEHgf0Z6gyCrDeEj6qtEPaVclcsfR++73ns0Dq0E2DK0GGU9GMGI1CJggwbkP66wBG+RV3iDIOifPstL0Sgor7254cPNeZGb8NAvIOUt5ESDRkqNw0JP97UdfFtdXKRhreKSF3bhw/fa9e4lpKRPBOMNjQXo9yGS61v4IJF5a5rC/oKQY8qqA2lov2DoiNxkxa2SExB4gOPnA3z/9xi82dBQAhyLMzy0XL10BSGhlqz3mCf7Xei8XN1dm1pVc7r3kEuU7CbCY9RftC+DcvXxTxWUfaB4YYRqk84aSY7T3+abuVeYo6S1pdhsLquHUCDDH5daXBOXGLrHZ6RsX+vDqncSijLbzXdWV1RvcTyww3OCbFF7V2tjW1LrTCfA8WXNMt7b0dIPMlVKV65ISiGIv6aBBrvwCq82Njc2Pbt5t6u6EpMCQWXG5zcEF5tvyysvO9/Vlt5ZVtzQ11zbtcdMBeRnUQW4xAY/vPGq90gcpC5wjfcbog+cJa5rhmry6ytu3bmXUFfpmRU4zgVQs4njWgNsJ7Gk0aajkKsy22qDisBdd0mHlceUQnnXXRTXPw0ssd1zruugW4UewSZc49JHkKJ0Ls4fDsrqtPqky9+qlazFpCUhA5ijYhXo8vnY3v7akorW2qbYBFDXQz90O2t3NHW3Xei5cuwx41g9v31cz2zPeZOlK58PgdAHcH+NZrygtKzcAPGvdBchzhtzDPAWvjLBbF69vdDhe3F71/oN3NlgeQXobfTl2hMOXLz8Oz0+AxI+qTvsgKxiVZxJiZADPur4C6tRw1X359EVjd2tCacZOXz3tIPOumradkAwMdMcQxQ4+M/rSW7zPdrd1JeanX+u7zI6wRU57PNYZH+Mbl2/03bve1dsDd5cvP/jUOzFEQls2tj7r50+/32erjejAltN0133/8UvAJQc8a8jiBmlozl+4UN/RfvPCVY+0iPHaKs5pYRD/lV1bFFWQLG2toeiw80JrFyj6Z1qCi2S/685/Jtv6n+4VI76Bkt7wFqC+0yHTgodUDlhRwYh8+XfF1g3uDQJqEPAGGUQNIswUI6oGGUvsmDdEUAwZB6HssCcmP7Wys6HufEtsUeZ8262ULzM5GL4CJFjxTQ7f4KEN22my4Vrn5ODEwjQVi10YIVNpl9O5pu7W/UE8qAokI/AzQ8k+wNnAcCnIZSLyI0cOsLM9k0IgRwF2aUDYFPv9jQF/eZrpqtEGK7hhjjWdDTk1xfwA2ylgXcRAmipOe6NKUhfaadDqb6FHM0dhn8MZ4zhnCS7DoY3HmmiwyijaDXYjpE0Be9rb/NUeCUFZNUVplXkgk4LKgmWxPTo9IaE4XcPhFBUzzZGXtdjlkxWVV1PskRzCYNZ4jrnykCEsvjwzs6nYNsRZ1mwzATyFo6Bosz84J67jck9Iesx2hzPYcRCmkDXZRD0gNxoOHusYDwzMDaikWKdkssU5JbigviwkM3aqyUrxKGqO3MEAnm9eFHYEJDH7QeWC3OPIPshaajhF+Myx3DiLu8I93k/RabfIbQPS1BosPexrUtJcWdRUaR/pvcCUzPuj+LbBGtsor5K26uTSrF0wjxgbFkxtuoFWld0NPvHBz1++uHzp8ttagNMNpk6UApy8V8EkmgQ7rnWBbO4MKxyftdH2aHlj9ZkYy6N+BkaRTih5G1otrKkm6z2zIs+EQgpEDANLO9jxWCe8DcFOgKFrF2u46iSUZWYW5Rzw46iZaton+ExE6N6Co4unMMd4vWdcUFZ9cWRhsmYAHIHImxvcV2zjvK49uu2ZEaZmvS84Jza6Kn2cyfKdntouiQGTIRMmdngfZ7jCOsXfJtEbzuApBisgi3F+Z1Vodswu+5OjceD+WN4KToRTemVeQk6arLWGtLNmWmORSYijMEvy/zQr/A/WbFDiMwgNsMtAq0myY9gj4E2ripYuuoCCxxFpsQeJhwQoh/WMlxYZ4kB++gdnvfak9/MGmUmqQSSGUoOMI3MwDqAGwXjWQ3mD0JcC8NhVhJRLkFJLArke085MtAWMdFjGAwZJGQQ6KjYEOSyDCCMwSyJWJYxWEEEQZrRFeRkzbiUkHaFmsOyBmhs5KZMBIAJdAfP+QpOVutGQ9QjiQbC7AqoB3O+QjzCuGbyq0X/hC4vK0k3+Sjl64zAWhCVNlhKdSzLUArlm459AnY1cqkk1EfwX9xlOC/ohuaTgOXKnI08RoUcw1TF4nxmMQ4+UuppRlCFjwQXrjOyDqJ812TeBlRK/gGdHnIYYtRlYKkkBioCYMmy5cTpLu8/3xYAvkC66UYm0iHTfUERAAbIgSQq0VYSxUaLDJFeLIHSFvJCSnSdHimYHV8tcaSI3WXiHnHpBK+R3KKUDqOLklmP4VtJzxFww1DLDDUGLOFEZ7rNgeZBN0FNJN/fa+/Y/mMH9N40FrUOYzeU49YcMoY+DG0DPhnwHFAgjADoH+QB+VUZSjq46AZFowMQNZxD8BQSy+uDdgT5k3r7f6bI5sBoEeYOAzhqE66GwQTCzJvGsBa57w/AGoQ4celf0GwDNPkRmnd4n5DIVrHgmGx3wO9Wc6OIWUR4JekLzBWEPBylFFhduXcFr1AammTijk8K93b9OUcYkUnO/YZJjpz6M00LIDQe6bTE7Jr6XGOxjgG3GuMrR55OQzvRYxGg4CAXY8vMdt/rnRfFczC/1XnLPDEWKJvLO2L/OAS6M9FnLbPcVfqKi+KWMk5iipGA5MU8v4QGGf0VxAAwOLnaK02c2c1HRHFlsNsmJo49S9OsI2/0PpgCts0ZuuCS3VZHQhZRVCwjD2QQHzMjAmnH0E9xH+QAgOp/grSZQSmtg8TAuuN2S0w06WKbm5M2GzGDW/YNiBvcGESQf0JQg1SAMiFQwMA65f/CaBmGK/ogwPpEtxGCIQk4qqglicNgBYp3F9g9z5/TfJwxJeVC3KqZsJWQxAil7AC7Wn5/SMm+/gfTvrUiFAzFusWND8P5wkycwAywF/EU83wpFYeaBxOCVA7JUcRFeMGSuwlyrDZ3NrZ+/+zfwXF5jfpAUPAdpUfScEDtI+g9cROxlrpwBDzzReWFQ/vU86sROQREhgHnxGmRz0l5GAxyTb7afR0r9gRQQXKCR1LycgKABw4USOsrEmgXEnskEF9RoKyQPKUgBROlZcGmDO9wcgruA0F1GnFYldCBWazFhpIziwkGBiWKJGRIMLVqRQoC4BDYQi6OECSw3wK6BMGCASKXUIFiyHtQbhMSzHgB1j0zrNbg3CLXHcI4lcFlFXsxwIr0OnjVmsoxoY4H6AvEaRhalN1z9pAAllvbpD5z+f09VTFIMNvECaZG8pgnPyH7pu96Qkv1Gitm6BFtxldVerTDLNeCVSKlxyN4K9BWDNcec9EHfocfy+nTGK5OKmH9lZ/4omozU8x9OAVIcRsn/liK9lvliYvvCJaulZNWnEmeXEKeXKawZq3NUYub2maCBlDBZT+xbNnXVpMnbJhMnQdZWJnRBBaoiwVPGGjwMGkEprwXiLHlbFfMtGZQm/dUglM4amLXbMNUg4A2CJWucKWZobBDoB09xtMEyeevtai4H4aPivG+sCSOx96snjyQfynEHsvnbJmshHzZpmIJAPrA3/l7fVZ7iBBO1+RabcR5e0dv9q/v2+jzij60TS8eAxD3HbD3yiqGYzuC94itOM189G6AKBYcoOKLNMd+IcS3+TDxrwGwSWAIBRGmu2QagOYWpPTBBhJMuojMR3jzQNphhvBpy+755zzEwwHyrTQAV8uaV/LETOlLb/ycFSE6KcA4ILiimQaexePL6iZGObznqTSTWTRujMSPUW/L9vim7DownDi2UOiC/dsuEwpixdqbjRm0BXbaaBGBRHJMjjoPXLPgTg14buB9WiQgFaoZYTfuZ9L+f0dI3eRXrFxSDsEHeSA0ypIER4Gy4i80jvW9evglgSe8+fxmWlzDdau0A8RqDHy8Abbzcau8C6y1TzVfn5uXt89AjdOfu8NHOy8lHnltvlitEoJyRYMvu8tHJzysADgJV/bXCgnFAjfRK50OtzW3LnPZjsNCBODU9WI6cZaxHWHIMwrOGNcSRXWt7OD0ja6HNFgbM/xCy+eseTmj1Y2gqEoYJef68Df6F2Xl7EUQqE/tUrFFkYFS12q1gBw7gg9yfOPKuob4A2SGMOBVeF4bsJyXdKM0yXL3Ph11YUqzhfBpUkEKvzUE3z+sOf+T9vxYFBKZ1PmiiFxMmSsTxRcu2jevOlCqOlJgxRcqUN/H7p5K/fSDhaz1mlOy0zQckz5eO/+1zqbo0iZmgKgGFybYF8lvGymqMJY5CcTXCWJEwliYMQbWNna+QxAnmStqGAToGcJoCEg0mJ4lK1qAGmUUFxbxKDUKHm2/tF8E4hDcIJB/gK2/30ToeYQKAGCU1VdMNQBQaBp61UIZSHMdXLcopMIt1m2m+trez5wiAVJx7WyvWur2lHTFrhFT3ZmsCi2+6c08EGbWS4eZ8iGAcDp71mzX3x5dCMHvai/RiHe9eu6UEgS0Ak0LHlYjrfDF4t+4C/4zI1KIs+A541pJs6UNBBk1NzYhZM5MP/DlGMDRNXDl5O83ezt79QRDZuGgoPGvekrT0dN/sSAgIGmB+gZ/yWGmlue7pIaBbo04CpNEaxkmDzg8oLrvT/uzD63fv3ryzCbwtEZ41nvphcvw3XHJ//BoY+OYx0r03oQDpOwSraB7irYYKxLaZnBNSj2qItuzxHpxR9xvG/Pa+5L/eJzoKRluffet6w8R/vkv880PiarOU7NqxhPpbp4+OuVo5wcOYINRmSFiwiHOyxP7ZxNF5hD7I6SoEdz7yoeKA0I29vAwg7JYZHNd/bQzJrAdTg4wbIzQwIk/s1/MGAR8sWYi39o8FPOscQhej7r1yU1GmMPSmBGexW7S/dpgFAKLeunrzgDeHODPTNMMDwD0QnjXycGSo7QW6TiGgJcPzjHxIunyN5asCpt0C8w0A3wOYUMst90ichSBvaYGMybR3YfUr6Sgm4Ah0Vf3speLvCB3jBKDY2ENRoETuV6fQsw33nNFnkay+6LnhEsCzDkuIzC4qnAwGED7ymaMHKPR7Q+DdyxeabpKx3ByeE59ZkjcToii1EDYIwrPu6QGEOQnQCcC8UICIQu8XXKFgGQn0vEwyDjx8BpWoNDFUYL2sqseBG1dvavhqScCqQC0KQLFFrorI0dMm3N0mxQdCWMErXJzamFlXdDQ4pAfC3UikHtFOCojPnEGUhmaW8epDtjo3r9+8d+fuQRfdcVqKhBZAmYPDrECXTbP+fqNmDJkyNQu7JzTbMiFVh3GEvAlzGWH9fzQFyOlDtkFADlj81pop8Z7EszriWsWEGzUTvrtP/Arc+SXxzWPik4dSP38s9dMz4l8viS9ujz+xa8KZo+OfXx7z25cS2XFSEzRmE3tnsdaOPbBv/BT1WYSWGmEEztrg3gdAweCvjdXiYMBkw3fSjWTAz6DeIM4a4JUnMXBQjDAHo8AbhIG6N2S4Ob5yoouwvoJHkCeFZw3YILTsxtwbInjWKEZDoOhcLAF+i2x5iD4HcIzDSLKepR1nA3jWKFOMGJ41RQiMWUrnQqVUtEAjgGiQQbD3+gsWW+2qKa2+f/fBo0ePnj1/3tHWnliQYZ3mv8bhkNCrWuhUi22kyDQnsEkCr0GqWHQ2CjCsqUNIwNPB8RYMqvAOHYuB40GQiRXcjQUbmMm1kR8+VIui6aj5Qx67AOuM+4wiTehSOPMLuILqsPLz8l0zwyBtAkYApxtF8USU6wVX/qAru6+l+8H9hwB39/Dho7ramuiitFOhZoC8UVReOgkCRnTl39ZeKQHYTxTkqaAhDO4qVOmicACyk5i1MbzIBYoOBrND/s5gWCbPP+QWDaXU3A/3dfaudDoM4aYztdUn6kAUCe4q8/wmvyN9H+mzLJhNUhLBhhCEZ11XyQ+zh6kcp7t0mvYK5HVOpV/AiwdRTGDNJjkvCnBHnwlGy6MS4m5cvPbsybOX777s6+3LLsp1y4va4X5unCF4zsJdFbu6C0V1vHKobqB4H+YZgFWceI4QBJjgqEY44MwpG+HXfzRj/aOON5o5UPox2FmqhLEScWDuqk2jO7OJh1XE7bKxH3RK/PRUAjj1L8+If74g/vUu8Y/3iH+8IH59Svz8jsTDrtEfXh/320uJf340oSdv/IL5E5RXj+koJp63jV23cRxxfLqEJSDyw7pVJiBqGsyPXAB3g0UFdibalVbAmoXjEjcwCtQgEgh1bzCIVJTdnKEGEYSbS6Fw86HTetEN60of9TRMLAc8aywH0Rp0cj+gRF9YYUSzVx7rsD9/p9VxHEqOVf5suXn2W/rOXyDxrE/HW/V09pB41szbqwSXtd1LyybaS9fbnBdkC5Y3SjHEV4T45i12JzxTQ+LKMgwjHGRttu8J5uiGW5dUl//973//6quv//HDT4DiVl5fxcCzJlkDS8pAZZrVWoABQRcZnvwYQzW9CIeInPjdHhxJMCaAYgeFEZMvkxyBNcNkg0mkW0hatKwF4H+i2Kd5Ftts43y8U8MW2+xHUyXk16Q9TXGB8VaLBK+w0iRAW8ZITyyAOdXxNY8pSwvJi9vudg6FaKPZZU0wWLrX4qS+n4WGk3Z7R5ddhh/CEuKzppluNI50C86KWe14AkX9CdYfZFk8HmlqEG538dLF77777usvv/7tH//68YvvXzx8ll1SsMVBK7gg+dq162mleUqWAnUKmg6lyearplmuQYCu0B+0rFnLLPc4xvtGl6Q6pwQusNhMZcJFDI5G9IbBImoAtvheJ+246iyDIJvxEF8AkSb60utcj9+4fO2wh6FhpMvFy5eaOtt2ueoIg1mEKxUnf+GxIGDVOMaVH2BnEGQP0faS5PGJ8azrWhtMg12P+hrVd7b2XrhgHO4iCZsBByitdjkTmBkNT6YZg6IMBchI8pVhIJPNV2Lkr8WbvE+diDAJTY369qtvvv76m79/+wNM/YPrdwDPGqYSsn1OMFWjvPv5SqN4i7VCrYyDHfmBdhCSTmFqU6es0liO6i4P/dDixDORFqQCXYq/7HSwVUhmzEFvAynYkGht/6eyqj+K5f1F62FKjUgQIdmRqgQ4U6+aaXCKuN1A3K0mHpQTH58nfnlH4pfnxC8vEL/+9YnEP94h/vGS+OcTiV/eIX79G/HrB8Q/4Pl7Yz7qISKsib4yyd8+l/jyHqF9cuIoDSVit8zYrTMkdk8h9MCaDSHHC5EkgWJncPwXLayIXLj7qUGw6x64DpI660ES5grUII6aSPZmYIOAN8icoTLF4ClEzBThWZ8YCM9aEdCRFG12ToLIRqMlqo77ppvhVNNcll9yeEBMCOzwGTy1+UaQa1F+liUCnwR5EIBB9gVyQXexCEWug+1VEGfBV5hrtD6vsPCzjz755P2/ffb+RxEZ8dP56qCjlOAo7nPRvXL+Yk9nb1pJHuBXOER6jwJz7alZev7WTY3N2221zroYxhWkWiV5U5Fv5PrjKc0w22Qd61dcU5GRl2Ma5TXLZMNhN25dZU1hdUlhUbGC5fZ5JmuW2u0ZgzgFa57lJngC4qRRvDtgJEXmJqrY74H9/xZvmUdccGFhIcCKRmUmCyOPyYOdo6BhdQywtq90XaiuqlvufgSk10nc5T5JoQ9v3Kuor8srL64srdjjrgNCHwTKO0R7f/be3x7fuF9TUfP0wePA7HgJXaXRYMsNcyvKL6pracguLpgMZzh9FYDzA4BnzywKTY/LKMpdb37MPMAxLCe+urOxu7vnzr177z972Xvl4osHTz2SwqXYSOEDTkianpx0ABKtKA1JjlvldgbY3EqrA62tbdfPX00vyW+oawhPjp1vvgnMxQtM1y+z3zMe5WphAXSqkjVwfNZ2uzM15dU1DfXOEd47HU7ruZq+ZbhqrdtRSDhw6cqVD1+8d/H65adPnhSXl800hDOVkewcvFZ4avOM1gHnPeLEfnr3EWRb/uqjz25fu3kIJVVA4YWgYq7tbOrs7Prb+x/dvX37+u2bty5dX2kLsf5yLHPN7Lx8yIADWGBaAZYSbOnJJut4Yc5l9VWZhXn2sYFvW2qAOm6S1hJ1m6N93b1anuYHbHWCM6J9MyJUTHYahDnXNtZbRXlC4CiOO1XYbH38xoVrn374yZcfffryyTu8AJuxMNfo2FCcxV4RkR5/7+bdtqpm62Q/mDVJrtJ+d3Z1eTVgqQOs+BIbmH2G9fIvytT+i7uNNiB57xEwTYhF1F48fdXs1ADiYTNxp5J4UEl8d4f45zvEz8CO3weuTfz6DARq4qf3iF/fIf75nPjpBfGPp+j7T+8gVv7jC4l/vZQEofvbJ4TtmdHzF0w7qzs6JmDcxv2TiMMAq7kK301Bf41DJRGDJjWctL6R/NJPDUImzJUBYBCkBgHUvQEyxTDVIE79IVKHTj4gxLM+SuFZC2+XCDkEwIXhIr/J4cQqmwMNVfW7AvXgggxbPaIoKSozAbiYaYAtJHMBJjXJaAVg4Vsm+QIYG+QraG9qW+F8DNuX0NjAJwxIALlLgPuAlFTf3V7aUvfi/lOrKG+CrSBtueV8z/kuQMUMMAb5a6ePNuD4nA4zk9SadS7MvLmh+W1ImIvuueR9nJ42gOhjuaWG97Z1a3ubAU4FJ8FxtdPJgsIih7hAyzivqpKyJSbbQpOjwhKiJ0DsKUeaG2oH3BCqMol0aWpsWg45X5C2RG6vm25bY/sJT9OcmpK0zBQptmCJoJs+a6bBysqy8qamxhNefHmT7aMB5okjox1ief/K7eTCjCWOBybwl3plhLa1tk8yW7nTW/vulVsNnS3saNtDnuzY8pyaqpppBitX2B1oq2vR8rVKrMyuLC+dyIZ8WqTBBK1FhP7KkfPPikqBhLkcBYRndHaOUZo70OrrL74EQP1JWkq8CITTpOy4FzDw1jqc6Grv9o0JPuChx41x3BagO5G/oqi67MHNu7xwh/HG6gD50tDYZA8cSnehT2xAUkbqZIRnLX3c37CkokzOSjMuK62grHiSwWpQOvunRX71t893eOsss9/3r1//+ds/f8sqzJ2ut3yN0xHApz0eYiJib+TJ63iaAEoUTIRpmNPP3//4yWefZlQVX7tx40LPeUWLPaSwfOPxHeg8ZGxQN907l7+6qqk2pigV1GUuMX4l1VVHvYzqa2t1vY0BNo8dbN/Z2G4e5nLQS98wyU3WbifLfHtiQsKhcCMAfQXkQlJhIq2/JiM7/Vrvhcj8hNq25q2+kKgIaWD0Q22/+viLTz/7NKu27PzVy70dXRsdoQjSyeh6GL/34JlHnP86myNvGawC1T8AixcVF3unRRuFOzdX1S4xg9QTcgCVxTBFjEjZ/xkUoFQQeI+ABICSWoD1T1XCVI7YP3/j1qmXi4kHDcTtCuKdFuLnJ4hZg1j960vMoEG+fkH8/C7+Lzx8gX6F50gxAq+9BClbApj1L+8SbXlERQLxyV3iX+9PcrWaIaU5S8JkLdJcIyg3UNbBTofFPI+KGqEwNvoxa5x8gFaDuGE1CBlMbrBeYtbkUcDEDfh8+EtQzJpE3XstbxDMl5H5RU96tfdxACoi9CH4h9btLoGdMM96U2tH+zFfA8dI728/+yosPWo0myXFVi1rqrX0twOLX2J1TnVXEwg4Y/SUs3NzcoqKxumrLDHe3lPfzvOzE8OzXuV25Oq1a5+8/9EOs+NzDTVqWhr7ei8sMtqy1PUApDjZ4XwOwRlz5QBwp7qpzjjJjTgz9VyoeVdbJ+RAwBd5MsBHsJg4rJCSxHcfvWMR7wHI0UhHfG6mssPuu3fu1Pe0N9c3nfUymmW2BhJrnQ22RBwE8KwjbCpqq+GSPo23wj82pLyqcrXrEeAXdpkBL569qGpuKC8tW2G1B8McC64dbBlVtwO9Xb0a9ifAOwUhIyM867nu+WGllRWTecABQQG6UMNP++qlq7Os1utGWv8fe98BFlWSff+aDIo5I0pGRSWacwQRcw6k7ibnnEGyREGiguQMkpPkbM45p9FJTp4xO/5vVb1umqTM7Oz8dvc/+/G5TNP9+r2q927dOvfcc8D0ZCx7LqU/ido9Xi/K43zXaUCEAOj44uHT0vrqqvLKVa5geoAhVM61oP0N1rNOL85DkiCISTKJdcTtp2++D0g6NNREBbppVTw23rx8Q+PA1vkeWwDKhyEaZaIBoDBaPvUlxlrPb21vR5qo+8FCDHY/UjEFx0Jz4mFqiitKrWIPYFkomU1BRrVN9Su995YfL90cYAyuAuJs5YqWEy9/+nVtoAHoWf/404/lJ2pkrVbC2iZmqVpaU2l5BOlZI3dKksExQc8asv5agH1AofD1zy8LSwtH7FHZFWR7//pt18PBApDCM+U6L5++cvnqGg/QjUI62mG5CRUddQx9+fy6krOXL1XV1kYdiRXTU7RJ8799+bp7YhA6bSZoc0vCIC8J2NPR0bk92rKxuUnLVx8dgS1nGuzQ0NgM5hLj9OYAvs/Vs7Y64v3Lix+rqipB53qJh15rUwvsjYSAVMuWjcw7Gp+ZDB7zlBGIrIJYtoSi45pLVy6f6GypqawxDrTjB10XKNIQUJsXl/8fzlX/iy4NQR84bYIsDSYU4jWYz5kqiCwcZc9m3KqirpVTV0uoL7sgX2ZAFEY/EJfhBwAQ8gv5HUI2/pf8QsI3+eXjI+rjU1SZBBpJlCc1dOlEauNkgXkj+FZNpPQnoK8GcxIzMI8Gh1J4WuER4IJm/cMgtDbIgE4xPWEQyL0HrQ3C4RXsGz/dc11GcYGwHnbJI0k+3mMON1NPykxNy0xtam2CfW5nY+si9x0a9ltAJlTBcRWlNzWpID0q5yikJ4z9Mp4xfh2tHdIOK4fsVzx+vDA664ggrFG4FoSij74k0ARffPlNcW35CBDVYymYh3m8++211SHvWS46DTX1W3yNkL26rrSq88aKsoptQabUvjG7Dpq3t7ZPRXrW3O0qJ7NmymdUFTy59VDTRw/0rIWwnvUsZ+36E3Xxh+OWmYBjE+hZq4MxCivABjFJ9GX9kyPAPhzJ2rGmTDCYX1FSDnrNjP1y5gmep5o7HT2cZIwARcU69HS/O/b8dltfW1W7GrwZ98kPZ6ov8do5zkjFIs4jv6AQKdvpTREwnG4e7VFRUjHUXG2DPws8aBa676P2Ss12XA87fo9QLwE9+e2RFmfbT3n7eisZAUqOa2u9oFJDqYCUyNwqpGeNEj39yTsiLRtqGqbZg4sYqptNt10LNrIL/Hcu99wDuWRURiL0CtF61mwFQHJLykptD3lBuRiGcZLFkuzCXNvD3jCJYEfpFOGNoqG+jH3MgcqaKjnr1UkZaUZwe+4eN8d47cN79798/FzdeZOc29qTTR1bAixgdiAPBd3E1Kx028QDPfWsZQHwBdc0AOLTa/J//PI79iEnQJYmmS5u7mgHl1slK20IlDllhb5HD/FjnBrczjzjg2tPNvEZKCYWplUVV+haG440VgW98pCC+EfX720PMIGlFDyOkc2xwVTYnZSUlC4L2Nfc2qITjAQdYQT8jkXEZByjdk5cZ7fr129+PFKdJaAPKuqTg4/Hv/n5tT1wuqE4aayamJMGsMwyd9DqkwtPjwOXHJH904FmCw5eas5aSrZr6xoajsYfXWm6ETf+yIHG92zHdQt8dxK1yAFK//8ZyeZ/UZz910+Vu4dGwBrcRdhvGg67Q0ly8ZDCWOpuOXWzhLpVRv1yGYIyAqwJ6EEyaxS4cThGv3MDNOd3FLjhbTjXRj/3qd+fUREe/OOmCqzeQEU6C67UHEJtlmFY4+o9Sq4hc4W2SezBjdaPgWEQ6U/CILSeNQg5AWbdGwb5tPkACsdQhjIMdYgoTT7Tedop2neoJVesEq1p/EyFXb5m3z79qqq+dqHt5ojMhPq6hprWppS0NKQ3zZKLLTgG0CSYkUN2CVqaVRXVyp4bqf3jLA95HMlPF0KilFw968nrggxfv/gF3A5RTYwtK2O9GpKvU10nZ9pp+yRHtZxoDMyK9kyNqK4+ERp/CKRZIW1cH8SCGDfNRRM3lfDIDGH9OecYv5N1bYtswY6E2MiCPqpyRMaRaxcug+ayeZyHjM2KyKS40y0dLvH+YIUDKC3IkI41mWsc7hyVkwwrxD7wu2HKy9lqdnSeLK+tdEkO0ou0FyLGr4QYx5KRtl/R0tjS3NAYnZ0CGtY1VTVz7DdNd9QpKi47XlHinh4anZsCGBGY+8GhxpnOizhyuL2tM7Y0o6yiPDQuYiRspoxkJ1ksLTtR09DY4H7soFGMC9KPRR0ldBRAJ8+U9kgOAdCc7vxkyco6r15zQFfQGLwFUD6r4qxzqrlL1WfTDLu1Z1tP+kWHQL84lwAjwJ5hGeMHiFBU7lGno0Fl1dUpaamK1qsgZvlEB59vP3XgWFhYTnxlcQUz0hGQ5V1eZjVlVdElx0rqKn/5+Zfb126q2qwbZqUGpeMxFmBdhvT5QM86r7DAONYN6VlzM2uWHOhxNzc0KVmtKWyp+OrO01VOe1AlU1/OOs73u0dfQZUYJmuVv+40RzAjxms/Sy4gKQLWITiZLf5mD27eT8xPdUoK0PDYrBdm21reoO2ix6NnPWWF/97GE/XeR0I6mtt0w20xVCXPDnHoaO08WpV7vKoMcoLHdx6ahDhT+6bE1ma8/+7VFlcmypENZTb5mXz54Av8XQqOsb6Prt1Jy88+nJMKru3BqTHDdGeHZCXeuXoTRgMWoQk2C6Xtl1cWlza3tY2x/UfP+j9pTSKVPZRNk+QMs+jMZlFzJ+zYzrh4HPFAbpVQT+qpt3dQUCbBGtBqFIUx7kFS6d4/JHxzgBHuByG/rk5lHDrAuNfF9/GRkJmZMKWtSO2fR20FoUe4h8cjKAay+09k1nRTDM0G6R8G6WE+gGEQjpATOMV8Vs9aWtV1Q0HJ8fOXL125fS2/omSK0wpsAk1IThDNZadYLc0oyNEBZyxDKRDpj89Pr6qrXuS0FXwJYAR3HTC5cfX6jnAIedLQZT7VdpmIGTSsy48w00Duuj0QcGnw3ErOz1QH+p2hDJ/JNOifNIjyyKksGmsxTxykkJMiL1251Nze6hcbOskC69YzZeB5Lqwpk3VFxq89sh5M9trjwfJNCRcGp3BuLsySG2e+JCQzoam9JSc/T9FprYzpsqSc9PqWpsa2ls1+RoDbzrBZk5ubB2Fxl48pboyEh1xujtuuzIrCltbW2MwkuBBeCgQfW2Gt+77q1vrWc12Hk2LmOG7kh5vGUH6u257ciqL7Dx8AwW6PrxlKh7GSCXQD5VQVnj5/JjI9HlmPG2FKjKHsNHudI8cz27s6MgpzRluAHhhtHsaFF/ZH2iaXZYNbCifGYYob2eWwZBXtV0cfiZN0WDaJrZGQdkTDcwvCUrgVatTlr24W5X3yzMmO0yfj0pNm2K7FVD8FGbOl0WmJp86fqW04oRsKotLoJMHYzDU24OrN66m5GU+fP7t49vzk/RrItAzIfCTBZMuLmsz2ORy82mdfj/ZLI/l1bvvPnDzFjnc1inT2Tz4kDE8U3odNsFyWVJJrFY99xLFBIn0DsOWNgh0coCrIluNjKu0Ld6xqOgGbld2hlous10ekxeLCNWc02LJTLZfGpx090doA/L/N4aZ4EKYNZ6tBrvD9Tz8kHc9c6bI7v6o4t65ExEx550HzxJxUROrH1vLipnPDc5MjchKQp4TZfHB5P3X1fFFFMdPPYiQKx/KjzBb6p8ecaK4vKS1VdFgj76l1orPZPz5cxBjW1H8y6/+YeE0ya9QUTu+kGWAXp6cgoSiU6EbdraGuFFA3yqjvT1K/Q6QmAAgX/SC/9BusSRDHOTh5P4rX8J+PqVePqNfPqI9fAAIuzN43mpIYK7ti+OilYpT2OMp4BHJ3AnyPSxfmLTDCA8sj5ET0rAdggxCnGJJZ4xIkRxsEnGI+zQZBowAZk6iFyjBT1ZEmakBoE0DABTdfw7Rc9jRRM2XU+4AhJAEjJZCB5zIQ+dnT4bPCFkCAxWOKN+z4EQXYlJd6jP4KMUvEFJynOX03wNkyUaJfAZ1l9nRxY5UhpsqI6sgh0kLxZ4iFCiYp89Dp6LVEUdBohjDETS50Q2BHrHI7xExFzESZCFWDQAeI06MQjG0KAH6FbxGFM0HC2RzEgykPKa24mSp6W/eUcNjEbEV4P4QGlMyCCzApNbBAyV4JeB3QwkOOTK9wRgrAJxEzmo0kTXgZwSw5KLRCugpBsMcyxil2C5ooIVIah93ZS88aFgO4ELyCKorCikhXFzhYFrpSJFo9xGg2FHv50F3OQbSQAowSjIAYXDJW6Cf7OD4we2RPE9dT7jxzKqkiF3zI4JgIsCIThEdGyFgJFYe57CX8Jz486SIWswG1AL4Qp7UM7RBhiBCUAe8hLrQ0PVERTgDaZekUyVBOxHSWuKkKvBPOQQTkaOgB5wBcbEUYPXELNVApgQID59thupWGspQxV0cRjjDUWg1OFWZN2JQ7ZYg4KGw2Gw8USsfge+EgcJ8ABEQvHqh6oTjETBnuAYI4iVup461enxvsX9/L/3OEPz0CJJuGeYG7CG51piI/+MAtH6elTTVlMh5UUdeLhW7VMH69ieIsnSlD/OWG7H4jNS+WjWEQhGXDvyQrBz4J/PKQevmAL8JO1EGXcaZymK21GN+iiRTcosAAZkNhg+iTfAoGIdogiA0Ccgy9Cow9YJDuYA08a3CK+bT5AKdHAKck6Kev1AMN3fLqXMM9zZuAkB0K/QqNVOCwxfs7J1XHb+aEWk5Q4MXsubYGXKIMR3G/16zT5SDCD+HpuqSBBTLT3ACK6M89vpr8lT4mOVsSoTiOAdyv49ad6MvE/SPdJ0OGrudF0XPJE77x+wf8Ct7v4tqJ9b3L6YhJrrcP5M17nryNo/QM9hkBptxYx0XGsS7rLHa3NrUdyDiE9ax7JVYc+k3vk+FMencQ5/SVcMe8n/ni6T1BbyO6Ijy3BM904OYx3rngAIXEjoeMQLdSILfGQG5pntsVvoI4NpjgG5J4aNDvIbx4khlwFto/HVz++eBfOwLkQWBPoQyxbJORNGPfjCFzhkAF/c4J6vpx6nqZ8LMuvh6UDxKse5YW+0dCOJg1KjniYI1CNik8IroI47vLgr9dpz5+JRLizce/YBK1YTa1FgRXcbNCd+TBIRtuHswG4RsnTJxiSFOMK7bD7c0G4YVB3PqyQQahZ03yC/LTX8bHEzd554OT6nLu/v7exo0gvPGU+3uPv3LCGf0scRaSfoM+b7jvdWR6e8ITdHAA6tWW3R1te8b6/t/Ge57o68i6Soee3h/p+3rPs/30mXCy0e7jd+e53TF9oBnhIuDcyyfRsL8RYMpKOi473db59f2nV89eWuMIXpQ8DoS8qXR/c9dDEoQ7hrxdDNyr5tATe11Ib1GR7sWme2D7rvefkpqhQ/8Ag9N91w2w0+/R8vAfgwb8tRHwv+ho9N4ONHNmUfpKSOpZR1FjjVBHFuM2MPaOU3cqqJ+vMBBLD8LrQAh1v5j1J0ASTuoNPZAocD+jfGz4RcaLzNcUGqsiRq3nABV0NsYJ1qBnvUeRweNuDkjIIGCQHuYD0BQjQZl+Ts8aPcw4rQZ8k/QW/4EZRYGA8/yQZJZbKuVNxv+FW5/shrj9hH/g3P6FL/0rv4V3WD53Sj3yfbIk/EXD2DvPxTCIoeJ6t73eaWEbvQx5OOyf/UZ60umNwkBj1ftaPnftvfMAshH57Mn8kcP+ldP6z/f+m0eABGvQoTaF0DSbMpwrsmisn73o3RNDL5XwXSuhvmiDVhc+Oh3ulVAPBFiT2N0H3aZJI6TwyEGxUYr9nEoJEQixEqxKFtJYLU5tn4CMC/pm1sQpZqQgaoqRRgxrJJGKQ3FvGIQr5EQ6GDnUPT7cbv45NggakWmAP0J9ZpzFPNAMwurJg47XJJPCChWwg4YSDaCuCK80mg6wLJ0k/vk4i2YLqm0A8qLtOSeR/yNryb/5fvr0w4/vNhgKEePZiErx2fM3UgT8HZQxOOAANEbPEDMDV8z+8Pp/Me6g8SR5AVQUu51tYZwB6Mcktp6pfY9Iypl0uiTY527Bn4WrBuz4D9xLvZcTpAEw1FyVIOD/zav1/+lN+C/eJ3/bx7s3uNy6BYZBgAgPSSSUxDRnzF0l1pIicq9S8GoR371y6tcrDBKp6bT60wF6IAibN3xzqX64pwYqkPDvi7vUTzcFIp0Eh60YChRvuujSK7PmgUEWSjPoppjPwiC9m2JWTaLbzWluYM/7BkIJWFyHODc1NV+9df3S1cth2XFj7P4QgQnVlKZYLAGZ+WGW6oeOxq302AOtB4u8dkQdiRtnOb834WGQc49nDnXrMKUXe++KTkoYZzmPI4096IVkkN/1b3sbYeMpOWgClwZRDxFPvL/nlr7YaQyWrEGEg+fhQBhSpGfNklGx0Q5NiJ5ou5hHz/ovfPJppJ6cFV4O5UebaEQlxC3z24vw6wFTZjTpky0Wj7cB7Zc+0Dn5FEvOMtCFHeHUrUky2HHGoI0RKpNquG2OTT2y0HVrP1KLgz3aXzhc/xzq7x0BOrOmjZVFVYcHWInerUQ59Y1y6ss2rAGCoyrdo/jpcPzZv3JjPZemDT3rd6kP3zDaSgSl1cdRe2Zg1y1e8KAfGAS0QQADcR+wKYaHDUI8GHFTDDjFQGY9/lMejJgksCfUyiUzpKy6sqa+XhZouTSz4pMT0w0vAh1iZkpyGvuQyxjreV0tHVuRkNNY0LNuqW/GQk6y/YCb3CeNFyXsnc7jZEpv0s4Q88aahgnWwOQDPWukxvm5ZI1TayLf0v8ugec9PQHoHsXPHhGB97B9qpo9votOA3EXouSeaIdHN+7NdFyHNCh47Wh7nBiGO/Qlg1OjjuVlIGEjU6RnrRPIAia4lMPyng1BA09N3zHsXTDk4rkcvgfnGmlGud2KrubOzWEm0ErKo2fdc4EE6Q/29MOJCcAKxzGdp9zKzY9Yckl56X6pEbTeALfI2XdG+qkHwF5NZrXj7nOdZ6+cu7TMfRfqCCdT3++E9j5Cr7PlrWr2rEUPeHv8vVHpn4WHTATe5XeLSdDtJwp8lgrURolFqwRaU0VuV1IQrB/UUC+v4p5yiNe4NsjbrNg/Y+8TwZqn6ZEXD0HE7efUi2sCzF3C1IrhDGh3ADux7pIY52z7dYoB1b1+YRDRXkJO3R2MwtQaCcpiYACBYAtIz1rC/3BYQlEGpTs4PWuOLjOEGH7mdGhyMTnsChJ6F86cJ3rW5se8QC61j5413d0OmAAqZnIpYmiqcHJnPB2eSfiBv/IDxQ1ofEYzdMNsaqtr5axXgMooqCdjxTg8oz0iPs/ThQ+FjvCpxxu/B38Xfv7pj5NXuiH47q+gI3X3R9AJoHMgX9T3u1DNFi5kv1xAfFhuQcFIIw0sgIeuuueb0T0KxDK4WHHj2RCsk/MzREE2RF8ehpHWs7ZdyAcrqCkSyMbn1ifi0EsFGUP6ujg9LAOgGZy9CxltopQLgVXJS+f8mQsr/PfzwT4Aqh2mHEpPjwFXAOEt/9iwA+kR0MKKjzCDqFrTg4l8N+SLGiqdU4L5DKVh4YHj8NauyUTTNwDP+JOZZQCEYqS0xnbXtctXr1+7vtp1DwNuSz1gbQNjsv/IC4eib6oeAZ1bWcVfx7PMf+b2+Cd6/v0jQHM/gOwLcnf4B/j+iLEnS22VE1EcGmAnfrNS6EqJ8NUyoW9PI409klbTLYuE3fHZ9HmANyBCCBYSIdk6UhEhAn7PqbQovpHqkymmBGU0ljLgskjJosLJrAGpAzbIWMQGoWEQyKwx16MfNsjWTzjFfIoNQqMNfIZyfmEBWM8ad8HzBikeHkV3aoMa6rDtDSZFAOQtZqwE8h3QF77Jnw1OMXpxDk31TUgBldcphjxpSIcBBECIljyPMStuwEHSELoSoKoBWqDp6ZmN7a3QWnLl8pW03AyHCO9NwaYyoGhKr8A9E2dejBV+h5nWn8x9vHGpiqt5QgYa6NL4PYS2hUEAdGIGoGXKU2WlU0LyXSAiOgUar7uxHbTUgWj1JPQiki7hDh0cEHD8qQxd+Yz09ANpUdR+GZB45vlSHgY6W1bTdX9ZcVlzV/v5ixdPnz0bkxRrGeEx322rTbx3UVnJMAs16BQXhV2YHpwY/PBcSC9kmVwFnCQaQ7gQjFFw4nLPD+JTBSsjOHkYByg24mCt7LUR9Kznum+BKxLeO50C1f9+/DLQpINcyTAQ2ibDiHTAQR6adOgQow3F/Mpi00OuSCBln4LQXvzUcbMSoJ3AyJPum+5dGsmtFKDa4RcV2nii8fq1G7fv3CkoKfI5FLg73G6WvRZsBDkpGJfJh7+RnAA6BywV0L2kEUwGYr0EvkzObQDvRLcHtFn1PM7fH6T++UburhQmDpXvwLkcMEBoLp8JFrei88cqLxltvpevMWXYzQrxS4WMB/WMVzdwfzkh22G69F+QWXN6GlHCfh8Fa+hpvNXEWKojTGnBrQv3Nm46737ieII1YYOMoiVSAQNBMAgEa8Ap+go5oWDdT7s5DxtkAMyaji96Unt9zBOOpyE96171QDg5VEfCZ4a4InRv2xKfXeqWmljPGv4EYU5KwnnZyZOniJ71ngQ7aAgG75heetZADgNb3t3Blmuc92h7GwxFXqg4+qAnXHaG9VrmIUfn9GCdAMMptsvMjnoF58e2trWAeBv3f3nlRX30rFEeR3fNQERActVKmgEs23gfdZdteHxRqYq+LiQIh35EjdU2B5laRntMsMD6n2w5EOrcFWJpFOU00Wo5fV3c2wgX4oaw1beHWVgfOwDiVhhAh86XGWvc9zqlBVkmeoNeHW4CQuEStKrVjFZruu2baatTW1fvkOIPEhZwAiKm6psCTSxjPeTsQJmTs+8zkgftWbes0Mj8xBvXr3Ov9Ofvfrx7/XZaQfYsGx3zOJ/S6gqvI2ES0NjJ3VsQf0tYA5BCE+kVlJ1stmhfiLV9SoBupN1wU1AOwO9BlGTOCBB6MlwRS17DfoNz1sFNvoaCBpguCnrWntsunDq30m2/th+roKL4SEGGmiO4PfCsqXRwIauRrLDp7M0HTdd7GmzwMlR33EB/HUuB31ypqr6GHew03217fGF6TmnhJl9jBi3KIy/rsM48xn1TgImoiTrdpAPfjnZasMpKQxa8I8zCMy88v6Lw9ctX3AEBoe1JVovgTkP7IaK6TpYiltwaf71NPmwdT4NlYNhIXqQRNhDikZ/ttNEm2XdlIKiFYFCONX35AV3LWM/57jtRUOjL9fwngP79I4BmDcy6ZlKGqpQuNHxNp8xnCS4eZrCNAq7ekwbqdil1JR8pN313js6mUVpN2spJTv2nC4xERQSzrUGQD6EfOF6/eSDobzVEYN4YnOxDLzG4SA/Qbk6zQbBEKmiDkKYYYFuv7hOsuTAI3cHYbes1CDYIR896ju/OPnrWKM2B3eU4qwVC0KFnMg0qXWJmwFWANjm5wCMRfuGB8MCLsWeOMAFVJrlxtgtqa+t2gJzm/nEbQo3qauux0yvEL66etfxY4zlH01Me3314/+bdhzfvusUEiLJmom5vpvx8p821tbWnWroqa2oaqk6AEARaObaNYQbYNzc17/G1cQzxLq2tDMo83K1nDZt3I0UxM419IfZHitLCU2K3BVgNNVVb4b63qhxk3WpTM7OmWC0bZjJbwnoRwKxw5sMs1EH4AiLC/kgH0FPOPV6g6rwBMi9Qu7aJOgDKIQ11Df6Jh0Bng07Q6N2AnLLF2szjBefaTrXWt805sA2OIMSaYRnhfr7zTFNjCzglQv/6XNctcL2iJrMMgmxuXb525dTFosLiezdu+6UfhhyBjyWvd9C+tLCkqakpJj0ZcA+6U5SsgvsnUtslI1MSckuLtnmaBsdFQDt16+mOurq6xva2Lx998ejho28efGEX7c8wgEmBa5mu6rL9YHpMfF6KY6SvnAMsFQpyVityiwvOd5ypqKpurWv2igkeaa4BUzPCVFXCZpEgHgHgV+BqrbyG9Yb83LyT7V0hMRHzbddr2u4SNlKe57n10oVLVQ11D27ff/L4yfdffgvS2+Js9R49OEaKouyZYLwA56/ptOfymYswm1/ce9zS3LLYeRsDO9cImCmVN1aXVJTfvHUbTv7Z0y/OdZ1VtFkH4VLCYnFCRmpVZVVlaeUWXxM+lrSImdpGP9Mjx9Mj0xN0gx3FLeahHd6uqRrWm051nrQO9zb2dcwuyU8uzpI1W7HhgFFyUYZBmD0oBOANk5y6tXZ7U+vD2/ef3n105cLlLd5s8FUgmydxw1mOET6nwEahrt0LQBvknqOw2HVXaUlFZWVlTm6+rO0qmP2eXU7/ANb/FyNAZ6zYGcNIlmE2hdo/QWLu2KzQsVchTJeIPa3je9rI+KqLensb4xUcqaYPBLYmKTaPnB4tADIYSh8nQ4fjQIsNWBZAzg52jvWZfLLqgtROKcpcmdIHtybIAolOOped/HkYpHdmLdrTKaanB+PnzQdQhqIvqX4A9KxBIpXjJ0KWVpYMaNUfPpIw12GTos2azJycZf7AE5CELCwoPRqsAyAQ7PMw9oqGqA36fGpFx4+bxHnBznqJxw5QKJ3pugHVlwgejekNM+w1IfJCrtR14Vzbma5bF6/pB9hDpIb0tqKiElIn08OeI8zn7Qm1rKusXR/A5NebsDfcprayZqz5fAEwRjFVQ6sFekQJZAwVSBmjSI+m6gbXSF/rQ54u6SFzXXfGHk10PRRoGuVWWVyiZLHSNdI74HDoUKRnLbU/xDocTpsp7ZDgC984wxUyXJgD2aVOO0oLSnZ6mCaXZGZmp/MzudAwWvBHsJTT0lNOdnTYhHvMsdsqagbeP9I6PoaXus4VV5cv8tk3yXJxZHoc6ERDZzNc+7mO0xcuXfJNjzAOdcquKikoLBrGVp1us+Z4TpGej82hgqSqsvKhTOixJlQKNPfIC5glF5QWlZCdAskgdEIP0ZO1Oub76tWr337+JTwpZgpznnOcX1N9o6z9KuDbyFtrFpdXxCclmoY5eSWH6YSZC7NVYjOS7l+745UUNsFm6XLv3bBiGUe5gJ61fYjboYTDIyBnYU3dEMBKzEweb7k49GhMcVmZlPWqYeZq3gkHwdlgocd2FRed3379DSStK6qrFIyX6RwwaKxrWOdnCBhCd0Rjy21x0fOM8IMzNwtxfvnzr9/98H1NW9PNGzcqK6umWKwgrYmnrp3/8O49eC9oOu2dbb22qrba/9ghCNYWwS7ZObkbPdnl5WVGQbYAmm3yNa0trwlOjDQLc/bOiFR03SBltsQvxF8rhFXf2LDEdSeDKS9upiLDWnDwcOjJpvac4ryckuOzwHsMbyl0g22+e/YNaIac6Gi5ev06SI6o2uM/GSluddIFIafEnOQNboYTLJYyjGDdUk9IPuoXH8EMcayrqJoF8iksaZA0GLB6+ffnmP9/fiMN2QGQBZJJWK5nrfjISXwGG6SdTaRt9URC7KkbDdSHL4Q+POSnNZtwKk3DILyY9R9NsSGP5jSdvwapa/j4E+qrC8N274aa3ziGOSDDapQBqBEAwkaic59gDTAIaINg8wFgg6DMGgxzgbq36pPt5n3YIBM+xQbBUQ8x5IiedTGEie4CI2aeyUy2X9rU2LTBj2kV6v7i6dfeCYF8utKUwbTcmlK3EE/QHY0rTa9qq4fcUNhAKSsr+2hOhpDeNCXLNa1VTft8wEiJbuTF9aupap6bwYXklxc/bLHXVbBcD8pKtfUNY1jzlD11rl+8BjkREtRmSgmbz66oq7Y46k3tQnrWTXWNknZLaMs+bkM8ws3lHY8F3L5yA7lo78degnqTpjtpXrlytbSjAdQBLYOdxpvPbW5pZYa7oCFmShuE2wPvBeQmJpssTEg+klaULQ3iq7qT7JJ9Hz18XFBXeaKyZiXoVvfUs1by0O5qP6kDBld6AARjiQndSQdyD0F6NglcVOB7DSavCtS9ePbCOLsFuofswH8S1KPQqrZnwr4ot0unz0vYLNkUZvLs0RcFDSBh1LjzAJsBUhU9kHTQs5YKSj2UVpQD2wW0zd873jjJ4/3Lt1ilaB5lIKHuteXW5RvqPltmOmu1n+480Vgvab4IfQs2XRxrNb/z1EmnGH+GHuQm4MQoFV+UFpGfCGdbWFbsnBAEwAsD9KwD2A0tTat89pUdLwU8CsBcyLgL6srevXy7Log5w2Htu/fvO06eVLVdDwj+EEvVyhM1FoleSCKVR886MCemqqUOblznxACwWztxokZCd6FJlBfslsxC3RkgS8KUO3f78tMHT3b7myO0mikNS1RZay2sQ7m1x89dvwLS4WkZaeMMlffF2Z89eTo4JYofMhcmnkT9yYv893R1dO44bFnf2Kh5AEwGYB8qo3vArL21c0OA8STWgktXrrhnh4EQORzc8ojPL9/91NzUKG+4fIO/eWdrh29CJNS94Z4Mz0vMLMoVBs0TmDUYJQNJOftVl69cqT7VWlNzwjXCRwTwH4IjIUuj/xpWaI/C0v9GcCfpF4QLUHHZp0QtnSC1QsmYZRATGZOWnpualBIc4GlvNLPgCP/bJwIEpH7/kNGjTZzTz8IriErn2qTbhdCo+6sxEnlrcAJ781Dk3QO+j19SRwLFhqtPhNIagwlhGmDA4XhzOQAMQjBrnmANmHX/MMjA7uawMkym2SD934gcXsG+8TO8tNNA6FkX8nxa/Yd4Jo2wmJNVlHf4aExVffWTB4+7mlpBMHq69brq6lplZ7AsmQp70vjCNHiW+PbLBsWFwl54ss2SEbozK0pKw1JjkNonV8/aYMoK373gPFDddGKcKWzPFV1igt7+8tIwxHGmq05rffNq7/3IfEBfSs5+dUVFxd4wa2rvqN0hlp3tnVMdQQtfpieZDPBN+eLGyq8ePNfyA316KVAUAl62ChyqpTU9OW2Hgz5gx+BS2NjYuMfPDMVZ/akglp9fdhyBnszJU9lLasqrEzKTGftk7FP8L5w8GxgcOMd6HSq7cZU3YENgKDXbQwfcahY5bQGtbSHmLHnHVeLMaXZHDuQW5o8wU0cFPQM5vUi7+pq6YRYa24JN6040zHDaBFXBqTbLkjLTouIPCRtM23PYFhxkwsPDlttswc6THNdd7sOGzQfyqkpI9z9DX3JPlM3Jpk5VQN7Bd9hIAVT0rp6/siBgF8Svtz+9OpyTBDQMLPYEclFyo63nVlZVG0e4APQMCNIwU420wmzXRGBtyxeUHrcMd0O4uf5Us2g30N5TsluXkZW1N8KB2jN2Fmv53dt3vnry5RzXzQpuay92ndMLdUJcb8DxLdTTszPtj/gi8wEuRY8pG5Yec+R4Bgxpcnn2T19/bx3jAUeWslx15sy5i5cuSptDRiFbVF0akXZECHrPkESXgndiSP2ZVj59xbSy3PqqE/ZejlNACnzfmJiy1K/vf7EdNB2ZQCxRQlNjMGWNn255ZeXKg3pgp6ATBHrW0rDt8EuJiMtKoXZNWGa5+ddvfzpcmQq3H4iJ+xccfv3jS09YjZhyw0znphfmPb73UA1WXKYs2LYdPHKIAcuAviI4nElazYcqZVt7e1Zaxm5HA9CogvPkYypOtlks47Kaly7yPxgN/8NjOgIDAbMGHtRMhsaotTu3lJSVXb16/cnTx7/88hPsxd+//3jm1Dkrc70kH0GIqr/c4Xt1U/Q9dDAipy7MDMGxGOARMPFCbTIAPRNWH/z7ad1UbDEDbwNW9W+P+D8+o+40C6trCQNfkAGu52jVh0cVe1P0oPnyFBj7bYrBbJC+BUbRbUqUF3aKIdogWHWPdDBKfCazZssDhrvKay8YdsAWe5+/JRKxozsdEDojwJ7O9LcFlBk8O0AyGMiz2YX5ySW5mZlZYJYKz0NcQUpRWbEkPHgGkiu897TUNYNDNtQY3eID0o7nCoFaFa5xobxMH+lZv/r+l7jUo8gZiyU7w2793dt3axpOzLZfH5lxtOT4ccNIh91html5OYnJR6WtlsF+f0MQC5SIkUctcgjjpfRiPetY/9P1HcvA3I/oWcPqYqaRmJve2tCsH2yz/iBrstWihLTkmorKXQGmtvEHSvLhKxyHm6hqHdC3OewLYIt1iDv4rak4bz7VcSoxI3n7QbNV/vuwojRHz5opI+e4ur25LTsv2zzcKyjpMOAnc+02zXHfUV5Sfjg9cXuomW2sf3FRsfVBNwZLYarFkqPHkgrLSi3ifZJyUhOOJExmzYGEUc52zYm6hqyCnF3B5pqB+tCayNtRQjpoPJIOFlWWIK0+TKkEZXC9MDsR0A5EZTRZZef1Xc0d6j6bAU063XoqOBZAWE5rn5EC6Mx5Hg0H+0qrw15bg81is4/lZOVo2G+EOQqOj2yurdc9aGVy2O14XqFTgj+YuRgFOBUWFBrHusblJv/w3Q93b9xRtdUebTsPXBQkrZeSMiwA3Fn5ucYxQOrooWcNcM3xslIJ4/mFrRXf3n+u7a6PUld9BY/k8BePv7KN9oaT3xdhM98dlhlc4WTJHTgallNVBKmTfojTrQvX3KL9t4WayjmsNIiwb61o2ORuSOtZI8ecKWBSUVNZbRrh0lDfsCsEqe/CEawOedSeqLNO9EvMPnb5HLRwXQHLR2rv5LgTme9/fL3L0wTrWcvuC7b99vHzuNwU0LP2SDx49fQFj0OB1od8YRt0MCVmjL5aXH766fYug2CbTSHGIyw1JK0WgVtYWX31KJs/1A72fwHs/ocH3H/l9IgOKqhRLhu5ctOS5qaWmzdv3rlz94cff3z/7vXr1799+PAeQvbNWw9tDTaeKGTUxPOfyhT7+A0/CFi/u8UAyh36uYP/BRT7MbLsQiZekC9jDJprDdOvrhOt3wRdMKCSeo/ysWAILxhFsYgYJNEQJZGHd+/Vkw0CMAhmg3ALjIOFQbr1rD+pDYIDhNRct821lbWPHjx6/vx5Td0JKWfwk6XDIk6uZRRsVjecaNSNdIXXFezWl1RXnj99Rsddnw/rWRsddPz24Zf7IgDxkAI6l7rrRmhlRH5gVotmuaznykfQMIjbxpqa2hXue5CetbEiGJs6HQlrammGN0+wWQVB9osHj6FGlASq+WDqikgm0ot8dra1tU13X0dEjekfmiEuZ3TAKj43eThoJ3L5fCx5ebt12ZXFl89frCmvmum8Ts16fWVF5dnTZ65fvGoU5sRnJDvLRqu6uPJ0x0mrUDdhFlCJ4SFX0Ak0r2tpvnL2IuwkkIQpR18UAqUQe9r+QKuLFy7dunW7MC8XbA/FgE7HVNT2M21qbv7h2+8B2bAN8xyCBEhRjFO0X9Pc3vLwzn0wOZSCJQd1BkGGLrfYWxeczG5culZeWQES3j14jXBpTGnTGPeS+ioePWtY2BEXjUBS0FmTk5kj47xqitH84wUFK333oxosB/VGSs0Wiw4kR0NJ8+a1G8XFJYuctxElRWWrdflFRbAunj91FvT4RSF/YcsOZ6scSon79tk31VXVX3391ZVzF2T05mM9aw6lkiU3xFQl+mj8xkCAp6Z0r5RG8jt9TB5cuWMW7+l6JDA5L2MEwt8Rn0fGVquqvt4rBZplgEgHeBHhoiAujX2Ed0BiBCLVGKm6JIWfOXv2dHOnQaTDGvvt6XmZiOaBWS6kN0fBdlV+QcGpk6eaGpv3RtmivYKx4kST+VnF+fDEltVV7fAxAd+vqqY60Nc1jnapqKqSNF9M9KzHWCzKqijOKM9DnhJWywvLS6A2CxVIz6gDci5r4EUp27Wp5YXnTp9prm1UctSa4a1z4cLFoxmpQ8A7jZ70fwLx3z4CEBNNp1HbZIfMHZ+dnXnv7r1r16999fWXH9D/3sPPm/dv3rx9CbNfUVnr6TSuKp7PTkegJY/v56tCwLGDdPjjM76PTxkfH/G/v88HzrlvH/Aj9BncckGomjCyCTY9gMg1Mma8CwdhtBUwpswRp/YC40gDyzpyKmTdmTUZnAGpe27QwbhyIDYIt4MRPBixSyMnWA+CDWKkAF4Bkx2WKjivmeGipeCgLQwZH3eHjoEkftb0idYL4XVEvWIpjDCbM8FsHulOhudQlA2wwOqRtkT6HSxwkKkHfnQRbNqTRasALl/jrReibgvyFSx5UXM1IJkgegMTPJmUAVKUsl8hBsGXfs4VQKoYxOEEkWg1jy4rh88rbqI8yhaiHqdThka+5ESNlaUcV8D2FgU+ltwY87kyjqsk7JbwgdkEiPSbzpa0XSphsxiJPhPfbkTNlgMJfGmHFXCGnBom55Zly8MH4eOSjsuHwnoLXAUs6g/xeqz5PGglH2+5gA9qklzpajBmNZ8rabNkOCZjcFYs9BWwHZF1WiVhu7ifVkwgq5irSTgspb+dy4/mQNvgXzPabA4IhsBpT7RZyAeEIW5w4bBWBNgzpWyXyQJQA6ZZsJqSMiyYfplpyLusmWy3BD6OP4VddUyVx9nMH8ucc/riuezaEgawqkHPmttXgheJUWYaSOC7JyFahD1T1n7lGPsFw8zVR1ohdwUOi05xvN1iRAwHKy9UteOw6ICMb6aGDN3RycAarAj0Rym7ZeLmqiAIPs4OBpwQrgmdEfSyp4FPkIzLKnBaELeGZ4ZUYhWA3CJvv3q0+RzQWJ9gs0jKbTXs2EC4HPwnu4/AVhxju3C01Ty8SMjDR6RcVo4FAgx01sA6hPsshI1mT3VYDhMEUjaAnsm4rYbCI1Ik78Vb/VdSxX8++4kRILcrl7NMMBCzGZTW2OXbtM6fu3j9OlDsb//66qcP76GG8u7tW/j3/bt3byFqf/Xtd/5eu+P9KK2lEru3zjtgPSU1Ynh+HH97Pt/9Nr7vLlPvnlAAOv/+hO5vRMa4mI1HjL54VZx69Cti/t931ynmHj5q8WSGJQAMyJGO2zHXBxnr3RTDGIcy615NMX1gECEMgwDPGsMgQO7jyaw/Zz6AhgyoeFACwhUYXEPvEaroAiiHYY3ejyX6umcC+40iwjUKbdxHnQCvvaMeYW3zfgWhAJPkEZ5YdCjUPUG3sZAZ7TYx6NvARljDdOsHKdlxDoU510S/GJvOdEuAkkvuNmrBzUHwGCPXAvpTPFk850vhT+jcFBCnuzvHhyND+YvjckJHWPyN6NvlcVCm12GeM+mrbkiGHdEi+6t0cW9ujvJytz4i5/RopWY8XHCxcJ7kJOm+Hu4IcA7Fkh9uO0czUE+dpdXY0OSXHY3SYfLm7qvDJPp+Ch74WzBLj7sFofNixHPnsfHsPhSRF8cH53LDic0FuhbeLyXDxTlh3qORF8nth7IBXBUk50BfJuHs0+fQPeCYx00WSHx7kPPHrUkIceIcs9fl/xNw/44RIPmEItIHXT3RxMr81o2b165de/z4McTn95BSA1yNMGsI1u9///33l29e2VkbbNVSzkhN6+g4C3BZXlZm4qGDIW57PG2WBDnJJ4eMrC9kfH995MdnI1GMBsD6PgK1aTJff6KpqCYJAf2JUHYC35h5wylUdoalHT9r/Xao9MqsIW3isEEGB4OsQk4xhA3Ck1lP/CwbBD9jtJh1fwQmtIBwHnuymPD+J90D2TNc9gmpdNQgbyYRpHtJ4I0pdDrWHWL6O37Pv/ZeDzg9Dr0OxfOf9Gn0PRMyFHSo4o1QnBDMGR8STbjHIV3gPS6qx6F4/0p36vO8nzcykhOg2zp6DmOP8+k5jPQRumeHB9wn6SqZte7zRCfMlIGU81Rbx7XTF66fv7rNCwzPAPfnAk1cPmmfU+VN+XtdOO+twv0TvZHkHKd73PosDD3vE3zCvdd77qXBqfaWmqJzc55LwAfsNfXce5j78R7T+neEp78dZPhPuyiyRpLtGoEX4F/otV41wdbR9v69e9dvXH/8+NHbt28+fHj3w4/fX7969cfvfySw9dmzF5ksw+zsrKdPv/jlxy8//P4WXgSk5Lvvfrp992F7x8n0lDRvN70AO7mTxUMQZv2Yes3BrOk+Go6bFy2vihthwN380SnxZeCTqy0L/TgoUhOMkXdD32MY+2DWWM8aUfewkNMATTEEBsEFRgKDcNzNcYHRgt5a9knjebNRDm2Zd7c7qAmmAwE+OGcby/39L9lU0nul/05aFbd83E9y2t8Ty90Y8o7nID87qPniBjI0X4KG09gBVulV+aZhzgLEx5IDRPRzt3Qfn2fSP3VuPcP9Hzu97u1Cf3n9//fB7g8N5n/gm2klENDmhanELeawubGeAo3dW/btvHz5yqXLV+/dv//q/av3Hz+kpafKSo/Lz8z8+Pu7X37+ycnRNTo69tGjx9+/+BZqj+9Q6v3u4+8ojpP//f7x448//AzCdDbGy6vTxT48F3h3l8fsnMeDEV6HpBu4JfDz4ZlQzEExkRWjKeOpyJ6GBf0cUwYbrLE2CIFBwCmGlkhd2h8bRBRgENJuDjAIFlHlBGvcbo5k/QZ+bDCuB8RYQeZ0QdYMAIg5WOrggiN3i02ck1BJl5N1okWJ273yp54uzmnTnCoSSv4D77yBTonePRAggkzBJ84fvYHOJbvTDV5rtL/02rmzAxMH5FYC1+Lv5dlFDfCN9KRzfdH6vg0fh37bnz1tlDfIE5Gpzw3dn7q7/otupP+9U+Vm1hCskbchdJmD0aIipak4SUXR2oLtaWsWF33o0pVb7z78DoITu3ZtP3GiGjLr1tYWU7Z+c1PTi+9eADACqMiHD/AP/O8jKkS+h1Ik+v/fP7yBqN3e3ulionyzmf/3L7CbDG83I9fB6zFi7H38gu9WC2PJan7GpulIOxs6YA0Bs8YdgoOEQTg86z8Mg/TIrKHGOlCwhieKpajjZ5JRnFfdUV/TVu+XFon0rJHmziAfAHQxUJwB/9ahFqouh3znu2yhDCVVXDe4RfqPhsbuXgbegzwsZ6cMG3NV943uhwNHmXO9wP/swz/Ir/5r38aSlbFZ5n8kQsoB8cT7H9Xui5UFZRWzUBc6l2TLTLNaDd3SY2ygO3zwMzLIiSM7IfJmbhorP8JYzTXCD/mmAxA/4FCgWAzt5mBo238FBsIrS26vt/nWIDCPx/pNf2BU6bQddFek7Vd4xAapOun8o2f9RwZw8DfA/+k7uRkJxEQWCOzNp7bPFFUZsm6NQISXQHaEWJz/GHtj1fBQ//Nnr33zzQ8ka46Pi7e3t3v48NHrV69wjEaxGZJpFK1RUv07Cd1Qlnz74f2vr19H+rplBgp+/EoIsfdIgRHgafIv/k8krQcM64f8B+wpfrXhDCbIaQApCGhdUFTHGMiAZYwBYRCiZz1AU4ygWLfqXo/MmrBBBg7WbAUhIyXrw17HavJAPqGjo0vDZSsf3QM98ET2gCDREaLj4vaH20BMOdXatS3QFEjWoGfd0dAGihyom4P3Qe27a+a+0vtP+AnXkwCabXNNI9BRUP8CEJDhxc/AArzIDCer7RUseh2h72L2ifPsxlV7flH3idGvo6xw/+Rth6xePPxSFXXeS/FAyZy6HzdcwjfqTzmYGp2Wl4n0rKEaZjh1nZ8BaHnLQEMQCI3SYPonsYXPnjZ3HGhYvHuWMU1Tdor10tMtXTsjobNR8lN61qzpwdERtgm+qCbZV88ale/kjmSlBqVF03rW3YPW68L7zCZd0JZdZr8dGkEvnbm4HLSZoOUKt//0P/ufuupeNwOplPDc2+Tr/sBa8n8a4P5nzrN77wiio1AcnsgwmM2nMV7fkDpXPOSrywJAxXv3lO9em2CUL2W2d1pkmEdNTdWVK7ccnR2DDwZ98/U3nCSazqZJ2KbDN/z+7u2rty/ffnwDAg/hNsPeP6VbZrhiT6SVEUXqe5BWUxdOMGbMF6a2TaPMJbDu5gxMNMCF6MFk1n1gEC8wzP00DOICmPVyChATjvkAwCCfZIOQjTkkv7qSftEhCYXpoOTJuXc/eQfTG3a08gDWmZKeDv0moO9x/sw5omdtluzV1to2zpxk1j0KZaiYievyvbkieAOOVIk50sPQGwKqyrtDLWprTkyxXoLiAirfc+r+n7hxMSGEVljud2HEjzfW1MbRn1Mt7H6ln/UAfwTrJvOGDPgiLM2MQ0n3wkN0pacz9st6xx0sLikZazwP+G0E5ej5ZrrAAow6fpZ8QEpkUn46PxAKAZfYN35XjE1jW+t420V8oDSL9aw/s1bxXBdHLXrgecQDztWzRjEX9Kw914Oe9coAXRh5vm4F7V6VQNCzVjyclBCWG0/pTiFHQC2XXMFoTM8obKhwST3IgGUGRoxXF5ucJJnlfpZePCBs+ZX2Ox/cvnfzxs1lrjuR8Rjs9ngt23tmAD0q5L0JLbw3Ax2sP3N7/M/ExP/YC0FQNdwkwD0FtGEaZSZD7ZktMU/s+GHh+5UCjxqol7cYEEyBN/3uGXW7k8qPoyJcR3vZzNuyblF8bNy3336D4Q5EwCYgCPkfidcItAYc5N3L97+/LC0oC7YbDj2NpAediPOhX4jGHlbs+/k25eDAoJaNR83eTBDOhTCN9QnoFWWgJ4gns+5PdQ+5m/enDYIxax42CA8MMokyHziz5mQZDAO5gMhgWs8ayS7zlHf6zjf5KxIvxoGYrTjVcsl4i7mStktAz3qjP4vaO9YgzhH6IQfQs8b8a7T34W60abiW1mLWmwyLm6zV8qCY8CNFGeWNNV2dJ32jgjY7GSg7bhwJYm+c2Mp91EkQ7CYPwOnBLh4EnRH/mnstPYIpeh1OA62iXNYXSDPDK1BV4GGecYBXnNYBkgU6yEjHqjsXQ5LQWDwaKXfTLjY4g4Z7UZpPTyEtNSUwPY6hK4dVPcmXTuEol+JzY8sudtwGsS+5JLuxvaWusd7O31nbWW+K2SJWtFNpRQV02UFTNR+QoPW5Terog5gOwXPV9KxhgWkYQ6xS3SMa9tgSkSxVDr0TIx5o12IoPdtrA+hZL/DcDi2LDJDUgNMm6t5c/J2MA9h6WS6aYosbHWFMYCqRfAdnBHABI6/yuOVhT+hBRQfZT0RcOXkuLOEwCOh76Ve6ZxCMKI1nWQW5ZWRlglre1atXDx2N3e9qPM95OzCvwdCSe9Ucrh6+RsQ6JeeAd3J0vowOjlY4+DqYIALsEFAeyblAEYnIs/yTWf/t2wUuZo02lHAbg4qOkrT6kNqj/PfBuKuUetJKvYVeROBygK70Y4jagr/d4Xt+dchBs9EBLm5fQ7DGzGucX78lcZoEa8BCXr189eKr58AkefPhdVJsYpT7sA9f8JEmRiLOhxrTcbB+fZ//43PqdDk1bZEYtXM6wxzuE1UKKb5No0wBBoGOBJ7ejt6RcEAYxGOwbBDIrP8EG0RfmnnAOgHMB/rVs0bkFXxmpIqIfpGf5bpe3hQUUAkVURZ6zCY7L+vs7KL1rONt25rbcVsabgkhTzh6SGSlHFeu8NqrbKM9x3mzAAwHN1ZC06PZwnUBhntj7NTcN04BqDczOrvu+IVz57h13rcv3yTmpwLOTsdKOoJgdjaEDFr/Hspl09Q8tuwINZO1XwO/c7jAJHLhshjgDOyZC7x2bgk2hvZ08gZBY5XlPnvBSWu4OVIQ7Q7H5FuQsez0Jb67t0aZj7KCHQO8AUpzCir26/fG2m0ON50MuT9BpVGzjOxUg3kqdtoSpktBrRSER0CXA/ok+YxmzffYvuWgyXh4M6rp4bDClpvnvjW2JDX/RPGDu/e4F/v48ZML586n5mdKWa7cGGwWlZqgF2yPpEi6FcBxfyO6cA7RG/oSjVRBpGnXYetVAbpoeLv7dDgEbTSD+KtZcjKWy3fH2S1028JvCC8i14L5nlvPdp5a4LxD1XlLSHK0W1ywtNVKDnuJN6jhSYfs22TGIp9dcx03zXPcLG0NOuB4BNgK/GZKFSeq9APtpe1Wg4ZU4JFDEG1pSViW/FirJZuCjRd47uRHyiH4poJQTmbQcKqQ6UyzaPeEysy65ro3r19zB6ShCZb/hcggwhDrC3PjLEtWzXPTAudtcBoz7TVxWoTvUhKyDWQmWy3fdshCxXMj3WnFVFBy3bA12FgBea3hzeU/8frvzsHhiQO6PcjGKQAAggTtDKYPUR8a7EDdq6JullC3SqjvT6PY+gZ8AACsQLQN6uMLsdokUfP9mhcvXv7w9vX7t+8/vH31DjLoD+8QTP0eRe13794FBgRv2rjt1o1rr9689ne3zo8Y8vFLUeB7IH0+HtIelu4TATUoVweKsWQChjuIWQcHKKOhwkFk1n3ZICC81682SLetF4ZBOO7m/BQfwCCTEdW8LybLMzcoDdSfMs93Dy2RSmTdSXjFcIeomTJkNPCfYhYqtNU0Uy4wKdIr2AeIBPzsadDhBjo74+0XNTQ0gbYGYNabI8wa6xonI5F+eKg4bk9GCiPZKpHJcTcvXb945vzlsxfZoY58IAWHA8d029XZhXmnW0+ebD/ZWFO/xd8Y4R47JpoFuZw5fcYtITQ29ej5c+eSS7No2X4c6eCzAsaz1xww9M085Bjrt8h1j6CRkrrz5oqK6o6m1thjyRMtFgmCrYm5Kh8eemhXE4Z+PKb0xiDT8rJK0HHVcAE5TVkQm9YPc6ouqwJREYeoACx+zUlLcTyVMl4ckhJ3pvP0+a5z83x3ICiWrbjb3wzef7brLID1yVlpig7QzSwLhmTrvfXbmppPt3al5+XdvXnbOy2SAiU8lsxGf9Oy4vKTrR0BR6PFIE51r4KwpE+mdsrEpSdVN9Y5HQ7KKczvPHXqyrWroGeUW1Hy5eMvXv782/dPvmKFgUyHHFI7MlKUstW0S/TzSYvY6281zhIludBZGp2WcKb1ZEdL+6mWTosIN1HcAQ+KRUPNVegRMFECxW14UcF8ZWpa2q1LN+IS45TMVqiaafGzlCBYXzp/If14wdUrV1/+9Ou7n1/FZx4TBhoTrWBJo8YwPsLGM0FbarHdlq62zktnL968dK2komymHfhRQEMK6FnPBD3rtNzsrjNnfn3x46uff+1q65oM6qks2ZHmc8JSE0C3q7S4bLWnHh/yV5y10H2Pb2akS2Lgak99IWj7hnC8Z/IiGziZSyGpccGJ0e0dbdVNdVMtls1z2e6bHrkp0AjaQXG8lp9mvrK6uubKucvQxw9mcktddzCIu4KxohBzxp4D5rWNjZfbzwdkxaD1gA1eBBuKSkqb6xqSMjImgxjAv6V4+7fnqn93tP3XLpCLWRuCbpckiD1QpvOppcPVFfmTPCddKBG4WcG4W0X9dAWUPRgoEYYsGxoRH/E/Py/opC917Mix129+ef3u3Rvc04jRD1Jp/AiSwu7uHqvWb7539+6t27cdzJVvtPD9/kyQywZB1UVcWiQ5+7UqavZqfmrHFMqYWHaRLtbPcrdIeCS7THmqXxgEWNT9wyDQwYhhENduw9zBCTmROR5Qz1oW2nZ9ooLBZlvSagnE2Xk+oLsPPEQF3+Tw8GOxcKI6DrtNQJMaFO4tNI4fP8487ALyocu8dtdU1kxzAUEPGeISS/ae02zXNNY3wpjeuHv72s0bF0+e2+jBgoOAqXZqTtaty9e9jkXK2WlaH/YsP14KB+HTm7gv3AZ0mceazB/KmgnSTuOtF/AMpSKlK7UlwBLE86KOxgUfORSUHa/hsvNgVPiBQyFmh9yqSspmWq028rdxj/QVB/0KptS2IBP3uEB4aN2Sg0vKS2e76QhC4GPLqtvq5KZn63lbgQR+Xn6OAAuAaU7ma6ww1HBmdFzUlbMXghIitF0Nh1vOhR33Uucdp1o7gFe0KdhC2UnnaFZKYsYx4D5qOG9sbWx5/OjJsdIskP+vbKzLyMsZwpwtbbk8/Viaia9DRP6R2qqqYWzc1s8pcCFjRpY8VOTiMpMoXYXxZnMljNQcU4O+e/Hd619fpudlzbHShvJjWUXVZFBZMpCcYLY0KS8rOzPLPz78cFbStkhbQdYsv7jQRzfvHc49NtN5485gs4richCNAgiF6WfpGx08kgl61lJrfXVBo2OE6RyvmNDKiqo5zjum2Cx1Pux3pu2UivNGNbcN333z4u3rN53tHUvttrLDHetq6pZ57qarowQUYsuttt1m4mcHE2ES5PTL9z/9+PNP569cfnDnPlzpeFMoBSsAb6/9wsnffvnl+aMv9A5YrXXfW19f7xjjD4uZ7gHLzIysHd4mZeWl5iDvt2fcUvf9xcdLj2Wl+8WFReYmTXfbMtF4vqWX3apA/fqGhkVO24UMpk2xXjzdbLl9oEtTTX1tdTWIVEmCbwAMIEtmj7/F14+f//zrzxeuXXn44EFR0XFF67WkeXWN1bY7F6+VVJUxD9gp2K8Dlhh04R88HHEw7hAzxKG+okbFXhtWbqxnPUD18r8rCP63nC1SfYDnC5zqZiKYGD1riwWXDNuxkd9q3zAHXf4Uf5HmDP7HzQIfHgrR1ogYFfn9mfCJFGHzHfPau86///j+tzcv3757BTxrzNtDjenQmf7im6+//Obxq1fvDgV6JwWPfPtEGGI9EXKCME3c0OHfN9hoMciBX0B9KErz0SYPIi8BjcnN8GmIrA8MMoZj67WS8gDD3JX9OsXwNMX05Fl/jg1CQ3if0LOWlnRYWn+iXvOAPivA7ilIXkW5I+VoA4X0igJfkJ/Xk4ouPFbZXIsEN5gzs3NyotOT+XXllW20Wqoat3mZcuQpcBu6oZSqx6auU6fe/vLKwN1igePurpOnCsvLhhqqzvZYf+PSdcMgW1CKAKlMcUs1JKN8xIvajfSscZIOuAGkRZC1cVqTET9Mft8h2zOnzoSmxwrro/VQwEh+hpPW+bPncxorwSrGK9Jvotm8mhMnLA95gZ4GCKgahtmXVVXwm86YbrkmKzMrIjMeSVvoSZjHe4KnybHKgoba+m2g5Qay2vi+R8+wofQ0V82u9i5dP3MB6GvCUk3wEa+siLraupkQF2A11pfQCjIEv2DQs94XadPa2DrHVgd0QWGsdKM9Lp4+J2G7RCuIeff2vZTqIgjlZkH2fPokMaRvCLS/MZAKTD2UWpiNViPgnO4ZY3LMExa2gvJiWcvllN7E+d7br1+4qua9eYrdkoKa0samJiX4diZy/hYwnjbGcl7Hqa7Ao5HioF4CKAFL9ujxjLC8BHhDTlGe15FwPtZ0BltmM+hZNzWCPmLJ8RKjcCekm8pWyKgs+L22dLYAAL6mSURBVPjqw/pgJggbwTdeu3p9pfNu2G+JW6pX150wTXBHetbdEqkyvhmHKhpq4Pzt4/zevXrb0do6k63pkhh2//rtPX42aOvDlLty/8YP33xnEeYmADxupnRM4bGihgrQswaJ1I6L5zIriwvz8mWNF6w5qF9XXx+beXQ4Om05IbNZ4LG74MBOkDncHg161g2aB3TRNpklvclVF7SqjaPcFM1Xnjp31jEtEAHuLFnzBK9fvvv5dFfXHNON+hFuJ9s67Q/5gaUv4EXBmTGQ748HQyaMTUGeIW234uy588VtdaXVlQdjw8RBrZgkR0iL5h/w+l/Llwe/VBCNPSN42EGsGPbWMtTG6fILhMpTqZPFVLgtw3iDYJgz37Mu6nccZFFXCwRrjGO8+oJKix5utGtZfXUDFyLDv6D8+vcPqKER/nfs8DE/1uTnF8XeP0eANYnR3B/UsviEulpDzVAVpjbBDaCCETwMzgzYsthrcHiCNQgQQbs5RxvEAwy9wIMR2CB9PRhFeYSciC4fbjcXwDDIYLRBFKl9E2Z6rT92PAdyuh561izIrOcer67wjz1YVFX80/c/dja2SNstn2qxAsQqF7puBjJASmlOSkUeFAz598tFJkY11jcAsDhOT+VEWWVgYgQfQaWJRKrBlGW+e754+KSlq13SZB4IxQYeO/z6h1+3HjCb5aZzuv3kQo8dCA0wkAKNHnAqYR52pnaP3BNqhfSsHVaAcD7mb3EpBEgXqbaz8YdnL9YHMQHKJFLIkBueP3uuoqQMsrAhxrOH28zp7Ozc6meESkz6kvZH/MDMEKk7GU5WMl8LumvhqbHUXin3zJA7128nJyVtdIfQwFW3gJlDMVTFa2NzXaOqow4SxWZOG2mlIaQv7Z52MPt4AQiTYuNdqW2hZp0t7QBn7w23amhslrBdDaEEIObozOSsrIwhzJm68Y6gw5eelrbfB8Q8MQje6+Y2kAZ381ykZ41IGqBnrRvjcOX0paWe+1EjOKxDdmvBfGBhwC6dANbHNx8TCtNwSRMDbSwZoE5C+NYFvyswh2XKCBjPPFaU5ZsaCeNfWlluDHEZXteXNIhyaGprUXfcCD5km0B9dN9YBeaiW7dvvXj2zXyPbYqumneu3LQ67At3LdazVsvIzXZICqD1rEnGwZSNyI5Pq8yHQkV8cdqvL35yPxIA4t3TbLWvXb7WfrJzggmCvyqbapPys4eCQBLULdgKPkdCmy908ukpFpwoOdVxMiI6XBWy2j2jkk/k/vjFt7tDLYGeTzNt9CXXBOieqK9fG8YE7WmoIsDlwLbDH1FlMqk9EzVM17188XNERTIyH9CfCi4Qb356GZxyiE9fdrTFwsKyEhAdVLCFlFk2Ni8p4CiyYIdbBQw/xY2VZjtqnb9wobqs0jHIDcStcKFbEfSkhltB6eKfYuPfFay5FGbE/IGdvSI1f7QtS/Bqscj9+uHgCNNZJnC9TuDNnW4HL5QUA38DRFAfM149EiqNpax3TI0Jdmxtan/y7Ifvf/j1hx9/+emnX7549rylpTPS19zTZNytFqEPXyEtPUKp5joP0P/5gBHswkepTaBMoH8SMjBstUwIcoNadfrAICNoiVRoIwezGNRMPhgYhEcbZNLntEEUxM1UZ9iv2R1jC1KZq133CiB/P47dFKgks5Usg1xuXb3R2dFpFuAEFn9RaYn+KYfzcvJHQM8LUzYhP+VYfuYoUzVIxHT8DE42dyE9670TApMjMkvyhaHLHuvnIel6vcnrgg1f//jr0axUITNoE5JTd9gC7nwFlSXKjjpJuZkpGamrfPYu8tgdmhKXkZ4x01YTvLE3BbEhFZVxWtW7TQN3xrsmBp1tOrnSaRdEK6LBP9ZiQVp+Tklh8RrnXSqeOuMs5qeArmhezmKXrVD8LMgtsI/3EzOeDf5VW33NaiqqD0QDvUxhseeeU60nA6IOznfdMsNNCx2KW3RiSis6re1obos6GqPtwTYL8wTh07m2G1Ye0K0srnA97DfXY9O2IMvsvFzvQ0GA4E+zWZOVkRWXmQaes4FJhzKOpcwwXgq7illOGxpPNEUnxixy2TrLXVuIlrLjeTwMpT2TDoIjMNazhoxeaqHvTqdY/yGmakTPepbTus7mdo0DW5Xstc52ngmLj2Jg+zFMkVYAeBrg3aKCok1+7LluW93jQwpzC5a77kKxNSm2rLh4udtObX/DrKysoJRoESNlu3CftOys1T57veKDv/36m/u376narR/nsMg/KULBDgqzaMUCrD89N8sk1rWnU4xccFo0OPmOMJx9vK3qu8dfb/RmAdWJT39acGb8d0+/AoQBwqt1vI/mAQO8tUI1Ce8jIXk1xVCStYjyutBxlultNc9ry3irOawo57aapi2AhjGlCAUQVtzVfvvLSst3BpmfqK/bHgK+BEA4kXOK8wMnM01fZmBC2N3rd06eOz3fYTO1Z1JcXebvv7zbd8CCMgUmjLxRhNsPX34bmBIN3wVg3cnWdl0vy80+ZsfyMv2Ohk9kzkspyqmpqNJ03qPutRls2MabzQmNj0iryB9hDbLjfVbQQT23f1eM+585GbIukjTWVIZaK6+yXLQxVeRWKd+14wLXi6nvTlMfnzCQLDUx7nqMJKrfP2BAdzjidYCfwBPRux382VFUiJvUAQ/tg/67woMMo0NNvV3WOVvPKU4U/vYW9fY5siZABgXwfmxBgP4TZ9mQVt9vFl24VpzaoMhAViQTMQbCqTEOapwHhEGADfIHYBCeYC3xCeoeysuY0uAPUlNRc+/2va+fPK+urZnitLyHnjVLRtlR+2zbaes4ABzl57vvbmxovnnhKiCPAphoYRfl/cPDr8HPBZ4o0K7c6McG51z4fbq95ho/PWztSlT8ka3XPI+tXS2dW33YDOR2qghB82Ba4sn2TkmrpTNcthSUljy98/DSmQuF+YWLXLeiDxpKLffbe6rtJNKzNuBpKiGTDYL0gY6ZBTnjjUGlk9NrxFRY6L63trEBjgNK/LOd169x3gvusVAbvHH+qnts0BCzmUpWa6sKy891nDlw+OBIkBIFgTqWkkmMT2dH16VT5zMKcsRMlbv5eUYKQ0xmOUb53LhwFRatmpIy0wjnUVYL+FhKBuFuZzpOffX0y/a6lsDYcOAvkvLaAtdtYFUFHrJlZWXqDtCAhzltTMWdIXYtrW1Xz10qLS8fZzWfhyqDx4cpbZNwoLKuBldxOVKCmCyB/goT4bS+oqBM3nWtrNnimpLyzf5GCK7htnUw5aTsteJzMx7euHPl/OW6ihObfVh8KI7Lr3BAlpg3Ll+/0HUuOClqLMLcZcDYLDkj7cXTr2Ad+va7F9fOXVRgLkb7KkLPwNg06Fknp6XuCDEHlLy7o4ctZxhs9/TKfaNoV//UQ+BCMNFoLn72ZFWct7S1dvpDOg/FYXT3E9wfzZTH4cBDqfHwyzjzRTGF6efPnIdV1iDCQcd1X1FBgbw1Mq7l1DakQbm7qrSis62zs7kDbNKInrWixSrQAYcdbkNzk2Wo+8XT50trKqDOaZt4ANawGZYggI4UHKfarKqoPZFfeRxu1zmOG6FGAua/J5s74lLiF/ruBhxmjvvOysb6c11nWmubADSb6aNz5dyl/MJCZKbx5xpuB/Vs/xPQeUaAhEUmiFsAVDhp2IxR0c7U3Rrqegl1rYi6WUH9coGTUxO+HUcqDyXIxBEGPG2fMT4+oX69Tj3tpK7XUBcrqXMV1NUT1Pc3+D9+wQ/FQ9pzgMPYA61UJK0H6flDaIRhZIUKDl0wjjKAuiJghgBsEk38T3TBfAYG4Rsr3EMi9bMwSE8hp0GwQdjywy3UIcVYGaSrGWKw2Gf/EAueWxZvCgRZSiDhPwwEggHaYyrK2K2c5aAlCNt/zJEaY6yx3H/vZAjx6D8xyZfIJSPzdl49a5z9mSnPcNYSNEOfxcJvcqNtFil76AgiXEJ2vMXCZX57FvrumgClYdLyzlYQN1fT8NkqZqnag91MV7oUJpjOBdXj3nrWhrITLBcv8N2p6rJBFJyJmfJgZbDIb9cc760ixpDpy4BstLr7JjX3TYiSgdyUEakAStIKjmsXH9il5KLN0+FChy3wdwcLxHn+OyTBdFGP6FkD0Dljmv1azVDw0NYWYwHFgsMnY8tPc1w7x3OLlB2w2Tj8YhgcA3lpu5WL/XaruG3AEbkni5MtP8lmsYr3Rpr/16OZCK2LsITI26yElFyQOQ1sGIUsYUXhlWZFSPEwE42F3tuXBuydCvwQZICJq9ssBWmbFcuD9ml4bQE0gKboAHvEaqGq9yY50+UXr10uaz7BvwfYVLy0dAXYYUhbLxuO+II8fbfgIGykusRnl7TbajhhKYcVnDGEL5o+w2P9ZDugpnAujcN/krBcBNRsErihFqruuQlW7ok2i4axZ09z0+wuGuOKPPSaA+azKGCXuveWCY7gKkATP2TsVqwNNgDRc0EANNx05gfv4jdVgmVP0RkfgQiushTl3DQVnFaj/2TJy9iuWBS0R8lJS1gPaHxTEABlIDPGYsF8n23qbpvAfxk4TouC90hZAQ918FvgfyLvvzYCNAwCloZy1JpRq3WELhUPuVnBB2H6Rin1qB7ZtaBUGgIrhFciQk1CNtH34LS0oEz5IeN38BwA84Ev4F/Gx+cMyJpJNCfEavqHfBY3wsAbfrjOt2c3P2rwNof7DYIV+FgR3t4n+ssHDtaEDdILBln5uaYYHjYIpu59xtaLRCJkyILMDwGQhVYxtOjxME9J4gZZD7cTBBWveN1FIQaBzyldkeM2+PXpUeTQnLmfpdM3rAdNkkdE9YXq5VQsA80ZGpxfcx5+HjiJptbBxzE7kIdphw6FaNGYgEwCImaCY68ZOAJO9uFPpCmD28mCRJahV2Jqb+9UGg/BHTHk3Lr1rPHIwLihrJBD9eNQX3DvD/aI4SS/WDIbnwm+5J7QGJfNzflTjzdwRg8tLXiC0IyQgNhNMcRrDB4umE3UssQpapMRgBdpFxgs68xWELFUVnLRlDVY0tDQ6J97GO1dyCpI0mHyL6ro8nwRPS94VQZeOfyVsDN5UKMeYAL3dXQcLsgAg4kZ4igKw1zA7cTzJHBvOTJlXLsZchVotPH6hwxwYTpIeZBzBPJ1HO1y0kOP70/kBE26ltD0obWZc3vAMMIb6PVgkHjlvxaq/snE6QQWSMNyExaIJAdTj+r4bpdRV4+jtPqH892qHQjB6CXARNBnrj0uCdzwg+l9KHwD0o1LkcT4HGXi5D1gRwAMkDtgTSBYXygwfqEotU+eMoV7A2AQsCjhqlcP8h7oWWDcpcg3BmXWi6SRTcyAMAhtmLsGyCIMV8zE5ulg/KQ2COeZJG3WdH82oSh030+4DYynM7i7UZDG43FfNffx5v2lv995D0WecM4rdIs2fTSekEF3TvMGL5pbw/l4r7hGt5tz1ZBJw3GPBvceV8E5T/K2HmfIexr0XzndFpyT5xk33njN6cDuXnXos+3/K/A5kPY8Okr2ut7eY9W3V5umHOGeeM5VENIokSznuTTCcgGHlJam5tqKqmtnLxsE2iJfWt6zpb+xD6cNv06miT5hbmTnikdzTx7dJNxLI7wo+ny4uEqfAe8+4V4t6fgq6CIzmkHOqtmj7Ixnn8TlvhdOGDhIDIArlk1fS/eaOrj60j/x+l8YARSsAa2eQa0av0WbD2L07VIKoOorhdSTJtS7yHUl5zV2oX/HNrjELoB0JKIf8hGEUHM6Fbn9isQ/9wEy0gWBPQDB3zwUd7UWZaySpGCfbQSNrNBfDptU0l/+59kg3GANbBAPqDH2C4OI9LH14miDCMFYIGczeh373OByE8beSd8nPsjhJPImCz2izCCXqQG+4i881P9JOvPHzr/nWPXNrP/iS1AUZSl5H/JtOd3hlxg2BGAcXljmU/cA78ZroPnlvv7nboD+th1/8eV/7nH45+v+fSNAAw6zGCqj/K2ph9XUjXLqchl1s5z68Qz14SlNheYq5NHGiRBzMQaC3MqJZzk36eb9ExctIf2KOBN/f5/xO0AlXzI+fs242cQ/d81wagdEZ1lqP1JZoMBwjj4lOrkZxILdPxtkKZgPLEc/COToywYRIXrWq0CUj3aKGaw2CNlQI3sk2CrCNhm6eLkeToN7xugcnLAmebbMuNTTZ6f/Rx8P7t6/X2epP3q0v//9XIBicKNKbhd6CjiLPHHV4lYR/9rnB/rC2dNFjWahjk3igoh+cO0BfdEA9wDvpA90PqQM8AcQwJ6zQ64XfZx7kMHdkH/t+PxztH/TCJDIYzBNUH3EsYOCd8qpaxVCV0r4ntRTb69jEgjKl4H70Q139ICeeyHRpPxIuskf9wCpiQgqgrAfU88uM2qP8BdEUqb7qZFK4/mAL2gKwCBAahI4uSaM+z+FWWOedXdmDTAISKSu6K8phg7W2CmmT1PMp9ggmFOlMNdtl29SeGzRscSSdIcjfqPsQBlj8AQm9HhDhzdsKqF4qOtvNcsBuhangqupQYANLq/zujUOOlxy0zowunZayzzoMNxMDR9q8OveoL/r33Q7EjSJLTfRYgHzoP0kW9J5399ZdV+s3DKfPdv9TOjozJaVMl+6z99qOAg5/YEZGfSF09+LYyJteqkgbqyi52eF6nVcFLifc0aTDsIjtPZA3xwcXmHJa7nuX+G99483m3ATFoWRFhqGIfaKiEfIMUT+903WP0f+O0cA3TNQq1ASXzIqI1zwXgXjWqnQ1WK+r9tQyow4Gzjsos5D8jtX2aOXgyJHSK8Hrs2TWdORGuh6X1CPOxn5gfxHD1JuFnzK8wQYOtKUxUyEWUP/AXIf5WScf4Jn3SdYQ1PM52EQIGP3dIrhaIP0q8oKNGojJfeEg9XtDVevXrt47uJ6P6YQ0RIZ5Mzhwr13eOCmIKPRNvM7Gtq3ByA9611R1m0nmidbowjVQ896sIfFqCjQjfUldx40b6yql4BDIT3rz2mEDvL4f8vb0NnqSuqEmXx97ws1141Qb+xmv/VBjTC1USoo5RCwwqHGS/Ss13rr1pXXdutZ/+X5Nc9Ek1qcpOXijrpWrGc9mXZpwWB6j/vBCGSwpjmFeBscchzQo4AlB1ougSmHaD1rbjL+2ZGn4W+5+babcooLz7adWuWxF+tZ9+eN+dmj/fOG/8wRQAxr2DPNFZg/yWEvdati2I0K6lol9d0VFFUhwr4F7ALyawI3E1FT8sMNxLz/2W8EJw4D+G3kOEDmu3SC8rJlhDgJgFqP1PKh1B6gnM5GLe8GwBEi2iD94br9j+FnYBBkh9sfDII9GHtrgwAb5HPt5vjBgHY+0LELOByWWJhB7e8hwjlgyKZLYWjbDl0zRXmFLkcDx1vOv3D2vI4f0rM2PeYJkjrjQL6uF3GVp7jUu6zUqxyEtsDQxj15x0GzE7V1yHwA2s1pmZVPJ490RRRXkDjFwF7DzXMavNW83lXH/kIqT7WT80U9S5dE4YXoWVP7ZJzjAk/UnABBQcKq7kOSwdeCWtgRJyEgFelZ0xQ0vUk7oq2aO9on2i9mwJoH4XtwetYDlkn7DAItuk3zVRDRG/js589eWBNswDCUQgtGt6oXL1sD9KynpWSkxxQdg9WIVPzwDy+HRD6/rsw9IwwfZwZmYpAj9Ckw9p+YS6902PnV4+d3bt1e5LodaZ+iqSciO31mn2OHxjmHnqsLXifo4iq9EnClZQe4Pf4zA9z/0lkhyBQ0FaZT26Vk5gqEO4udPz7iUT3fb1eRHSLqOcQED9Dbo7kcHHsXGrzu61BOgjj3dc7vtB4IFBWhv/wRdbaMf99GsVWzhDKDBPbrC1Ka4GgIFH7YtUPzM8AghLo3yFS1JxuEFwbBBcb+YRBRQYxZ9wODfJa6x6nOG8gGRYUmFqcj2HqwetaYaIxQHkU1+/UK9isn2yzubOvY4Mei9oxlxrs0NzSOtyB9H5yLJ6NAE62geYQLC6AHGMduzKhDzDapyRaLLYKcoUExpSS7ubnFxNd2jtG68SYLhWBYyQJI7l28EsJnOQ4AqKaPRaMwy5t3qSCE3+47HrPfaCobJ47AK1y2H02J6+ZCoMjF+xFCkgE6GocSx8tAQIRlI1kBPcVjyUfD0hP5dQmAw9EC5fa8oAGRU7HVdgj38Ug+WFJbUVJZvs1BX9lEa6jB9P1RdhU11aOghwUIwnrANuNh0dExiOPV0J3/4usiBETuENG/8IwAHbYwVxKDDFi8RXqW14bO1s5FXjuQFhqol8APDZoT/J0zUGyFWXZaYN6GUA5EIgTIDy3z9Agg4E8hr7rYOs4bHccAH4fYUNDfi/mFXL4jXsM4M4hQtd3epgdjIltb2i5evOQe7rvcbLOk6TIxI+S0RL+Th6xJTzc5B6KpTVYFvGri/QEmGhIshehZE2bnP3S9/7MFAKtwmEpRZvL82pMmqQqzdgoVRws+6RT5/Rn0s/ABwQ5UlpA+KsAgJDXmlgp5JD64pBFe3Q9as4njBUP+9OEh3+/3qZf3GAleQtEe/FebhrDY/JTmeIbVJEzkxd0hf4AKQtIO/C98EGCQPtQ9gEG8P60N4gpMbJq6B9ogPGyQfpcL7ov60ma+9th8gFCPedMo7gPGkzcZKUjaLZ1gArLOHBazvuRkp2Xtbe1Ez3pXrE1LY8ukHrZe+NrYcmNs5ys5rZM0WwzdChjO5yD6LFBEUwHHRWjomGK7RMpmWUJeak1L/fXLV96+ffvhtze//PTz4y+e+iWH4+YFXj4ZhCdppOkDcYF4XDIVptivWOi9YywS1CYPLfdf8kFol5gu77h2rscWMVAGIMupkdIM53XqHpuETaEBh6ddpTuuyQOAPtd3+xBzcGnDWR5TborlkqWBe+f4bB0GqDoXWmXKjNSbLWm+aBhT/XhpqUNKANKzRiTr6XIOa+Z5bRNHlpIcNJ8tt8JzD0j117U0PH7w8O2bt+9+efXTjz91XTxT19SQmpc5wXyRuus264Puq1z3i5mAsCrXLQFCLYRUcA+APQc+GgghsWbMctZe5L9bCSQPQTKbNlIgc8cpeJLRY8uNNp0DSiOw0OIhRRENBuRkS6e60xZJ6xWmQc57fC1Hm83jzBF32MnH8XJoMk3RRVPGaoWs1YrRYAzE1bM2nVFSXaYXZDvSfN4uf0ujAAc5a9xhiNZReTEz9bmeW6AFCem70y8CXR3PIHOqsNls97igorryjo7233799QMYNP3069ffvcgszh1nAZIyoMTS7SRAzgRE0uVtVsFpQOsNjZLT+1lE6BY30ZjntwPkZegxZ8pPsl0GYrATbACm40hi/p+FrUHXGP6XzpDkW0i1DQxqJ6H92dKJ49VH7twmVBIl9uyk+EdoMvwSehSh6by7ZRG3wND6edyeRpJN9/pPbooNH/n9MfjO8J0rFf/xFt/rJ3x16XzfXBW+1So4faEAtV2SMlMG9wMsEodDH1GYGtRQ9w+DgGEu0QbpHwbpFnLiSKRy2s2FUVPMp51iCLFXb+oi3/396Vnzbl154h1T1j850sXfDfXIGSmg7SdLboLD4uaWtm3BCLPeFm3R3NgigR4Gjp41un4FkDk9kBh27uRZaAJubW7d5MvCoDb0UstNspgflRJ/qrXz2vkrgBss89yFIq+urEOY962bt1IqCmsb6r98/KysqaZbz5q0n7Cnq7hsZie4Qsu7vA1UxhRk7dYUVVScaTsZlHB4FMQaujOFE6pQY5vMUi/dwuLSzvq2Oc5Izxp+NgSYVyI96xbmQVeQ6OOENhLc5Uez1SwjvTs7T147d2X+gR1Y719+pfvuirKK65euXj59IfJY3ESQb0XGY4pznTYW5OfW19Yfzkq5ffO2W2oYpQu6cTJLvPYVHS8+3d7leDhIGBydSZxCNy5EVVnR/UqpOZlnLp5PLsk72Xny0YNHXzx6WlhSHJmZ9OThY2izfvH4q50BVtCAh/WsFUaaL9wZYcWMdV7mtlvMBNVyh5kqu8cEdjS1XTh9/kz7qZ0B5vxofDg7O3rVISVveZAhPXw0/ou7j5OSjkxlz5/CBpEAhQVe2y6dvxiedqTt1MmP7z9+fP3hYNJhaKzv1mUn+TWa9GmgZ61isw5UTFubWk+2dyXlpEpCrMSQDuhZVzbWRKUcLW04AcalH999rGtoGGUK4yMnaqLscSTiZHN7fkHRPJedgPBAC5miwzqYQRAsnGW/nkHEv/Sk1jrsvXPjdt6J8uNV5Y/u3r9w/oKk1TJZm1XsONfFPkjzhKy70FOaX3q8o7Wjq72ztLIC+w+QCrkiwDXLnHZmVRTfPHslODcON8HLQz965vHCjoaWyOQjY8wX/NNiPrjY9JcuKsTWC1pRjFQps6mUOTQ3zaV0VaglMuPnSKxeO9zNmio+Ql2soL44A6GW+ggWX8+p358j3Bl0+FALDM646Z/7DFyKFIJuRlSQ5PYuAhUE64r8eosvwWNYkDn/uQrGvRa++nQRbW0hasUE5EwCDGtDjFbTPOvBUxj6wCC43XyRNAOMFaHAODAMAnrWAIOsYKAS5GqiuveH9KynqB/YQgdr3swaVKotNSxCXBUtV42xmOsaFzDbYwNuzFM4cDQ0LBn0rBWWWm3Y7sGGh3CkpUZxcYlelAOlO2GFz17Qs5ZzRgKetJ41SqtlFKxXgT4yqIU/ffbF0ydPu1ralznuRFHGCJkSPLh+G7SYF3vu9T8anp+bj4pyehP3htlWlJaPZ80fz9KY57RZEdIx3kxZX3qZt8Hx4tKsnJyj6SnhucnKTlu9wgMiEmJsYw9UlZbPslmz3dPQIsRpKBMazaU1ffVMwp0hhfRMDQE9a2guH24OiJUsKEtkpGWAm1RScWZ+YT5UTTl61mjyRAym+4T73bp0LSkzhRngOBZRO6RVbdaDduuFs+fYUR6gWJSdl3PwSJSgiZKSvWZVddUP3/5Q1Vh7+FgC6FskZ2eIGMycZL7wyNGjUJeLKkyqra4BS5futJesOky5oNTomLQj/Huny1ksV7Ze7Z0Z+cWTp69/e1lZU73Vi3WsMCPv+HFoyofscoTJvJDUxJKC40fSU1Jys7dF2vMzlWzDPB/dvJ9Tfnylj4F1tEdpYck6XwPQpdvqYWAX5j6CBY3mUou9dtge8hQzVrEN96mtqt3sb6bmpGMd4VZVVqlor6XuvvH502e//vzL1YtX9vqaeyeFnKg6Mcd5C1wvpwCAgKx5Fuu2uTMhUBr52f/w9Xe//Pbrw0ePnt5/HH0sYYQxct6BBbj5TPuLr7/98esXrlF+rFD7tuY243BY3WVAsyk3K48ZaF9aXmoZ7gpWkyrO2zLy8oqLixNSk+Pz06e5bR7NUtvpYLDEb399fcMiu23D9GfDSc6109HzMCktLe9obE3ITBlpsQDvkGR2+pg8u/f411e/PXr8+Ksvnqdmp0taLCHozUJT7cunzre3tbmGgN4WWv6HGM32jAyITUq0jPSor6yFw/Yo/A42q/pLI9eg8rj/rW+kkUy8n0NrP8qHAC9lgBkjewq1XoZaNG7UYjHFlaKrNghZMfnCPaniJL5zlSOenx/yK5QKv0JJN0Rh6Fp8e5fvzT0GCt8PBV6DU8E9HLhJ+yJHRQT+88WloUHGYvOmCc9ZIzJxmTD0uGOgkqZC8WRmg0yre8IgZggGYXD0rImQ02BhEE5mDdogEp9xiiHFGf2pc3y3xRWnQNbGxaxRwsuUBp0H8E9Z46O7y8f05tmrhmG2IIYJMhpHizODooLBBiw0M7aoqhT2tqLsWdm5ucHHwG9QVs1ufWNlvbYHKJfSLECiZ63ivqHjZBdsbG0C3Db5mJ09fQbE9kQMZ81w1QK3EZdDvmNgK204dZzNgqqaaiMQewOJVF49a9hlo0SMZLtYoshnL+hWx2clj2NrgETcOJs5M521m5qaowvTs0oKw+IiJ5vOLyo57hTlD34CoGfNCnMoKivhM5m2wHEziNI5xPsiWRKDKYYRDie7TgVlxdfW1Br7WffQs2bJyDqsAuU/iHcjjVT4iImMvqRTSmBLfdNqlz2CJjOhBxokUiG7HGMzf2eoOUgjbfIwGGmmLsacwY49cLrj5CTrxSsP7Dt78uzB7ETQ1/Y4dEDAgMdni+xvQM86jatnrUDtHm2c7AEJdX1TvbqdDrV/4jLfvaBeBPZUo83VQzPiYKlY4rhNxFhprM38EVbqoyzmQooLQzHVHIlpwICnFGUFZiJ/8ZSstMDEKNB4AT3rrQHGNbW1Czy2FxYVOYIUqi5C644WZfz+y9t1AQYzsZ71o/sPd3obg2sBCOTC2TJjQF51MseBFwH37kkHCyuKYRZsYrzfvXx79vTp5Ta7D6Yn3Lh4db2HEcrcmXKX719/+dMvB+JDxAyR8Et8YWpWVSFsxWJzkiub6sOyjpYWFqtYrJ7ttj6zKC8lO13KdJGo6ayJDotEjKbP8doKylPbIs0bGhs1D+hRRrAvkVpht6W1ocnnSBiI7dW3NpsmgsEjaj8ziXX/+cWPl85dWOeg5xAXfLK1k3XQBe/55L2OhtadqFMyXY7McUDhmiUzxXZZY2PTEdD1LcyJPxo/GhYwLsG8G/f/34qM/7GLQTdHiKAiIE0jS5lJMyxnMkBZ10CZ2j+T2iRFrREXWCw2RnaI7tphPkzhSHu+gmjqfA3f19eRMfnHZ8Ifnwu9fSDw8i71BrppkLQeAwBuLnuEZN+/fyHs4yZKqU2hdkCVRZGyxsghqWPRqwVd5BiwvaD3MP6LMAi0m3dj1oNgg3CR3/0TZ3tvOHI8E3mbEocUWuBCFqJPTVO9c4RXWnH2hzfvm+vqATcca7KgtqFB02M3tV8yrTIvp74UchaB/fJxSSjYjTWdO9lgTlN5rXdMMHC8yGaf6FkvObDr/t175y6elzNeRDFnxuQc+/nr71e57Z/lsQFE8kBYBzRRIaaD5n1lbbX5EU9iPgA7XKJnDdqhdAmLILAGco2nW3/75qctoabI4BVOW2+SquuGWzdugnR9ROIhsFgdaTf33JmzqOwJeKjeZIt4r8r6GqQkZTBlsf3WzoZ2TyBe7pX0zov84vHTkuIS84OO2GKVAygjPeup6j6bwShrpoMWHB/2EChs6U4GGeXskkIEciE9a8l1QYbnT58ba7tAP8q+qaV1GOyv9SbxMxWD0uOryytGsFUMjzh/9ezLyvIK10jvIWaAevenZ50WlVNxnNaz1pM0iHe6f/WuDjCvASwykgMhwzvXbi0I3AVESbBwPlaaQ6BnJGtgKDXWej4od+8Js4adDQZ25MFuODQnHsa/qraaGeGIvGsNJHeHW4Pk9CK37UX5hZqBbGr/OCnDedduXvvhm+8X+eyc5qL17P5Tr6RIfmNwnpYVt1DLLsx3TAbMfRIt3ArfaCgTmXckDybdUOpQwdGX3/8SDDJ7e6aqOW+9d/NuRX3tCCPQGpWt72oqqCgHySQiY+KbHNFy8SQ4CJe11ly/ei07O0vTYx8YLKQ2Fv721Y/7I23R6ZFyjZ7E6kDdlrY27UijVvg3gInkvFnyfskRGcX54OcwnbXytxc/h5QnghIvLEVe2RGvf/wtJjNRQFd+os1KUEI/c+r0JIvlgJMkFqUHJB+Ck8ewFcKvZzlp3b51CxTSDyVGSduApxcRw+EtgfwTqf/9I0A3PXFQVlKsQ/ukmRTa/8EDCJszBYbJTFTpgR5s0FhWHe5rw1cbQ8VYCoea8/sy+XwNqWMBfC2F/M/OU99fHlJwUPBEJuAefO8AFSFFRU5m/ftT6vl5xtINDGqLIr8teCjPZIByL+nb4Ob43CLHYNe23jBIL/OBz8Eg0BTTWxvk03rW6FzBk3CcmfraMMPS8gpVGx0+LsiAsVoRo1muYb5Xzl84e+aMf0xYZXWVR0KIdYxvcVHxaBD5NJQ5WpAWl5UsagTZ5dRdwWZn20/P9txA7Z0UnRmfWZovxNWzhmCtj/Ss3/z8Mi0/SwRwfZbcEuc9P373fUpxjorThtyiwvCjh2c4rJWxW+McGwBp71ynzZTehC1Bxm0tbf3rWbMVfY6FXeo4u8plDx3K2XJgXAuHykzL0DDTmmi/aJT5HLB2TEhNlLNaNt99S1ZOtn/KIXAMkLBdvMhpV3VFdfSROIaB4jp/5umWLid/D1lwDrNb0IPXAYQ2Fy1wdPQ65Kdmu2Wzj2lM5hE1a60NQcZVJZX6QdZTbBYv9tiTlJV6KDEWWkXUHDeUFBT7Ho2e5aBjH3OgMCtnoaU2RHywym2tb/UPC1K0WDHebiGOfT33XIbS3kmhoO1Jc4pB1jlQLyw1boTZHGQ6w5aD1eJkW9dc322zHdeD5WD4EUCTkTcmej9bAaSZ47NT07Iz5jpvmmqz3DDMuaTw+EZviHSyMelHs3KyptusAhnCpPSU+NxjUHPzOhwSl3FM0W6l6UFHWEUe3n0AetYSTsuO5qQpO2GaB1sBNitpOZnmcR699KxD0w4fyUkV0pUvbq/+8YsX2/xNIPkV0leKL8r4/stvd/qZw+Ltlxq5MwiEc4metbxX4sGihnJIb13jg7oa27fb60vZLxtqomQW63mqsWObtxGDhey1iIPEWn+9kuJSUN8Gp5htIeA3BNQRWVhWc0uOT7Nb5xTh9cX9J00n2xStwGgD9KyzPr78AE1YyH3VUMHhsB+4ProkBMN3BaZENZw4sdZ+zzyHnYHHop1iD0w1WpRTWgh31zzzdRIOS8CTEzRynSO9wwuOQIrwJ3u4Bvt4//uD4H/vmRCiAXCr2IBfT0FgCBQY4OYBe0ZI+MyU+JeP37ad0ZrH/6iF/5tzjC9PU2dKqZRggUBTIU8dsbYCgYYcQadtwo/axKGiSESrSbxGXovPqLuNDLXVI6kt4xnmkphbDeZBeHlA6Pmf++EJ1gCDgFNMT1uvAWAQIcyzXo09GHuwQT7rFAM4qbSa84ai4yWXL15+dvfx8bISCQeQ1iSsLxxKWDLzXLZcO33JOylSlDVT29eovaH91sXrVoGuiEXHlveID/r61tMtAcYApE60XGga4SrpuBwyuAUuW3XDbUHBks6s0TZ/ymLvnVdOXTQMsAXXJVg5xU3UEvIyT7d1SlmtWOytX1N14ubl65DDVh4v3+BtiBTgDKeuDtA91dIFlAPaBpBOgvD+hS1vF+J2vOg47KC7/QxZipsCLNrbOjva2ktKymY5aQMP7FRTR0tj0/nOM+FJh8dZzwNl5MKcAtgvRx2NRaCBkYKwkYpvWgzgGPDtR7NTsZ41hxDClh9hpnowKeramUvnT56tK6sCDXsJm+UiRqqOcQfPd56+ef1mU01TfPIRORswhJUDX9oN3gYXus4+uHEXIUhue+GegwQB7Git4gKA3Qh1MLAvIHrW3BsFN8VIOx7xr6yp4ifqqcjeV0kEHG/JJTOlVZ031JfUTnPVUrBc3lheqxdkzUGZcILAkldx3Z5dXARq4x1tnU1VDUbB9iD3DK9vcWOC4vapzpNdze0JaUmyiP4hM91idXZ29qNbDwCl+e77H66dvzTDaDnDRHEI+CMj9hsSDxhqppKZlb033Aa2Dt0dPWw5sOJ9dOHOvlCb8Ox4MEKTM1mKT0B2iee+cx3nAlOQnrWYmQoImdIMJ5acT1xIfGYyZOsyNmsKaipgqNvqmveG2Wz1MiwvLFG20yY9kxi7l4JFpb4SjAcaTjZ16EXYor2LkcIcu4111ScArmlpafWLDwPxqazjeeAD53os+MrJCxo2OlgTVXaGw/rmptYCQGmYims89p1q64KaMLRo5efnbg4DR0qF9QGm7R1drc0tgLRMc9Sc6a1zqfMc2FEig7d/9Kz/ZOT6c/GO51OEtWUIjzy4MoJwMdrYYfgLbOfAvG0WtXeG8IJh2isY1Yf5HrUK/naD+vgN9f4Z9cMVRlu2xOVGwdIUQWNt4duNItxgjfoecTvM719QpwsohbmjqN1ylCWwUaF8hYxkafrHn7zkPjDISNopBqggg2CD9AODSFAW3FS/vwEFMXjrBToHWQYJTkZJbttDbUaCbjW3MRrtVhTE2LNW+eybYLcM1d9ZM+Z5bANbPHHEb0PqHxDsDGKdZnjAw4ZVLDBNAm/PQbyUR0kVQ8xgqrvMe88QC3BuJXr8clJOa9cGGYDPLORB0+y09GLtdx6ymoEMT8lQyo+1mqcTbjzCpqeLB0G7WPLyFks1fKD8xbO6IAqavJLT+h2HLNb56kOvNjKCcd+xK8pqc7gp2CNALBhjMU8ngKkTxBpnCheLPwsgL3Pm0gN7dkVarTywFzvF8OhjsGSHm6htCDXadthS1UaLgdjHaBslbKQKoDl0AK3x2T8OiIw0kxeWa4XlB/ZsCzfTcN/MYZIRKdrpcz2274my1vLXRybrvMJJ+HLAkmZtqCHW8OQhinAA+hFmGgudtwKEIsqcvsJ7l7itejeCTxZXpvxkq+W7Ii33xdhrOG7iR3k3ousAuWWOy2bdeIdNIcYTraA+CSwldD4zHDW3RlsstN987faN+o5WkT3QvcItuaC8A/JcDccN6CNc60t0MgoTTebvO2Sj6rsZZLtV3YFOg8cQ5SlKywN1lVyBNYgp4Vz+iZHCdLu1M5FlLYKzoTq6IYS9NdhEwWnNOCP1ReAWj3iNHBadkYIoe/Zy9127DlvrhLDl3MAznuhZK8x132KR4g00cHETlTX+eltiLYF2AraKkASgDgtaz3r6fN/dC3y249itAN4auxPsVvvuGwNOjEQj10BOwV5ra7jphgAW3JBwa+2Ms1Zz1GEwB88E+Jdj058MEP+730vDIEAMgwoHaJZChV+JMgXBaxxVwJ8TkdbkqAUjNDQEcsKFQfP61ysImEYkv5+o9lwR++2CudFDf7uOUmlogITmGtRWg38+PKNq86lJi8dQewBamYSaFZFxyicD4+cniCdYQ3YFBUbswcjLBoEE2mgBY+wwAXjd2MgI/qV6NMX0hkE+Td3jdKlAz4WuBJSwUIGRLHE0J4RzQogBQtOh0KOOMx26ygdhCz7LacHg9iX2UPvk5unoWSWNiBzWNgQ4rEqMSXjA1ZNAfNvufhkc4+D0aBCZBzegAwGoUOHQw40LXDlpYOPSTggoWUM6yPAK+moinA37LBB95vRxkDNEStD4UzSAxQNlwgdRZwqcG67B0nOJmzv2TcQfwRrc3A+SQ9HnxtONAq8gQjF8NRlb7g/Zx9CjQZc+ev0VgXqklw/ick+Nb3z5dLsHHB+GEd7J3YWgZhw8tlCRQ7YPuEaKlZ1HmquN0ZvT2NR8sCARysU9JVLxaXdLmfMOvjzid4NcGZwwmfpuXjNPPw49L4Rij5tW6FMi40+UqfEY8iJCBNBEU4YHiqbo4W+H0YPRhj9hVjiaU7TBgnuAcwRSzEBa1fAesqLjAYc3AwaKezXpJhqYHXwDYJQccjfOVXz+Kf3fjZj/h9dOJo73hw6mhHeBQzZs003lqKXDl66iyhOGftMh8vIO6J3yvX7IeH6K714T49VDQVRyfIoJ2vAL/gEZ67fPqc4CSmb5KGwHI03pgtIedFeQYP2nZ7MPDDKadjcHNoj7gIa5/cMg2HxgEGwQXP1DWCFAFpyG5t5BhFexumfDNAqyyN2VV35+oCnHD2QPfQ/MReE0cPdsRKSfavwRwDG54bg7ANHdaP18Na1nPYPzXehLiWA39zhY9Jn3sPS5obd1t8BxxoGcOVfym6aj0B8Br/SeoiXkzd3Ky5yIzPMVtBptT8yadzR6tSZxLp/3inqPCa7S4A7yGfSM0GskiePcFkHOymEoI+O+pqK2Mjk5CczMANlAJLY+6wd39e1eV/BokK8gP5xQS1947xnBwbf7nb0Gs9ctwVnXe2isc0I5ugpTpBrGHWGyRPW8qfDgc84KfkG9kbxzyr09OJrAtEb2n39u//QD/88He44ATczAXC86jJDaI6Fq4LXWSF1w/nhTI+Gb5fw/XKTeQVwG/vVz6pc71MML1M0u6kITdaGeceEEBT9Xm0FsT/D1M9HbjaPUNIWoLVMZpsg4CSPjBCUfPFev12R9Hgbx7JtZg571VoJZ988GodMoniSOdyBowfseivU9LoBn8el1YX2WJt4He6CHnJNb4THqnU/1uXfphHEA/Sbuxwc6Yd7Izl1C+l5FrzPhWSd6nG33Echq32eaebJ73g/2MxR9vwKfA0fLnzBP6SDLk7dyF48eqwhPGO1z6w90nnjXKW48Oy4p9saNGwDTj2EjfjQJ6/19I+/F9rkluBfOfca61WPIY8b9+MC5TI/ZpN8/4ND1mxDQj/QAg8Od5YGCMsno/w+zy/+Zr+ZmrPSM8KTMJBzTWzFuEOAEvl7Buld8QIeV5zNWFdo0W2U+oyl12NcXRe50jUiPF/C3oew381ksFbBX57dU4vdU4fdV5bedyW8+k995tXCgqaiv27ApcyhqozTDAopDk2h0pReK8MfG/5MwCOhZL0cx2bgPDIILjEQbpC8bhJgP9LuAkFEju0jAIrptnwZ91/Le9/AV3C0z8ifktf76cxkEmcu/5FB/7gT+xU9x7kVUKvmkQjT3LoG5QFgBubkJCkx8vAY9I4O84cjEMeXFjZVB0RAgYOwqie8TrPLxqW/sjsifPCt0LYPX2u21zHCGDt1FnzyZQV7vP2/720agx+3BM628aSxv4jzgRrxXTOeizNMEDCVHLh1upzs1zFjMZI6Q5xSREEnhFLlhNdMntsqO6VKYdG6a2DnFIaenT2ybOblGSTxbSdhDRnjpUD5hlREIAIGK1D5go3HYIDwZxh9JtAeEQcDWiwuDsHsHa2I+sBqZDwAbBJodOU4xmA1iNnCwRlCmgpyDlmGYvUOin8uxIP1D9sN7lfI+M8fk8Ubty1AkXOO+TxoUP1jSII6q5aE7xAya9AZQShvMrQODyJKDrhxtHwMOPeO/KvFBd6f8KDMNTU/d0dZ9BAh7jwCqpoI0EhTWaCiNLTfedN4aD7Aw7mkWPJihG8x76HSY2ESg9nH4FxyE17rvl7QHAjK8ONBaxZ107ha1T6hly8912ISUnmgV8j++7LHkhc1maR8wmGoN9rt/NugPZhz+ec9fPgJ0dsip4PEmi73+xJti9z0NeHO30iQR7oBQI0ftny6sOlJnNN+hKUPK5EUuqE6+ozLhgfqo++oi99WHPJkz7qvF475bNfbl2vEfNMf9riX+fq34d6tGnJwz3GCSiPD80ZSZLAMI3Yi0R7LYXpu/Qd6rn4NBIBT3V2DkUPf+KBsEqVEreSWEtXd13rpxC2hzBuEOYsCM5pUx+vREGikIsGcY+9sv9dk92mZefdWJrf7G1P7xm8NMQYgZiVD/C3rWCBU1nAqcgZrSKoj+DNyV99fnmH/5nco5INrC6wNXWv/OxZuq0Dpv+Ck9ayToypTxORp6NCOVwcYgLFNqpcfessISKQfo74DS319qEsgDu5OiIkKr2bJgQF5XWrMl1ATOvJur1xs4QnrW+gesdALYdPWv7xiy5CKOxHgnHqR9Hem4P4i1loA/RgrK1utCjh1uqWte7bEPSPT/6Fn/1+AzKBwTOBhIHbBNhMLyFPQvKhJCAxcoR8OdBm3DsGfikuf6uzEwUofoAGj3j29+iEuoH016+OwRVpOHts6YeFl1wjX10TfVJG6pTr2tMvbBHLFvlw79bfWo3zSHvl439J3WkDdaQ19rDXuDfhf4sEHk5jKRjbL8WL8JeqFJ3ZvQljiBmwvgfD4s/MswSB/DXIlPZdYYWBxhpTHSck5IYlRSURalC8VxDuvjE6fbDS8qgCBRVVEFyHuOs0B61qhXcPcYE9CzbmsfWM+ad3PEmScaouVipngJ1R2/7aBpXW09tOdRbFLf/2wBl34DTWzoF4jknD/nPd0wUfcrvS6/70c4Z4JLZ5wtG88ZYj1rKZs4P+BWT7Vayl23+vkKBPXIQqMd6FkfRXrWcohCpy+xLdKitbMDejcgjg8YOnnPk2cMB7wQ7vt7YOJw/rA8yCi4al48d0k7jA2wWHd/ee+hQFzA3Jy8hJJ0rGfNsQUgWRL5ly2XW1PinRXZZ4mih7oH7aTvULOmrnbc9f0X3969dWe+y1Y89QOnP73Xkl61EAL980wQXjk+dXt8/kEdZPL1/+XbiEgThFemMpZqgriM2LSoJwAp20FHIvRnQNcFMWzjZN/kaaKDJpkschx4Mwgt4WCN7zQhNXGDiXynZo19pDb+psaIq2qjb84ef1Nl9KO5Yt+vHPubzph364TerhN5s07sDQTrdUMgar/WFn23VuAXTcab9WMj5EcKzBlFi+MTjT2Sm8JZDQQX938/fA4GAUS6fw9GEHIiMAi2J8AwCAg5DY4NgqhLUkFgPtBXz/oTdy3a3uKFkaWo5bF/rttmyKNPd57CetZjjI64tTa1kGDd/Vh247C4qZ2r3tldgCI0LKSPPNZs7mZP5t5Qq7Cs+Ib6hm1uTCm9+cKGJOvnQLr0E9iL6kBmGoc/Lr+w3wtBytpcRJgD3yMyWR+MmMQ10obO/QitZw1kRKxYQl8dpyqI6H0KoGd9JCkhKiNJUI+jDEUfgQfCZsvLW67Y5WuqF2mbUZKbX1K0xGLjZIMFjL2Sew/b1tTXgUAHbuHD9ozdlEr0RT096TnLHj2GHOig33IF9ziQ+2BaJB88D4bSoDpwquMUoi0D1w2JaeBZpreK3NCD0LOVrrvX+Omi1AkJAZMfLEpOP34KBSfKbBMOIHocHASrM/KUlLGuN1G4xo8lL1mF32jGCpedjge92traL164aB7opGS4bIiBClhkYFYJuupuwgm5uu5zwHgO/YMeJ7zIka/D2DcX/Pns7fFPyP5zI0CqdixFhj6QpmH8cVCDe8kQ4RgM4FDvlqd2ykDbMJoRpJ7P1fvv+VwjpQokdwy9HSgTh6APIX7V2DWSjM5ZE57Mlb2mLHpXVfyW8qQbKqMezx3y40qhd9oib9eJvV4n/kZL/I02ROqhb7TE4BWI3e81hX9eK/J+/egWtfFSMgxKD9w8iCAlyS3wF9FyyoNcYnvCINDB2Kcppn82CN3ByIFBOEJOxClmYDYI9zHWl7Hxc07oq2fNm3z14AkoQjeBOHRtkiPAfQ961o5Lm5uaiZ71zmgrkBni6FlzDZlQDBWzUJ1gtXC4sdoo0GwCzi9338GWE2TNmGy7RM55tbipsrztquy8XOhVu3Hl2g8//PDV42e3b99uPX/SNMKll5gDJhfLYi4t0GZJc7PCMAsNafvlQ5BzIxbzJAt1N90C3UxjreZPsVmKuuxIfGFPG2+9cIrdMj7o+usBBHFqfYayoy3nTXFajpSb6AuXG26qBicsab8UJPO7NyUsWWH96eJGKkJ6SvmFRU4pwSCigmI9a9oYy3lSdssFoS8RfwXh/Gp56VVXVre3tj68/+C7F989u//42q2b2SeKM0ty0/KyQVF6suVyHfv9Myy1BEm3Dj1xmPoNfGdEqebELKYiuOrIOq2Cq6PblPC30ChKj2waaQlMdVoxBswNkG0HoieDnHd7Q4ua86ZhJurr7Pcttt0mZkz0vntshugxR7bQiuNsF4wynTPabI4oaG2TbRlbgc90ekH5cf2DdkJGMxfab1trt2eM6XxadgZceo1mTrVdNs4K5EnpSUEfJKxqljSYeQYmRJ6oq+vq7Pzuu+++efbl/Tt3z1y/GHTsEBQA0MUiAjsPLdpIbqT1XJAAG2WqMcwUZhyj7dz7CiRl2DOmOC4fgRoUaUHtoWZq0nbLh5pr9LP2/7kI9f/tp7i5ME3k4GbKIMkPswn48kzKUJ0yn8UwU6T2KlLqwyRmTJZaLEOtAL48JMs8EbP7CORpxbecPtx7EMGgO2YmtV96uILgMVmRR+qT76qPu6E8/KbKhBsak+5oiH2/fOSb9UPfajPerON7oz38tbb4W01AP8Teaomhf9eJ/K4z7KdVQ96vF3m8fPySqYLUHnk+aMQjYRqeHbgPYUngpvnk5uFuEz+bWfM0xSzkSKQikGPVINggOFiD+QBk1hORDMpn03u9qct89bFEKnaK4SYmJBNBFXkcILhkD6YsqFhYedmi1jLEIgCfJ7lJjkva2zu2BpmgYB1r09rUhoI1enq7nTuEmdPsYg40NTbnFYKadOlC161YexNlrOIms92i/SHc37x243hFKbSJC1jMGGGqeiD64Jdfftlx+dydW3c+/PKm7UwXb6cZ7k6Wn2SzbHWI/kKvHaNMUPvlGItFqSWFZzpOOkcFDwGhZ3i8aYoFob6gRHi20+a0gryTjR3qDlAEg84O6UVe+0E8uqGuYbOvBR9O4uhxwNsxYdaMDQdM6ttarly8MsdrGzaUkZtpp5WWnXnz+o3L5y65xwcPNZuN63LyMlbLomIjC44XeSUfun7tpjMEa13oYZGZ6bwpPS+3q62TGeoGKoDcZBxSRVGr2RLGCwqKix48edR+8ezzh09f/vDrj99+j3SUYoKv37oFYnhP7z1e66UPndzE/UTQSHmB785VQXoKNmApizSghYymMYPsQA0cNKk7OzqXg9IW4XggsSdsy4AiKW4jMpIfxlL2iwkBifCjyUfGGqgMM5wNMOJC0LM+d8E5Nri4vhq+8cPLdy6HA9BD1YsCiFNpQJZlrZYfry4vKS2rqKwOOBoxAglUYT1r85lVjTW+sREJxdlvQc/6w8eC8mIxUIVly4NsoUmUT0dL27GcrBl2GxioWUZhrOXCVQf1l/juHm8O/m2KAuZKgqYzdrmznz9+eub65cvXrr358bfHdx5K2iwbYaq+OlhP0WUtbSJspDCKrXq0IKOisqq8sio5N32SJe63RPcw2uHKm68My026cemqf9Zh3MGoMMJ8fmxeRltDs3d8JGikcIQKBplP/fO2XiPA3YYSnIoAzQoU0Jn1JvCvEh2/aOSI+eMY26ZS+2aIq0usWbfCYMemiINBC7atptZi6S46YnJgbnonx4la+pB9Q3yAvZQSY/sUzcn8l2ZPvK0hcVltwi3lUTfURl1XH/fNMrFXmuIQrN9o8r/VFH67dvSbdaKv14m80xzyTksUkJC3mmLv14n/tgKCuNBPWuLWE4UZiyX5DWYxUGsMzn6gYZINTZIkdpML5AB6Ay7DPWGQPYqMUXRTjBuwQVZSJFj3ZoOIgK0XhkGQNgjAILSeNVHd+zQbhIB3UAeTVPfFetb60J7HA/az5YdaqO30N5tqvgQ0fQzDHRTQQwLBTj4gOSIsKQYeBmWzVaucQSlYDtynQGt4/yHQUJ2w6oAuaCXLOK/Getbc+pWMrOUKSCHfvXv3w/ff//Dtd3V1daAKjdJt9kzPmKCHN+/llBfvCbU/kpOSmpEuZ7+K2jdhb6hteWn5ZNZieaNlW3zZi70JWYIzlIYyam47Mgvyy0vK83Lyw7KSptvr2Id6pWVlHkgOrwQ9a9u1K1227Q0wG4L0rGVAGhQ0QgGQ9UgLLa+q3BZmPgEcA9hy0uZLUtLTfA+HZFTk5xbmQd2VR896mpCBgrW/450rNyvKyj0Ph0o6graGtILlytKK8ttXbkBENjrkVnK82CXGn99omoz1ityigte/vDpz5kxuQT6IrsRlpYDI0VhTjeij8QdjI46WZdVUV48A5zdeGxfACvRkglMOR6cmDt2nPNdmg6bHHlAXunv7LqhLnz55yinWv7qhJqUgdyTEF5aMmLG6S2JYRUk5SPhn5uZtDLXmM5yuH2ADgiQ1jfV6Ec6haTGFeYWLPXZCcF/hvE0vyHI4CwRPZFRcdfYFWwoazWQFODbUNtjFBWh66bKCbI+lpU21XaXhsenRg4ffv/ju8d0HngkHk0uyaqtPKNlC+zjJZAnEpKBkumKl0074xfCA9bfPvn716tUPL75//ujpgdiQIXDTQ4O7yfT6k81PHz55+eMvoNoakHro7MkzuwJtQPlrjcue4sJi58P+5RUVFhGugNTL2WvHZabWV9fl5OTG56TLu2wcajhrueXG+V67AQFbartjksE8bW+9dR77dRz3puXnXmg/HZORJGoCXCOEb4BA9uOb91+9fvUDSJx8/SI6OW6c6VySXsxmr+hsbrt64fLhhHitQNBulRVhK9mFe2Xl5ronBPWjZ/3/bYL8py+8O7PGsDIadoit0yhdRdG5o3bsFSyKHR1oyT9lpsDIGQoOdragd+jv7+/s7Ojl4j5SA6shQixG+gok1nMEefBOF91sBooM01lgIoFgwJXjDSeN6NCQqJs19uysiTeUx99WGfpAbcyrtUPeaYu+Btxj/fB3WsPfa41C2TQk12uF32ghYOSNNkDYou80J79ZL/hRWyRDbuiYkaLCc4ZR62FXqswwnkWBii/wQ7gJ9R/NrImQ06BgEE4HowvAIOBuDkpkKLOGYA0a26AN8snMmuCM+lPm+G6N70fPWkbCdklxXtEqr306bgZnm07uCjKldKEDWOFwXnJwTBjoFB84EgIqepDmgKw7ABfeRyNht6LuuKGuonaF+354A1mjML1Berbr+raOjt/fvIN82TTcEzRFQ5PjBQxnKDiuOdV+MjwpRt5uNURSGfsVVVVVupF21J5Re8ItG040SNgtQVUmGh3mFIvY8qA4kZqfDXrz0yxWSdouVfLQmu28sfh4iWdixKGMo4lJiVImC1Kz0r2igoWYSgymlFGYY25hPtwTmh774bp2h1hgDZOpuwLNT1TVWUf5FpeXOYe6M6AeQhADuP9YslNtltRV1wbGhUBMF4XZxbqpZjHunY1tev6WQy3UAfTXi7Rrrm8cYTV3c5DxyeYOi1AXBbtVE03mWScGgRY2ID+L3Hc0VNXbR/tDjhkWHyEEmF0vmNsQ6VmnFGahdcIE6VkbJblDenv69Ok1TntAXk7TT/9068nZ7jqiRjMsIz1B1WirJ3OCxbwZ7usAnAFxvoqayrzjhar2IGkkD2THjKIcr+RQONXY5PiwhBgR5mxQttsRaFpaVqbqsjEnP8//SASysGHLRWcfffP9b2t9dWc6rYNv/PLZc4tgF2q/1CSrRdW1tbqH7ABs4dGzlrWP9k7LzYTzt4ryePPb68sXL+32sjxamA1CV8ucwYwcgd0X715789uruPSjowxV+UAAvSA9qSgDXg8+GpVVVGgfE1BWVLLUbvNEy/kRx+JycnPVbddPslqg7L1xuLkqcP6O5xVsDjOub2wE3RXUIsyU0jDXrK2oistM3uBpAN4xe+GskJGjLCvK5cdvfrhx9Zq+r93B9HiIzjt8rfCeT8Eh2rujqQWEsMeYzmGAoDkSZVwMFhlBx2JCUuLS01InGs+BzQf2Vh6g8epPR7H/Tz6IUlGsXQfSKwagbiohuGnWyAWTx04fqTpL9MRRofNlYxyZfCsXjT8YFHb16rXnz7989uWXZeUVe7bvFpk+HMsAQKTGui4oQIP6kAyFAAoAFWcwLGCjNovaNZNaKy0yZ9j4SXwbR4nsHjfUYoLocYURV5QnAmb97ZKxbzVHvNEUfas1/I32UICq364DAGTYG21IsYe+BdhaW+zdWngR/fU3TcHfdYY0qYlvGi3gIjN0hYSQ0AIJaic8F3idAEwcTgb5rILaH2Ekc8qP/cwmT2ZNPBjHIacYGgaBphjc8vKpphjSNsODWX+SDULOAOKRroSKz6aE4xmAu2MpH07GzZQFRLKutcnsoGNM1tGP73+vrCgbZqIszlKvqa/f7mMIRgTHKnMLGipglAV0FZOOHS0H7WYjdSnmwpaKOpfIA/QokOqcwdSFPjtv3rh148b1WSYrBNkqKUU5zx88nWu/FelZn72IrGFA1JgpLWw+u7yu2uKoN7UL6VmDycgU++Xg/9RTzxpWXbnqrsZfvv4B1JdAwxMN9/4JkDmCJXZX18mMzLTptqtH2c49d/acTgALe/dNBkODyrpqpGdtKLPZw7CtrsUk2p3aI+GTF/n186/BwMU3JmgYaFQBmkFPDzpttQNbQFMb6VnrT0TaIDCd+yf65UYjPWtY8JHJ7+SVgboXz14YazvfINqxoblZ1FgdaXPrTXVPjmhraBxjoqGf6PTdNy9AC//Q0cMQu7vVsrj3gYF0UFpUZlkB6eDn05vMTHT94u6T/QftMbgvO9NxHehZz/PfoRPI+vj6d9gEINVpdG+BQ+6UcTbzO7u6dodiPWvc6BRflBaWlwDDUg161oecsHftFDBJaOlqX+a+E3RcV/sbwpsnGWqcvXz+5xc/LfPdM81Z85svvgrPOjrEFJ4TGVANzSsusk/yg/wXiVuRU2XKhOcnoklnyoRkxwJcczgrgX+PzGKPfbA3yijOE2XBAMo2nWmvrm+QslmJDZPkA1KjGs+1g551eWvt7Vu3y4tL9cCibO+EI3U5Pz//jhUN/gYwgxik0pu0MnB/a0f7hkOmLa2t6/wMkbk7WwFEVvPKixlsJWnDJSDEGlAcQ+0dB9fumh7y8vtfUwsyxPZPk7Vfd6K27kRDwwiT+XCohONpgceikOgNmOwhVZZJM5217ty5c/r0mYzMdA1QgiVaY7QPMs+e8v+TUPuvXybJhVGdYCIqj+2WGT9P0MdGxMeCb+8GvstlfBeLqfWaI4NCw+/fv/ftN9++efUGsoFLV6+u2baGWjoSw4YAQXCwY7BkhEIfytCh/jGN2jFVeIG4tAz/pslCAZLiWVIj65VGt8yW6Jg14Yby5LuqE++qDf1+tcSbdeJvtSB3HkoYIK/XQUINmLUwACCIEKIJsPWQNwjFFnijJfD7OtEr8ydYTx5yQnlU4yxx80mCElPFKJ0plKkGapZBZUYCo2OaINcS79PBGjJrgEFwZr1YGknuoaaYfmEQWsiJBwbBbBCuNsgnMmuEJ0AEFGbKzw/cWVRaKmW6rEfDGOqSUA6KDT978uSF8+fTcrLaWttMo9z3H7QDgHCc7ULAuFOKMg9nJyGQV3eqUbjd+a6zSm7aAnslk/NS0kpyhMyAv4ECHxLi0EN61m9/eZVdWiBijvSs13uy3r16C1ZeKs4bq6tr3GMCxpnPHW421yDcEay8VnruBWn87UGmne0dMs6rkGwQ75ChZ0wxNCvuxtkrIEMKVFwBEyV4qmXsAJ2oSE1OmclaLmSuBIVQSJaD4sNGGanK2C4HR5LYvGMCxjPEzGcrWGgCVgPoB0NPYWeY5fn2M7beTuON1JEGN6e8gBIuQ6nZbjpdrR3mQQ5TTFcscNrpnhikZL58X6RtTXn1Ws/9Q01nKtppRqbHZ2RnCZvMBIW/uspay8P+48wW6obZVBQUb3LcA4Oz2l8P8mLvYF9J9jz4in4kTQylfZPD82tK6RxWX3JDqHF6Qe4Y8PFCQLD8DLu157rOLPDfqeG86d6Nu5HJscB3xsoYkDMqAGCVXVwQk35EymoJaM9q+7LLSkp1g20gbiblpMenJo430ZC0WRydmpBfUTTWdP7BhOiQtLiRJsq7PNlfPv3iyYNHag46U11Xgqz5AvediOZhJA/YV2p2hlWCN9az5hSKmXIRGXFxuSlATCxur/n16x92H7SCaChmODunuuT7b77T9mRCgI7NP2Yc6Q5JCi6iynkmBFe0nQAFxICUqI761o1WeyGDFmBKOyUHXuw8t83HCHx84FZE8rAGUzT99UtLSlf57W9qad6C9Kwhs5b1T4vMKC4YxlY38bf7/tk3lZ31k0A0cc/EeNCzfvORHeJAmcjzMaf5JIa//uk3sygvKGaEZcSWVpSqWGhJW6w1j/Jkh9nKmS0rranMzcxRZq0UNZ8NnkFDWbMMgq0cUoPE4J7kmk7861Hs/5MjEMQAeQPJU1bylObYzTqMLxqFujIYdrqM8+XUz9f4I10mHImJ+vm3Xz5+ePvm5av0/FLpJfOo5VBghPQZk7voyh6JkuBgC6iCgtDy0RoQ+KYIF08bfV55ypM5kx+pj7qlMuye6qi7KmNuqky+oSz+dK7oW03xt9oATKNaIkJCoKIIP5BNa0Hs5gZrTLteKwiJ9jttoRdrxgdIimXKDX0yf+zj+VJZ00ZqThVgaAEXYwaigYNWJWT6MH1ccOazBUYeGIQEa7flyDC3v6aYPjAIJ1h/jg2CniKZWY7rkrLTm7vaHly7nZaXCbr4nE4HnGgwZZe57bpz8UZExpHRRuoQpjvq266cveQe6icKsrBseb+kiAeXbmt660HqKm2z3DcxTNZlDSSVgITaxx8ABUuaGQZRz2AKCIfev3zLNsQDBXfo7jOfl1tacrqtA6yvNwZZNtU0dHR0llVV1hZXGwRYC8FWyHCqZoABiBorOq+BYM3DNSaEGwWHcM/q4opp5oDkyyHIwkgRKMCsCLfTnacrqivTC7JnOGqZBTmfbe4Cx8Wm+qajqcdkHVbKmi8/mppSf6L+WFrqbGstVG0zmZtQmNXW3FpeXRmeFifKYWsQ2jz4TyZlp13oONNwohE6dI5kpcrZaQ43nReYHAeWBU0drZXlVRnpmar262G4hNhK+v5W5ztOnz97Ht6829sEQBXQiRZhKwekxkJhraKmKjEnBWghvI15eFWQdj4aUF5ZgfJltClD8Rdkr/nofFZazWVjc0U9gB7TrFa1Vtabh7gg+iophqClS2G5t0FZWeXJjq7SqkqwVXOJODAMgF22PDSwnG7sAL8Y8PHJyMpShx0MS2au7cbCnHzYdkDB84cff7h+8cpMs1X8ptMn2SwWAisNdEDQs1bNyclDeBTSs+Zk1mw5MFW4derKJj92XFEKqI3PNl+LqzQysEJcP30F6hmwwgG1Rhy1sOKHmSXnnxB2NDcNflF23NzQ0gLlirLy8q3Bpjt9jWuKKhY4gJYsKm+AGjh8do7HlsbqusLS4s6GNljwiMrjKpfdDTX1z58+b2psSsg8duvc1dj0o4JMxQPZkQ8u315mux2dA0tWw2Xr6fbT+eVFsJZv9ze53HW+s7m9ury6pqySHePBr6uoF+4M/mpgrZtfXChvv1rJQ/tMUyfA96OBy9+9o/qnkDjwCHArRt1sCqC+KVNQXp4/bt96/ruV1Lki/uyIoU/b+T4+5ztfRbmw5JrqW7789vvUhEPbdCTGqokydssyTKHQjdWACaUaPb+wswdUdraYyvDdEwUrpo26iWh5kvfVpG+qAPdD9JLaqMsqY2+oTLw8V/GG6vinC4a+gooi5NRQYMSsaoSE4Ioiou6hphhxFMHXQigf+VZTEAATqDH+rjMuS3FIoOSIO3OkH6gNe750XJfGOO2pDGrNGASDwDMF22XupZGL/XRmjdkgfNgwtwcbpC8MQgs59dYGIWyQCTQbpLvK2fOLWbJAVjOJcfXOjvAvOGwV5zcW8mUiSkkQEiP54caq+0Ks5Zy14WkEBsKmIFOjSKfxxBaarTDbVssvJ2qe7za66YO7SNL0KS4yi57Ycdbzdwabow4X2NjCrDDlVTy36UXZI5sr1vSlnnu9ssJh073MeacARGqYP5acpN1S4wT3sXbgvc05K26liyWnbqOlGWTAgRQ4HDvmjJU+unbJfswwB/AnFGEqbQswsT/mb5noLWMD3YBSEpaLjCOcTA67ylsjGX6S+okbz9kVZuWQ5A8u6QKEz0fiIPqr7GSLRSYJ7jZp/uvc9kIuhs8NFpuF+8JtDhYn6IXaKoBrCU0aU4DMfW+EjX2yvzZs4UkFBm8VRdgqm4KNnVOCDCIdxMArp1enKEtujudW3VgHTOgmrGTcC06uly03znL+lgNGYGEszpy5K9h0nD1Yo3EcKcmbWdOUnTY5Hwt0TTuo420w1BgMBhHBGRTJdQ4YumeFmsd7TndAJWIcixWWeOx0ygze7mN0+/6d9tMnh+2ZibByLFOOv1QeSIqanvvlodLLlTjHX6RgsdI9JWR58P557lvW+OpxiRnCxio7I20W++ykec1cRRS2AphRLINOelQhkJe2XmMS724d66XhsXmqyYItIcYCkJt0W6nJg3r47gAz+9RA4zg3QLExUU8RaCQbApjRlSnbQ8wmWSyEJcQsxQf2KLOdtbcGmWI+JXrG+Ixmbgg123iQjUgp7OnrfQ0ds0P0wm3kTaHsgdvVDKcv9txjfcTH9JAr0AfH2S+0TQ9Y67G/29L+/5Ok+C+5TLoWB5QeSWqb9FgFgY3zGC0Z1LPT/K/ui3+4xw+etm+eUa3HhzgbK7N2rPM3G3G+kn/DdgFqPYdQSzgYJG7Abb93iqjKEBPJIZ2zpjzUGHVHdRS0kt9UHntDedwtZck7qtI3Z0+5MXvC9dkjbyiLfblk3GudMQBxvEHQhygK0BCmUWYNYAhuh4HwvW4YploPe7da4PXqUb+sH/ZxvXirmpDJZKHzyhI3VUbcWzQKapLnlPmVpgiAOx2CZfRx+wV5cgeKnIT6gt4gT5l3wyBLSGYNMAgg0n3ZIKJc1T0OG4QnswYg6ZMwCMGbgKu7fxJQL9BZkpZ53sYQdH8jZ1LMVgbtdsztJUwGUhMATJBrLsOlanDJXjRFl2yXoJEJST/Tn0VxEABf4EfjpQxaP+BQgF0i1WYSL1AYRbzagfSs4dsRH6sXKZKoISPLQbqRBGkfE6VsTCVEetYgb80Rzqa/iyhWw6ew2DT3VuZELvR+pNyN9bhpXgTIOkuicUNfxBHTIKsUqGKhN0P9hIezSasw4xPrpkvzUIVgGJHoNpesymm0ow+CaqE4jmM1Z94x4S4tSLd6EnYd5GiOk9mE04YXESmbrHnkK6CQIi28fyYYHkaVIi4QzcimxxO/Bwln449wxwRNOjSXIrdMhPYS5Wj6ocVjiFW8eZoGSXIN7+RMKxwQzgR+EGSMDCTpS6ZvPFztgQtEAty8lGpsd7lnHK1DTeTFcTZNS5BzhxreRouSkwsnc0oWIc5oIFo33ABYz5qe1n8w60HsJ7gPOMk9UT4B4wYPlJSY+gh/K5GDloLVifyvLgsji3Fs1ILsa58J3TlFVWdQX12m7rfzqy8eSm2cyUD5CiHFQ3ZCgrWS2Cxxu3GCV9TlHmhI3ABynsqIm8qjb6mMvakifkdt2OM5o57PH/7lIrEXiwW+Wcz/ywocoCGbRgXGIa+hBUYT6B+4HUYbovbwN1rCAGfDK281h75fyw+svtfrRv2uxf9k+TDXSfwVSpIPNKbeVBv27UrRV2uknKcME1g7irIAYzncrkW6cgaTWRPMmkPdA8Aafj4DgyCJVGCDrCYdjD3ZIFzWcK/lFJ8KUUDuX8+a8wYuxtpLCRr3nin1kTDuE+w4WWoPFWmOsjCJjER6mEd9mM5JkS8fb7DgZtY95bC7dwOcQ9HfxXNkHEHoS8aNcD3uTjIOveWz8fpJin49zw2fMx637kNx8mj6UDTHvPtbiHQ498R6ofAwjP3/iXvaNGmhX41vTF/pPYZ0uZg7tt1QkqGMlPvqjNIc39CAMx2n7WMPoNZwemXl7Kvw0NGLNM9YkdEgEtW9utJ7tBd2f4SjZ41f4Z4k6dTv3ddObjnOhfDeWvBOAc5okxEmR+NMGe/k0gg7rWfNnWt8gdwXyfh3T+uAT+Ygothfkqj+VxyES5OAPnLUWAuhTZ7aJzltkWj90VF3a4W/PSnw4REfhGnwQux2rQXV6Rd8L28Nc7Xh41sAK6U6DoW4oEdiIlAbNsuukxhyYYboLXVIqCXvqEvdUJ9wW0USovZ9DbGvF45+vWY8CsFrRACqfqcpCOofgHi81Rz1G4TpjeNerhkGvebv141AHYzQyogYewS5huoihHUAQzDtWkv07RrR6KlCB6WHP5034aLy+IcLJ37UlE5QGDYUGlOMp1L7AbCGvfWnVZJ4MuueMIgHoNWkwNgvDNItkbocodo8mfWn2SD0usEVeu8pos+5QXlTKu7DTPMr6VhAbnpe/lM/XKh+0tV+Yzo3UtCnNyCtivfEeOJCj3Y7bmTvlSn3Tpx7ZlW9Htre/0nOsE8ixt0NcJdG/Mrnz5+cDG+DJWdJ7/5s39Hrew79n3aPOeJkwWj7NspcPTs7Eygcx0tLZDi1ZZ6z5flgr2/vcRv02tbwXgv5U8/jDBQQu18nWX+vO6rPVdAzyJkF+obsuQPoZ0AGOk5/E/pfETr/1pPkgBXo3sM5NUqHgTghT+2Vnb18eOMR4Redgu/v8b8H11pIqLFrLaTYkFy/uUd9eEo97RJbs4RBrZwiYKZOGRMVZRyy4Rdo39ORYE0VuwtaH6qCNxHuAQDIuFsqEvdUR3y5dNxvmhOAgYd+NIE0PfQdlBY1xd6hn6Fv1gqgqL1u5Ps1Au/WoXojCs3oFfgRRcAIgrPFUOMM7kF/rzOkcc5Qr4kid+ZI3VGd+GKJxItVYsxRQ/jVR1DGsJUEDAB1mQ02syYwyAjagxEyZigwDgiDcA1zIffmyayJNggBK/rb4pFbGdO8aJsltLkenPJy31sEjvYX61njxx6Jafzr0tj/d5kRGnwiMMYBrz/xdKFWQw5MQZ6H7mv/SzfpJNoaykmYz1d33yQBhBOEEhAMDrRZPich3Z2A93tWnPvqz0ubcg77j5713xqLB/GYkLQaEur9wInG4QzySigYaEpJK4mWH6KeYXfEdxCgsV8tHbLxf0KW/foBX7iriKjaGFRdtICiF47UqLoITY/TqI1TNkwSuz5r3F31oTdUR0NF8YbysNsqw58vHvnbesl3OqNf6Qi+XSvybi2k1fAjhtCPtUPfrxZ4pw0RXOj9GpF3a0b9pi32CoVmwK+BcA2BG/plRN5oAtUahW+caIu+Wz/0u+XD7CYIFCqMfDZn+FXlMeEKAjYbqMWaApSONPIPQy3BE7qbzvuZBZ7MmsAgHFsvomfdPwwiwrX1AvOBHjDIINggbIUxVotWe+/bftB0Z5iFVpDBUCs1LN8ziGkj0QcFIyQzL2iipOKwfrwlFB5lR1vMVXXUEUHk9n9FzxodeYz1PA2XTRx72b80YA32Ggc5FH3ehnd5Q01UYCjELUGz4tOjilJdaYeVQM7h4r8jTNTB0RxY571LkX/JmdP7AMDBUes8xjoUgIGj5rBhjA1oHMJzONCFcyYdpR79vQcVJxQUrFcB8eZzVz3AV+CCKhRaNdw2j0W0mcHfkH92sv6SIf3fPwgHw4UQAQoKYDGMWNKzoRVw9toFO7dpujBFblQIfN0p9O4+HwGsEQwC/8Lv96l3d5Ap4t0z/GvW81GrpiLTFm56TmCQ3dMVpoiXTRt9W13yuvr4W6pDbqsOuac+7MdVYyEcv9EUeq0t+BrFXFFg5tGZ9VphKCQ+Wjnu17VDPmoLv1s98eW6Ia8gOiPqnjDOrwHOxhRshGKj11FP47ph79cNS1Tgd5s8rHq2lIeEiNWyIdeb+SvTGZMWjqJ2zaLMplAmUNKA24nTVNl7cnmCdb9NMUtR3tzXMJfHKQY3xfQwH/iUU4wCP3u6W1xIV3vXzavXb1+5aR93QNwKOhoG/2wo8htN3+hmAK2JIKYDbcSbQHVPd8K6QEPouZAAbRBeFsHgb2UcR4B1y8eUWh/APJ5XJGG1CEQkPi/7Ofiv+Pe/E+EJBlOW+Ozqau6Y7QKsPh7qIe+30xc7nY8l6xznH3MskatnvcRlZ1Z6FtB1UNf+v0fPmlQUaaErthywLAqzC7QDDaEViIco2WuNVIQz1HLdv8ATHMQ51JEe44lof/7RoY7RvviquUjFINZaDICA6oi8xQrzSPfykopVnohEP/DJ/BOd/84RIOVEwD1wmR3ES01mgeiH6Nwx8UcTG5taWbsXZYUNvdcg/tsNBkmruZn1+/vU+3t0xn08lpKYPZzaoYDoD6jGi7f+aE+vIjZntLuE6GUNGZDTu6k+6rbG+Mdzx/68btK7taJvV/MD8Q5lxxB/NYehHy3x39cNe7xk+OGpQo8WiL3XFvlNcxLKprUFMVoNiAfih6CWGehsxKgIehGybE2h39eLX5k3cdME0Z2yw71387cnDnnSQv14gxFgL86nDiQ6kCkmtMKBblqeYE2zQQSBugdsEASDAGaNm8n7OMUIcswHVjEIDMLTwTjpk3rWCgBSg7a9gtvaqJSE9OJ8fqCj/1E9a6OZNcer3EHP2grpWW/0ZyOJ1CT3jraO8RaQoPFKpA6M8/YDv+LCxb6x2w6a1NfWj7GaBz3H/fn59r1Te4KSXOZcn/jYg+/xaZC6f3SYi6v2Avc5NT2kZz3VNM7n8tkLICJIcwS5p9EDBcZQz/4J0G5+NC8drXCm0xgGkuDhAN35ko5ANxxctOIc81Nq0f2fAAbWmTJyTmsunr24KdIU2Cz8vELVPUZPgZ81LT83Px5kGnWxmmCvY6JtslxWZZFfdnQ/lgufHmoyX6wpqx12ff/kmzs378xz3kIZSfFM/QClgu5z6Hmb9SiZ4s/2LqIOYgn59y/tg97L/p2hud+HiyTXiLaLhDug1XD39LHqk0/U1vz26nVleYX+9rG1SXw/nBGA6AxQNbfMSFLsdw8YH+5TL05SzuaU6KJhSEkVlfKw9q85GAvMplRHzROnTs4ef19lylW1kdfVJzyeN+W3dVPerx7yQUv4NRA/1g57pzUa0Twgp9Yc+ru26MU5Qy0mCd1aOPKl5oifNCd9WAvps+ArBG0Pe7sWFJ0gdgMnZAjAJkiET0vo9XrhlxDW1497s26Ms4Qwewd16QTj4QnqSin1zQ3+e/WCGhpDKB0lPtTyThanfse8fxhkkTRScYKfAdggJFgTnnV3uznoWWNtEPNPElBg3IE+tW9yINGz1sOqewMuJjwnTSoDiBOmqB9gDS1nkPxeOHNex5cJ5gNmx7w6WrH5AJkG+mrJo0JQKs5+ivyJ+41oKUOKbtDNMc9x83KfXR5JIXUn6lc57Ry1bxYFEly0pjNvZZKuRHEqY5wDkvpAr4ezZ9DpjdKgb+fuenoXP2lSRO8OVLgQjlgz74XAMJoo8uspxB6Jjc9METHA1GwMNfB8KTk9hQlm8xe77ljlty8xPzW7OH+GycpheirU7nF7Yu3qmpoACOIg1zw7MnxphI/Re8NBj+Gn81nOXzmXgwRPQM/aZ+O5U+fA94dDhiMz1QttR+K/u/zM9kVCuwph43F/ODebkUJxQ6X9Uf/ex+kx0VzVHt4ZBKL09Fm2mswDNmfPnL1y6bKur4WEHqivYCVefC9xtgKc24kedp5z4N5v2O4dVz44KRJ9S5BZ++Tt8U+A/kSQQk8xyGgAJRki7HTBleO279keHBKqa2EhNmvqwvkCRTHiv95CpUUcoOkUGyXX8J+PqO8uUyfzRM32DBm+YDS1TZaPrcxvpEZtlx+uPtJgq6CxjlDE1PH35kg9mjPmhsqYh+qjflszHgkzaYq80hrxevXYd5rjX20QerdG8Detqa+1h5XPFI2QFv9u3Yj360cBRe/NWuFXa0b8vB5S75Hv1o1/txZSacGXmuBIABYEwOoTf6sj8FpL8Ld1Yh/XCZxTm+CuJVScSJ0p4LtVNeTWiaGvH1A+LIp/DkROUuj+YzDIImkGYoNAgXEwMAiwQXroWX8KBuHc+gayzgHuiQPoWXMdlWiKFboARUCoBVD3EeK0IdjEYOpk+6WgL0r0rHccsqyrqZOwWdwjs0aESgV+0xkiprPBDAza5OARwnrWdMyCRQy6Y8TN1BgspNBUkFPQ1th69dLlJ0+fXjh9tqaxLqUib6O3IS5KcCMyEbzHXF3E9cba82wAZ2aIm6oKYOFpRO0iGAL+naaCsRXhNMSMQSKOwxGGV0xmD4X2HO4rdKDnRCuWHIhWi5qDTBcRCUM7OGifgRMWNQXGKM+8Ijo5slPh3z8tJy/XNTUURFRwq4sigO9wYpjrjff7aPRk13sb1pXVtDe13rl958H9B6faOysaa/3SD0EvZWZBzkjzOUPYaqrsteNZCzCkwLPOAdyMSMpcnwFEpQJdaXFzVaTTzcGde44AFtUifETWNBCPFkKpDTa7M5RWdd/QfKIRigQCzOmz2avl2MthJLncDO6w05OOVbqEzWbDsAgZz0T2BYRBD9NqMi2npIAZ6gAptrTR8pmsVcJsrItNAitbcaipCox/d7UdEauxfAdbFtqFwuKjG6vrO9o7nj17duXipcamxuy6UtMwZyTbgrnhnDYccufIC5rOghMA7WyAznBc5swpniNYWsTMVcjNgE8P3x5maviVPl4W/8ToT40AN50kkiDQTwDboFnUHhm+JROpRSOolSP498gJLpNQXsR/sZoBCDWK1PcRcg0/dNR+RP1yg3pQL9aaPcnVWFxmHr/IonFiquOnaYjaG1MXi/ma04V3zBqZP330Vwsm3VSefEt5yFfLRv2yceir9QJv1ou/A7FTTdGXwKrWFn25HsRRR3pICRbNEv+4ZdRH7SEvtce9Bk7IuqGv1gm81xJ7t37ce20oMwq90hz+VnvMO63xb9eMf6c5BuqQr7XAi4D/+WpxKxmh1YuH660QCrcSPV00FHYDeUnUiCXDKH1AQj6RufaFQXjYIH8cBgE2CDS8f5rajaOe3tQ1B5gD6FlDGzGEA5yGwONEQBKmnE2Ml76rEdY2w05gTNlJTks7OrtIsN4dZwvqSxNBrqinnjU/U0EvzC6jKC80MRqAl2l2IMRM3AXlBYymGfjbgGJ955mumNxkWftVEk5LQHYn+ljcTz/+dO/po++/egESMCBC1FvP2lB2qKmaktd6WafVgsyZcMAhpnMOZibU1tWyQ1yFoIuPiPiQBB+yMxQR5KRt1kakJdRUVs2yX4dOkiUzw2lTYnZafmnRUndd5M/WjbTivJKpqOG4La2ioLGzRcUD99QZyUlaLApKjGw/09XQ2sQOd0JBEMVHOVBDtfdzBO0OdqTHufMXHFMCkVShkewU2zWRqYmVNVWbfM35QLOGfIWR4lALVTm31fOcNkJH+A8//Xj/8aOX3//y4de3P339fUZBzr5A+/qu1lc//XrmzNn5ziCljfWsUQyaBp39Mzy0R5vNRT2yCEOU13bXTS/Iae5oKaopU3ZaTwt5I8Fu4oyFm4zQ7wpCzBkWB10uXrscGh8xTF+JH5zx9KUWeG67ePY866Dr4fzUX3/8BRTSWAch4PZcIXB8RJ3BbAXAuGPyjh1OSYxPS7IId8XeCBw964Yapwh/t+TwZ8+e//T9j4czjwiCghr6q+LWYGto6w87FjfVajXpgxUxUZ7hqQ0CvNCUD2v/ePuFUk7LLIKcXnz1zaPnX3z57CtQxH5655GE9VJYAme4a4+HPluO84sIS8kv5VB8xrHYtKM+8SHDkeMEtwsf1K7nWscFgCQAUhXHetYiJmpeSYfKK8stIn1EjGBt/kQp9f8Wc/jP+3Y6ScJhGmUb2L0FVYNB5nQWZQrw3QSGhTyDrcGvNCzShfEaMmvAqUlm/RT/fo/Osr/ppO5X8d0qZeSE8fk7Uf4OVEU8dbucullM3amhjvhQRlP4T6sMv6c+5pby0K+XDH2lA9VCxts1fO//X3vXARZF0rR7dpesBBUwoWQBQRBMgJIz5oSAknPOOQqYFSPmLCgokpZkzvnOnCMIhlPPi4qAx189s7ssSfC++/zvu5u7fvYZh05T01NT83bVW9bM3+yYv9pJ/mYn8ocd65ZBX+d+wnf15eqN+x/QElmnLnhSR/yDtfQf9gKf7RHEyzRhqxx+ZRqtxD/aCf1uJ/CbjdQHG5kP9pBOV2K3usgsnX6LQk0yIIB5jOCCYMH3V9HxXNhmFEVOGsAS0SPMGjYYgSK1H1bWFAyS2GVQTAcYpK2fddeZYshXKNaVrnK66dPXUXzW/OEzXipgSJomOcr4jgFKJpsMN0iJQuo7lWW7gJh5DTxXij4GuuF28MhBFpWyMrYTfBrPlbWa71pdUS0fbdaWz1pJ3t8IyKk/f2oC8kxg2zlQWqQYCNRRoDjU/JbEgMPvoaNHk7dll5WXrdyyvl/gaDRH2mlhGLuUreZnPT54WuiqJIdlwXzmGOhQZaUouzW524D34kB+YfrWNQoh5j6Lotjs8nX5W0sOlmiEWY0Mt7JKcRLxxHC8RowNEC3Bt3nstkVV1YfgO10h3BQ0mqzvmA27tuZs33iwunRXfh7ms+aZgbDV6abinOhz6/ubl89c3JK7RyUO+J0VBvnp7yjYU3v/yeaDexfvyQFSJ++l0Qwv1f5B+uv2bP78e+Pjuw8PVx15+vDxil2bWC4aEt4jFm1cuXnH1vzq4jI2uw2fNRXY6Sy/cMvqdbs2D3IznBLnBgHx2yr23bh6/ce3Pz65/2hb6d5r33+/Lm+HGDZRlQUgeHdlUmlJGZRtu/dYZPoQ7sMmJrlB1uOL5y+lbssuYB/ck5c7AvS1m4JOuLVt6lwcJe+lpBxlbpbsSHipz0ryPXH4xMaiPI9F4bNTvTNWLpENmjA6cQowaNfX1r2tf72bvf/o+ZOVldXygeDUQQUxUh80qkN8xukAybWP6twk/x9qXzY2fGr+8Kn+aW3QsgQhzIOjCmEmVaeP3Lt9t/H3hqrjhwsOFd++etM21RtI8sZFTS0rYWfvXA/M5n5LY4FnsX+oaebWNSeOHN9fULhs+6YhUTZMV1VVL8NR8bOABsQqet4IX2u/5TGeSyPGh00DYV6/9P3yneuZODUfThJkFzP3ya2HTZ8amz58+u3tT2lrF4njOHv8oaPooQ9cKzUPnhwsKJq3Mhq8EgU81b1geZRVrNiVU82u0omeCK+u1t1L2qzuVgKtXy0UZz/QQlCKG+4FJN8AbEQZ0+9NHzrGgHH9qPAfz5mND1Ej4NfgEwJaG/Q1+F/XYrfrutOs+8WsR6XoERvdq0B3ytDNYoGb+1mw0ffzLWKpr1CItNBlSASjK/1CXwQ2FYEwr9lSqNlO5KO90G8TewMfSIO51Gal3lvkBY+NlPFTkomeo7koXM91lFylbt9me4lPtqCsAeCW/WQHDiGAijAb7eAMarZjtdiItEwUvT5KwkVRYmGMefG6yVeK3VbFWk837H+7kqhYx+xjIIEZrnmZEDoRC59lTSlraUpZfxEG4Xfd44tgbMsN0hUMzeWzHsXhs+bHrPGO08BQw70780wTHU1jHE6UH5kMXKMuEHquumTX2sU5K0BXxmSnrtu+EbQ2+Kjt3bcvev0CYJgbGzO1urRSP86BG4ZO7V8paMbYnTh96nNj8+rtG+dvXglPXfLaJWBjKoabAuKxc9+eMZA7xlUB2B4qysodlwYxnKWdlgXDBuOAUHAsAQMZ3hPk64SzYlRl/MYu3Zqzb1++UdRM4CeyWOSiGzd99649YcvSkjcs2bVju5Lf+DWbc+avWiIMyQc8gBcwetfeXNDaszP8CgsKTVMcSY5shSmpnkUFRS4Z4fDxnrV6IZDDtQKa2EdCn11UsnHnZr0QOymwGnw0gRobUjFcPH4uemWaNDi9uCgGrEqoYldKBI2yn+9+8eS5RZuzgXlDI9gycVv24cpq6YBxo2OmlhaUeGZFbz2wZ+P2DcLurZY1aEDMnOehCBSpW/J3YVsPXukOfb02YT5ryETjkOSDHOSmZnifPnpyeKwtw11pepovvB58MiM0I6zNs+ZpJ03u7atXUFxYXVVtlQRkHWqQ5mrvgfyYDZmwVbg0Z0X2+nViQLXjKT9rgd/+wgPqkbbb8/Zkb1+PnPE2wNId6359+R6UOEj+j+bP79++S129kOmkrBRiWlFeOXtJIMTHYyInSll7Kfkvjl63dQPciKAVCQ2/fbh752748vQDFaVnT57Ri5hBusarfv/gRvOnRiBLGuQxTsRNY1vBnjV5m2CdJK9esGnXTtcFkSWFRXZxzqKeGnGrsw7k77dNmDci2s52iYdsqCH4L+7csn3SEu8jx45aJDvjRKseChpeRgfy8/cW7PNeGLHnQIH9Qh/y3im6L4/68fU7QJBiVmZtLdx7+ugJmyRPkntTNWBR9HdnL8xJ9pb3nyDgNYLhpdI/yHD37j3xqxbFrs0qyM2T98Mff9jvqGOUbLdq619YAT935AYA+LSBpobvOWxZU4TUYPOBGQG+ZJC9cyh8jQkZii/NFPrjOYPaZgTvPY7KBiubDG78+FCw7ozAvRJ0+wAud4rRo0OsVxeYH+6hP54SL65IJM1iLR3S+5zOgAd64j9OEPpshamrm2ylGq0AxGB+ntT3qE7f9AFC2UNYs1RllyXOvFUZVnsK6Ohnrxne7yPg2uDJZyMN9Rsmshon9mqwZjbbsj7ZSr21kn0yXvaKnnjYQIE4N4Pdyx0yQgzP5ztWb5o717j/ke0o0YfJMpbiYBI92WBsxw1iApHknNQCHTPFtHqDUJli+Czrgd1sMPIyxaRNyyncgblBKFSR4nbwUOofZlB9/OjczMCsTSuaPn7anb9L2FND2F279FCV2/wAgGI3luwpOFKK/axd1LZt37q/sLCXh7ay94STZYdDFydiyILqDUOiQ8cmz7h+/cbjh4/G+NuI+4zNKym8df2mRrCtZqL9dxeujI2bhrkgPBUFArSKq8oCNiahOZjP+sTRE3LhxkB/ijUaD0eGA3flfUeK39S+cl0ZiTk9sPeI7IhYu9u3bh8/fbKwYL9RzIy+IWMunL8wJcsXx3q4ybmviiquKAMuQAEPde/MiCp21fRFfsh5EJAc1T2rBZrWdVvXD4a8UFz2NdL9Tl4nZQqgOrpRE5HbQNwPpq3on7JneW5hAeT3w1anm5xJpvOVC5ekw/RdV0VUHz4CKDNyG4TmDg7Kybp48qxswFindeGv615VVgPv3S4NwH/4eakoaZN81sAHDTHfOJh73mCP9bGval4EZieDfyTyVhwRN/HOtduj02ZYznf5+e1PeWUHRHwhgbQ8/rp3lQOSrJOnTs1dEopFARaBx9A1+7cu2bsOdBbkxPFaGYfxH/ehUxb5HDpx1CRpDnD/W893B8O2n8fIkxfP/PbuF5P5TurR1m9fvdl8IFfGH7ybFcHpHl4AwHnUliJVcfHenP2YxFw5fceKDz/9tjV/u7DjMJs0r0e37mfv2igAJryH0vHLsMd8ZkQkZELAkNGCXWsqzx0FNtrCo+wbN29WlLGjlicz58otLdn8+kld4JpE5AL8KiTTy7yBxplOJ0+fmpLtf+z4cZt0N5LPWiV6VdpBdikQxsq56T9/XJOSvwLosGGgyK2ZMPl9RflS80ZoxUyDjZO8g/tFvDCn9pqCrYu3rsbUH5C+APPD9IcLvHXr9qlzZ2B5QKJnzl0AGVKULP9C/ftVl8zbnnWHDQ/yywZvaZAaHGcHp0LYgPJFFQWORTPVx1n0vnMY/VFPgB3d9Bw1QhwjSRWCdfdDrK8bn6Gf76F3V9C78+jXq6jhFmqsQY21GC1peUG8+J6xzImRMFD4mGa/+rHiv5n1abLr98laotlarMVW5JpBn6QBIiuH9PZUkfR0Nz+21enRoYjr7NDFYZZBg0R/tBjcbC/10QpcRPo12QN+3bvJXLjRqveFUX2Xa4ssNiRCdMUMBosvjLFemWidk2y+f4ubr4v6phSBbenEUC1xNGcogqSRFNrTuYg6WNZcGCTxCzAIsO618wZpA4N8yRuEuxs+b7B22qS9RYV9PCAfEjd/HQ5mw/by2m0bTx8/fu3a98eOHb92+fvZS4LsUj1x9pbICZAhZXfxPkAtQbsRc+XDVyZArpBhsdYiTgp5B/Zu2b8Ldn4oABFbLq6Yz/rTLx8AThUNBC2jOGd+CFiOWTvWaMdNPnPitO+yGEEyc6VdhteR6sNTFngj536zFwUA56cCyWfN/VzlWtaeqhuLd8MnsFWSM7jiwp4nw1NRLcr6yJEju7bt1HI3BpMZTN2qw4eis1MAypDyH5mzd2tu2QG8U+qtJOtpcLj6CFjlxFxVz7Wxty/fiEiJ6QNp2Xx4nFvkB4Gb/MiUKZfOXpid4t3LS0852MplWZiS7zi/9UlV5ZU6kZiMUNp/XNq25eXsClF/Het0lzPHzjgsjhLwGG4DcBDAIymB4MMHfni3Ll9PXZA+yAPy/rUO0boU3BUyt60oqCqF6WHd7TIY9mkrKqsHBptgLeatoh5mef3yVcOsOZB05vXzV9k7cmBPj8tnrSIeNIpdXblg60px4DTwGKYXN72snB28Ogl70RXuW7hxubC7mpiv1oJtK6uPHxkcaLR6y4aELcvgDWET4VD/rLbu2XPdqEmKCVbnT54zT3XDKX4goidg5I7cXeGb5mNlzdmWxK/wVXs25ORvR06DC09VfHz7q1t2JPIYIuGhV3HiKCRYGI/TvCmBnKPXLwROHLwp6qkCfNaHLh5nuKmu2bflwomz04OcBOE95zJgft6q+1fvzEgHM1keXlFASg5vPnD0hiwWxpnO8B02dbEvfs14Ki3JXbejKB/NVXRK9P7w9uf9J9kSAIJTfNaNLf7Z8eBPBjmXl27PafqtwXFxBHz2rd67Ke/g3sFe+pI++pMzvCenz1MLMj9y8nh+3r6RHgB/wVJXFfLQsE2ZO2d1mBAnhuvvhxR/lT79b1fmOD7yNnW4Tjg8pyAOzRl82QxH+oMDPdDv97BN/YkMQAd9DboYdDR27APnEHLjEcofNdj0xjgJ6HGoCXr8MY6gqb+GlvmhqCFilRr93k3A3nufbYV/tZaq0pLwkxCo0Oy3X62/4zj1JeEGKQ5K0R5jorzHxXuOc7VUixok8Gis4C/AE2Il88lSoMG+d8sUiWtjh7ppCe9YLvHiotyzs7MrcoNC3TWWp1munz9ptJaiyxyp0hyxUYYCEA1PBMImE1gP7fyg+NdGW2Xt0AqDJPG8Qcw7BMXwYBAqrRcfNwi5wejXJWZN7ukrggtwxqYV+YdLbn93fcW2tWCKtmH19VABA+Tp7YdbC3LlfY1CVqacqDp+7uz5RauXi+JsDsqLdqy+eu6KYRxsfA0B+s0Nu7eqJ9giF9nZmf5Z21aCjcxR1iQyDnTyLx/UJmVnAXclaB/ZwPGVh2Dz7PSwECv3ZfHHK48UVBRB8tPK4orwJYm9gIbcfQjE15w7dlo1ui2fNWX+ew+LXJ58tKRaJxhvElIxeAA3R61beOnMhc0FO4F7XjXcMm55+qXjZzfkbj1QcnDP7ly9+ClyfoZZOcsLig7m791nHD0LZigbMD6/rKSqqmpDwY64DVnYUYFDUop35PqHGEAq2/PHTu2DjGGFRZAJVytiYv9Ao5zd248fOrKTvW9PQcGBvQUmMcDZr9zLe0T44kRgeWYfPVReVBqYFS0AKYJ8VMV9RuXs23Xs8NGNBTvmb1suFQSptVuDj/BbwV0+btMCyOuIXRqwy4QK8LuqRVrhf+KvHIWRcZNPVhyDrxC1EIvTlceil6WQfNacXUpw7ZiWFQTfCiWV7PX52wEkWbhmuQzOIKwctCDu8vGzWwt2gdYGHxucKMtT2SLaqSj/QMnhiiPHjv300093r9/SDrIUDNDUjrHv5Qepy7h81vv2YV2M03px+aw9leM3ZF05ecEk3mFrWe7ti9fHhkwiHXKUHRaFPr56L33zEnizqkfbAHwP4S3UrmbGxmXb9u8GnTsh3glQ9X1FBzbk77Ca7wJUqIcKy00hoyNsNXuTfjvuQw2SZx6pOLQ+d+upIyfmLg0hPV5UpqR4Hqs6ev7qFcg0VlBUeP/q7bR1S5iuygv357x+WGcd6YSFBvTriU43L9/YW1wAX+JuiyPuXL5eVlKWV5APqyt20yLBuRph6zKvXriyed+O1bmbhoYbQ+7dU5VH4eutXxjNZ93di6rVC4u0pimomirUJy/nJEkcCu9dJ0WZ0YJ5q1AT6F/YWnxAwC/4WeNCgSFcSIRzTPr24ZNw8BA1gfX9FL2/i3KXI2c1VuZA4RuGEvf0ZbcoSiUOEC7R7gtkIDdGidupSztO0Zxtquw3R+JYvtO7+yur93vZmPVJNpLeNUL6pYkkJBz4yUKkSk8kRFNsminz5O7BP9+1Pl/m+/751usnE2dbKPupySweLOShK2FoJiw0oZ8AkExhX1s+n6IvY9b8MIg8EIN8CQYR6YIbhAo3/6I3iKeiapRFxvbsraW5u6v3L9i5dkDEBB7QTIpeGdylY9ZmjEqCx0mxt9+YwNUpC7Zlq4RQ9M3DjGNm5VYesFgAOKkS+LEBXT3mQvNWBR81zFLNBVVwV8CdHWYUtipFIRyiPIDPWg1AEvMMj9hNCyQC9AR8dOYsCtnB3pu9d+OcNH9x4K3HnNFKw2Ks0natGAhWfEc+aw8V8+iZwGvMoMjCuS6AIt66zovDVuzbmLZ+MdBh9/XSC8lOWpm/CXJQjYoF3n15hWCT9JwlkMV1bMQU/E1Amn5yQaYROfPBFgtbk4rdCnlsHnjmylrhNhm7spcVbvTMCJGDDNzg0+OpohBmlbh5Uf7R4oR1WQaR03A/eBoqQLofuykLNmyBUBvcAUmHQrzxIu1vGLA6cU3BFsg1Ix7QIQDdU9Eq0yV6axZWi9ToOLiLdC7GH5jKciETgpbES4fq9/XUCctOUIiB/VuKz5rySFNlemtZpbqDC+a6wu2wyzoA5knyWffzGeW9JHp90c6Fu1YbwX3ELisQ2KI+Y7735vLcqBUpj2uenL94oa8zyX/NYyPxwjfRNSt0ZOwkTsJcasl6q44On7SlcPfU5X42aS4AvDCxuwh2ERH3HxO+IWPSAkiiBsQRpKcQboJlYp/iNivDD5/xVBsbOztz18rlO9eZpc0dHmjqvyoWPAi53h0kc7f/2IjslFWFW9J3rhifwdn5EPbW9FkRU335RHhO2vAwq7iNC+bvWwWx+JAUOCg7ERYe5cMu5DvSe02SF95OxLH+XkujVpVuj1+fOSF8Mk7nBhflpTN7YdDS3HULNmfLhRoNjjVZXrTZJSukdVf5v22c/jP7p+AC7mOI83CCP6g2mqw8zEjweBGjBWAQEvr4/IygqPiwvoYDqlDhjlRgOmlWg5XdCOUhanmFrp8i3PXRxF5Cwf2EYqRZu1R7PzDt+8F6UIMNUJsK5GkJGQyVtpkw5NZh1Zb3Zp9+2PBTzebH15c/uLYyM2zaKhVw0ZM9rSsbO0H6SpnKiwvKP1x2+uXJitUL7Iv2hnx+vzfF33TTMEGIdfQdQLC0FUCZYMzWUwcnssHowtfBIJAphoJB4sw6yxTTBgYhefm+gnWPfMYwnOcGZQjwsnNyN3DtNerhpNzdKNOVREjhG4FrFYJzCOabpjjyyTdqq98095i6i1TzVmoesj7lS0c5n8MB9Ez52/J80bGPGhnbyuuEozIoDUUxH3EFyhuackDGFhlJE0PCtVR+Ve4VkX/ld3KArnAT2B7h0i63PlQk/wnVISkKrseuMkduMEPomQdvYSlBykeS2ZnPqwQLjZpJ6xXxbBk+z0I+4bdh7OPcCIpJh2SCbhUsV7yYERtkSF5FK51/WwnwvmRhzgBwz1U7de7s+vI82Cbl+KG3vmLJmCnezeUJBM7AaoHm2PGOep3w7i+GLDheRrx+sHFNbQ5TAYokNg2TxEKjXg+8+8u7ECA6J28Zx0WPcqBUQHMHcVxIca4v8k6RnpetC4ZaY5yNaPKYunGYZYwbl8S/PLArDumkT2PWf8lbhEPFB19IoOzABUsbGQ+1mChw9ziA1wzQv5TtjBEPro7maG04SSlx8MiuIdHtWtRSi74/RDhbEVnyUo+MelePEjozqv8nuz7NU5gfLNHvE4UhprF5osxuNeYUeUbVbpnmWpHfa2xbft7W8HrHszt712/wStRmNppLF2r1MjOVXrdU/e6RWZ9ebfn8fvfbp3kv7+9sacjftnzOTm3RlimCZbosOTVYCcooAAjQYROVXK7tMoTw6wTKToL1Q3KD8HuDJJqgeAiK6RYGgRo95QbhPks4aMKXR0zM52LMV4EXwUxV5mz0kUExrcEybSjnuWqoVYVxYnC43xecf/Icp7g9c1NN843eaqHzrycepyi/UuDsjlKhfZxIaG6kXydnuOYA3uLjVWszHHe7la8Tzkcfde2kNNqnxyZZZ9ueJENgOh+C+/qhKnR1sa0asNNq3AtvM582d5BfJlgLy8WZLs1b658Ufu7UufjN2A0ZxzHyJMztsP18+G5664S5+rpNeCFfV5yaXdydzgTeTqqc1ULxZfMkScqET2h8/VPf5u1vfdfLo3Ox/yX661/VCeUugr2/wKMfEkyrEh7DBQyk5jgLPzs76PPL3niD8UGryqZoVDFgDeA1FZ5O8qk217Aan0mUbBIJmMBcp8Cqg3wu9tItdhIt1tKfbAU+ApGTFfbGa7Dp12wDucxFF8iLLYwWbawZ3vhc+fqh2YuSbbyCx40eP3CNVq8PVv0XqkrojBP3dtQMcDApzo1sfre97taK4j3hBTujFlgonxkl/nmq2EtTsdlDRNFkOYxGgPMYYNYYWuhBBGNn3iCxZp1zg7TCIB28QboLN299nLjAE7/i+1ctsn/VxZK4imzIuJKDB5/cegDpKEncv+cEXt2Bm/8qYdIX20YCFBhIcu16wjc3/gRkuSv1NlDzmil9sVyw+SX6AyARkjnkE1nAxAY7GpdH5L7ic7DBUe0l4c2xAsGagjsVBJ8bgONdrwYrqV9xZkWRBmD8sOnTZCvdZCX6AcLHrfs1WkmvV+1TtFal5d3YI1vlnUyl0iKsr5R4L46Y4DNUOktVdvYYmQ0LZj846p2TMdPXcXzNzQ1Prq131pcPGChxeQx4ifRqsu3TZDNgm4aU0EigtNYTAF8XTGn9Nd4gHD9rEgaBcPNOYRBI68XzBsGM123CzXusrNuADLQP0z9dGVFIiLuKZqjl5MU+mhE2XGyHvvX/9Fv/33618DYbW0Ez4MkBPEoHGajrGLO2ZaN3t4iWHxgtdQQ4gWCfELKABgc13fIavb2PijYQgVZE7GCh85qiNXrCb836fcQUqcBeDVHmwKgngpPk4qwC4pBJ4KO9SIO1zHYVya1pgx9eUgmcKZXmZX5g1bQ77KB7VYG+04ZoygisT55wryrodqXftbIgfze7i6dXV++LBqP7Z1MgVpVstOnTaAkZv8S/Hy2joSCB3Ib3dhlGQCT9V2HW/MoaiPc6hUE4ytoCEzlRvHxcbpBuvEFaP3j/2/eP7v9vKAEKnsLpELH5w6Gp+hvOk57S/5wEOBsYXBObUnmgrwM00WSFviPFZkxh7Vwldq1S5Icr6MNdouEB89dbxKtLjOsHUU4mYWlFeMsxd6lIfaen8EBP4ukYiR+tBjXYSTbZiDdb9YbkAw2QtQun7MLoR6Od2C9w0lbgoYFQtp6IjzXLQH/g6hSLLRmW+Wuc7lSHH93psDDM6Ohu39qTkVVbnLJCDY3HqCZPVVph3OecnhRAK79CArBJwo0WrEZ7sTdGCo7ygmjqICa8clzIfbieYNYdM8WQG4ydUqSKzBiODeoYKmEuR1kD655A994g/3PrgJ7wXyIBrg8WuU+AUWCO99Vf0jndCS0BfglwPK8VgdGfgCAaZzVk0a/3GCkNC8lJc5CfLyvEU8jDlWE3XWC4TR8hlV6GIkSJmvTjUQPuaQ++oy3xykj6o/2gRtvezcB6CqY0zvZCZlbE+ctxsi4guW6AyEa73jUmCnGD+6j1J9xt+61JstycaVe80fluZcD3ZWHXy/yusgOXRk+zGDXESENyt4ZozYT+DdbSTRYCDdasj3YM4OFrBCZVC7l0FUlk3g+nraHCmLvcdm7vZ83ghZsDAGKCYkkv6i8mHyC9QfhY976cg5H+4vt3S6DdQqTdIWgl+9+QAPZ+w7S6DFdyYwxM7GAN5KeInOTQVBVkOxCZSSFrGTQdIpCHSYwQXSXf69Go/nd1e9/WG/BIt+87E5kmO4ApBJqA5hRSEOCMt6CvSZUNuttWDPIS/G4zoMFWuMVO6rSOnNsYptUIIT9rpW0L7JaHGmxMnHT3cMSTw4Fbl7mbmajHBNgnzBl5fLREi21fSN4IlKqfLZmQd6bBvleDrVCLTe+DGoOF9PqRvJjgEEIyOHYuEz5lDWm9MJGTEEXkxHHd6x4GAdu7NVOMIDKX5eRgpJ/D/8YqpPukJUBLoFsJcJz5wMsTXFeHoXmgAYGiD9yZFQn/4YyAYYwQXIggLWKagvUgoTPag+6Pln6sK3Fn5MBaA4lfbWQaAQOxZDabM5sgsYC9eBOk9YLkXjhHFyQWEGuY1OeThfRHm97Nk5k3xgpGmg+J8unvOEHC3VY5aIau/7QRh7e5XCvxtR2nFu2jfDhv5oqomZuHgZoWbLYW+mjX+4M97FUOarIAO534bC9ariEtDVls3MkQMM43Qaf6ugNFqmTbTDGdwiDCghwYJJYLg/Q43PzfbVd2u8joCrQEaAn85xLg+eBjemgN7MLsBr7tkJQWPC7ARx6Mbg2cxwCMWWPpUAgTHyl9f+SA+yOH3tBTrDPs/cmyL5AxfbRifbBmQc4XyKwIhjBY1o3WrGZbQK6FfrUe8sFC5mcb5id7yQf6/RPNJbcsU0wKtrAYJxPqqBwyU2fPMsfyjfMU+4ovjBh0Ol9vw7KAJSMH/G4l0AgJZewk3ttI/24l02TR56Md+jxJsEpHUkZbkIwNpsJEehYU4zCMHwbB3iDdwiBxXxcUQytrWgK0BGgJfAMJcEgRuMFxlP8yKG6IFaSyEeFwPCHdvssUxB7rid7VGXBvpNwN7SGv9HtBRq5Ge3DVkGiwk8KpFK0Y4BACpB8/W8t+su3faNXvk4UEZIH5PJnZMrHvI4OBicZE+Val4k1uc2dohrkoBE/T3pk1dV3WrL59xV1niVZu1dyT45VmJvNmPGqxF22ZJNYyUaRlUi+AUFrsZFomDdinKt5LUwq/VHyH9tTPmgODtOGz7t4bBHtit0Yw0t4g32AV0kPQEqAl8EUJ8JxDeOTGQJCEHbFBU5PMRRgn0QCWfEmd3uuVJOvGiN/R7nNPe9A97T7vTEWb7KQgQ3mzpUgzJO6yAoMaMjGCQ0ivXywgZUzflkmyoGqbzIXqDBknxogu1pa00hM8U6jS9Dw+zN/edLR40EyFkzvmLYwy7Tt8gulkefam4afLE50sh2Uoi+driZeroUM6gkf0hCuGCRSo9V+nIT1JlkBjBmOgxhuiZ3u2wdjOGwTCF2GDsXNvEIBBIAejBaRoJKAGcD7xwSDADdJN8gHagY+WAC0BWgLfVAKUssYs2NQBoNiagDzI6vXaoiJRN7b3nRGSt0dIPh4l/pOFZINd72Y7iSZLoSYrSci++AlcOKx6/WEt0DJRuMlGrN6QVaEllj184Gy90TZTHKeHzNe1ta/eKdLy3nFpuPVMU8XlMSaHt89IDzIYMyNyrpvdw0Pjnn+fOWXWNDO/jGl+8dMcPW2nzYMyyz1onKmtkIY4su+HXEdiIiecX5TDF92ZcDp6g+ANRgPYYATWPXDdM+mZN0gbPuuepPX6z2EpugdaArQEaAn0UAI4gBaAEUhfwIVBwMp2V+6rJ5GjJFkzWuKOttQdbekHI0XfmIo02As0Q/yLhXCjdf/f7eXAlP7DBrj0pKp1xDI1pGdrDR1n7TApcs28LRdjqt5HHHw22itpV45MS93kPQsnjhs5xMxqpLWdhqGJiYzRPMPxyk9OaDQ+j3fwszFefijp6K9R5a/Dy175Fz1PPfH7pPRcZK6O/IAvEFicuAmae+JnDTCI4zCib1sYBBDpTrhBBESnk5Y1Dopp4w0CMAjXG6RL7ij6C46WAC0BWgLfVgKt9KpkihnQThDb7TOcoSeTMlCkVlfyie7gmlGqD0dK/WQuAhRLLRPFWuylP9tKvzGXuThaZrNyb09VOQNje/3QNfO2XwmofBF+5E1wwb1ZiwrGuCcPHmO8Ml38cpnFugWuJtOdZy055LHhlP+2c7OXVdlMHfP41OimujRPFytlO3ffjScTDr0JqXgVXF4ff+y9ZcQaAkjzvCF3x3BEMV/20LJuC4MABhJP5mDsLChGkC9TTBvMGihSvyrc/NvesB6+hOlqtARoCfzDJEDx1VH5wHAh0QbQj9aywwewYgb2LlOTPqfV/+pwkRf6jDfG6PY4ZulI0YXDxMI0FMbbzjL3TZi1pDBo/4PIypfRVW+SSh7axq9XnRai5RRplbbdyic5PUi1eqv05sXWpp4RUWUvk09+SD/xa8CO79zdDS8XWz/+LjHA336YnYtxxOq4qmeBpbXR1e8i8i4q2k1CNsoEZpEkifS+FBFDzb8N6x5DmutnTcIgsSTzR8egGBKztsSWdTztDfIPW9b05dAS+EdKgMPDzks0Q2U9VUYG4qKDFfSNrEcOG26pOHiq2hC3ceqzzY0mOgZNjd0wY1nZvH13IipexlS9ji6vjyitia2o91p/WG2qn+OCvSH778Yf/dlz+5VJM0anBjBzl9k4+jg7r67y3XnNdfe9KRGbg1yGFuboXDmUEhw02yAwe/LCwqjK2piKlx5bLurO9mfpyiEH0NHA8Qv0v4DPAMUrNxdrJ7egQ1BMHwyDgGkO2c0TwLg2RikdYZA23CBdeYPQMMg/csXTF0VL4H9RAhzLmpdchpuE10+ZmD2Q0DdF4ftR9EEUloci8u02nA3MuxFS+DS5+n1c1a9xla+i2DWRJc+iymqi2fWx5c9n5RxXdMuMyfsuofp1KPtVQOEDJTun4YOFg2foTjDWGjnB0N3bzN5t0nTHkU62/ePdh+7KCbZ19fbeci62sjaooj666JG6QxTSHoKcSV9vz4HID7jUAU8njeueJB/oyA0C3iBgX3eirNvCIBCQzhduTnuD0NgOLQFaAn97CXAc+JSF3NSIsYpocigx/wRaeJ6x8Kz9nnvxh99Flz2PPPAoqqgmqqI2vKImqqwuqqw2jP08sqzWv+ipZcZ+z/UnIzH6/Dq+6o11yLJQV6ncpZqTLLWsjPqn+/famCK+IR0FzWaOU5dQUxk02iU2uOQpdBJd9To47/oQmynIXpYIgPQUg7FZ7QeB5oCkk5Y1TsPYXQQjmXyAIUN5gxA4B2NXMIiwABnByAeD8CnrAd2k9fpffC3Tc6YlQEvgnycBvKE3jPDTRjMViJFyQm6LUdZZlHFSZvl55/2Pwyvrg0ufBJY8jqisjWA/jSirBWUdyQaVXRdZXhfNrosoeRZR/iK68lV81es5q87NdNF5eHLwy++djhbGHdjgWLx5at46x/wc5wPbfKytx1hF5MRXv4kufhFX/iYs/+ZQGxM0tR/yhyx6ZF4kiIkHHd1zIicqKIb0BuHAIECR2kMYhFTWLJJ1rz/NDfJNHUj/eY8QfUW0BL6BBKjAbuwwp4aZVK0GChpOZqUeQVln0PyTupvuRFa+jS5/EQmqueJ5FLs2qhQ0dW1keX0M+wX8hrKf47+yn0eU1USU1gazX5kELY4P7f3p6ciWH72b3m1ufLPv47uqlo/s85WJVs7uXjsuh1e9CSt9EVP+Q1DBrSGWtmi6IhEwArlCgu/hOPydyhFDuYF3a1m3yxQDmpr0BukEBuHkYORz3WvDuhf4xYS53+A20EPQEqAlQEvgyxKg1CKwhYA9C84YzppIsz9zajQgISjjlOTSi/MKn8aU10dVPI8AwLqsNhoAEPbz8LKaqNKaKKyjwdAGJf4czoeX1EZUvvTLv6vv6psSpX3rmNZv9w0b7vr89jj5SnXUbLd5Dpn7k468DS17EV5WF1v5Kiz/lvpMT2QLDK6QMRIKEJWQmRU5+a97oKwhjzvkYJTBlvWfg0GAz5p03aODYujnhJYALYG/uQQ4W44aWEtimFgHGYqzDGex0o+irNNgXBvvuBVXUR8JhjOJUwPuASh2NHkQAeY2uy4SK2sMZONSWpNS+SLqwL2JEQttZo/yC5TLTFJMj9YwmjhqUuL2+ENvo9mvooqeB5U+Dauojy15qu0ShcwHIF8qWwLJVQLi6pIclYKwu/YGMUUJXcIg1AajOTf5QOsGI8Agg5AfHW7+t99d+Zs/SPT0aAn8tyVAwSA4AB247tSRry7DdjBzrDUjvhQtOIdSDk1YfwF89bBqpvRyaW04ux60M6hs8gyobNDdoK/rQVOD/o0ofRFV/T760I/Be65NW8SemrnPwDligK2f55ZzcZW4TnR5TWhZrU/Z6/hDb8xCViBd4LAm9S/mA6HQD95BdxuMVAQj6bo3QQFjIF3CIF277oFlTXuD0JqalgAtgb+9BDgBJoBCAHIN9qUOMWMwoTMaheWjhedQ2lHVlRf9S2pjyl+AngU7GjQ1xq8B94BtRlDT5AHAIKCswe4mbe36kKKnXruveW864bzowAi3NGkbP6v0fd7FtRHldZElj0LYz8JgN/L4h/Dip9qO8UhXvlVZ9+jNxGdZ88EghpQ3CLjukSEvHYJiKCInyhuEDJvh4wahvUH+9su0RyuDvgpaAv9oCVCWLFCFeMC2niby00FzBwtq6ggGbMPKOv3EkJVXvIrBHAZd/BwDHdimpnDqujCwpsEJD+xrAK9JZR3Ifplc/sxxQf4AG19JG29RG180M0U3bX88+1Fk+QtQ1knl9UmV9WHsRw5rD2k6xjJGayMHUryUWd2jR7ItDMJnWWMMpOcwCK2seybuHt4VuhotAVoC/2UJYGWtitxBXQI7B1Bz6CC3QUxNRaZbNlpyGWWeEl9y3qngcSzsMbLrI8o4AAgGqcEtBGvtGoBBQInDb3jZ8xB2fdah2llJm3qZujMDthHgVZJxZszmG0mHXkexgbmpzj/v5syFhcYecWLaemgCpBNTRD4KHEJUjFn35GI7V9bguseBQSy68AbhETlBvbaW9SAUyMsx3JMZ0HVoCdASoCXwzSVAWdY45yGVphZI+FSRkZiAgamI71aUcnTIqu+82W+SKl/HwzZj+auokhdQYsuex5Q+DAOnvYoXGNYo/yHu8PvQQ28jqt5Eld4xC8zsPVBXSteo70Q/SXvf4U5RU+LW6Xun2s+baz91vNQQWTRGCs0C0mpg2oNBASun1HRX7h/tZPIlGCS5axiE3GCkuUF69D785quQnhUtAVoC3UqAUpSeKtjPmnLJAETCWRWZ9GONUiXGWqm7pzjnnA7edy+kFAJknkdWvY6qehV1uC7y8MvYih/DD9aFV7wIPfgkaMvZ6fN3G7okD5xii4bJqCkwN6cSG9Ikl0QIrE1hbF0hsHsl48Q+dHRHL93xUmgm8Nxp4hAYD3DU47o4/0UwCE7aZY689AlpcRZsPPp4e8MvEqEwa3My+QDw8rXBrGnXPVo70xKgJfC3lwDFRwqZD92B9I7KHUPypvoNRs4yyFKaZaTaZ9z40eZG5j5+o/3SzKNyZqTunJK+bVLaTrOgTDPfcHXnKMXJTnJGpr1GKaGx/dDkIchSQcNQ4OQOoqYK3T+IfvoetbxALbWo5Qf0/BJDz0wETRtMANUfjsQBZU1Z9F9gburasm7rDUJh1jgopjPWPS5FKvBZk1ka6UwxPUOd/vYruFt7hK5AS+CfIQHMl0TqaOqAoicF1emuifO2gNYGlWoxcMQEtDaZsSRRcL5PryURUosyJBemS6xfIpQRKSKt0wtZ9EXTFNBcVeSvgcJ10QxVXQOsrB+WoFv56IcLjKYn6PdH6I96xsOTSN1EEM0ZgnlZgWAP+wt+mb26o67oxhuESofb0RuEA4PEgrJu9Qahw81pXUxLgJbA/4gEqPBuzG1Ncd1BaAzldq1FYAK8wYS/FpqmpWspdnEf4+UR9IyNfgdLuQY1P0Itb5gnS4QVjJjEvKGMQD2MQQNhHqQztOlrasQ8s5v5iI1u70fvzqPPT9GnB+iPF+juEaQwQRTNVcSBMDjVOmxskrnM/wpvEGqDEaviTmAQisiJLyiG9gahLWtaArQE/pckwNlXBB0NChq0szJyVcZh374AUAxBPqCs9dBEXR0joaPbGffZ6FYRen+V+PyM+PQIfX6Jynej/saSaJ4mmeRFkfQnGY4mDdUZL3I8l7hTiW6UoB++Q5+focYHGAy5cwgp6IshZyVMneQOLoOgr0mUHFv3PXy9dRPB2CMYpIM3CM0N0kPp09VoCdAS+P+SAFf3YfSD4gkhYRBPCEAHTFmV8FNGM4aqTWAe3oHuV2Jl/cMlBLBG4xP0x0tUsR7JmfRD7hoE6GjISu6pSHiPRFNUNEyFTu9m3KvAyrruLGp8iuuDsr5/GMkbSCJHTTJ9lzyZcECT64jSQwm0hUGAda8tN0icUWc5GDkRjJ1QpNLh5j2UO12NlgAtgf9XCfDSEfCc5zg8fJANADAKNeSviGYNHWbAPLwFPahAdwrRm4tY84L+bXmFKnOQnFFfqEbgwBYFbJi7jUBT5NWMBE5sRfdBWRejutOo8THW76CsHxxB8voiaA4o9xHIewjyVkLuI7h7jD2UA5+y7ox1r6cwCMm6B0ROpLKmiZz+GTsw9FXQEvgnS4BnWVPpY7gOIRB6DpraCyzrYchBWVGfWbkaK+vblGX9lFS+r1DVBiRnIAHRjwRO9aKMsRToZKai4njB6k3oUQW6Xsh8DsoalPtj1FKHHp9A6qYsNBdwai3kQfqfuFJJF7+QbeCL3iBgWbdN6xVr1p03CA43N6czxfTw3UhXoyVAS4BPAh2zbbUxeL+trHhDk8oa+aohB/Who4XZ2ehhJbp+EL26iJpBWYPyfY2ObkdDTIVATROAZuCAdS0C9K+j8tCxYkXZzMcVjOtFwjWncWWs3OtRzSk00pSJ5igSQO/npox8lbkZvEgvlB69FPksa75MMRxuENhg7BYGaesNIojM6eQD33aF9eg201OiJfD3lAClp7hJbNswhfacNOOvujSuNvTl+j47a8vqSBUuQY+qSGV9ATVTlvJrdHoPUjQSQPMUSMwarHItBK1cVQYY9tqTSTwqB2UtUnuCxLgfoz/q0IvLyMiWQNMVCL+xZBgOKGvKHaXnk+8SBgH/aewNAsHknXuDtKVI5fMGGUjDID17T/b8JtE1aQn8EyVA7exxeEEBRqAK1+v5K+Kw/yLh8BK14Gxb4BaigZy0Buj0ObCY8bAK3QJlDZbyEw4Gff4AQ9mEhVxAWYNlrY7ctEgfbS1JE5l1ScSTCoHrReK1x1DjI7J+HXp1BZlNZaCpQwn/UchrBBkUA5AIlxm1RyZXB2+Qtmm9OodBhLkJczl+1ub8QTEQT0l7g/xFq6dHt5Aei5bA/6wEqLhBb01smULOFHCAw+Av6Y/B4dr/lpfGDY0ByxfiVkCTOsvL6koeWCBUUw0YNHpxBjWDKx74Wb9C54oIZSMWToTorYvcsPcI8gIkWpdhIhXr3+tBhRBY4mCPN9zBG5Kfa9C764JTnZhokhoKUcGa3Q2Q8f6tkTg9etI7wCDSOGGuoQJKJBPmdg6DcNJ6dUKRKoDM6eQD33J50WPREviflQC1p4d5ShWRqxKmywB7E0JFOGQd1F+/4dXxcAm8x6iCwOPCdUivMYJbU9HjKnStGNWeQZ+eogaAQerR1cNouAULQhZxHkXIeIuDEgejgJForGyYq+CTQ6wb+9GjSvTxFq7/+TX68ELY0xmhcfIE9rPWRm4AhpCwNce47slldoBBJPmSD5igOLPOYBCc3ZwLg9DcIN90PX3LtUuPRUvgvyoBToQ3ODiDsqOKErZPQffB/h7mOeohd2hPNF0P6nBS1oJ1r4V9roEYz3WI8BihTfMRwCDXitDT41hZfwIMuh7dPs7QtWOhWcrIH5hOByIfLeQzkJg5gDFsgM04dK5A7Em1EGDWnx6wWl72+v0pceogmje1z0A9OTRjMPIB771RCNxIKAn8Cda9DtnNE4EbpFNvEGGKyMkC/ozDzfm4QcB1j84U04Nl8V99BujOaQn8PSXQilDz7ShyTEuslwlvQBU0SEp+MrqPY3hSrnXcx4qj4rknqT4pcg+Kx67n185pQsG2VB4AMt85YMrUrGbKCasxt6YSTw6hO8XoxQnU+JCMSHxNPL3EMLRnoElyhN8IjFn7aMOXgcjEoS5B/i4O1n4OwsuCWBuT0cFNjNxVfZbED0oOtKgqKUhdtIDQF8fhi34QETOQJGglabV7NOe2MMicYQwSBjHoOQzCR+QE3CDgDSKL4yk5bwxabdESoCVAS4AnAUrdkPlhKf1LknIQAVqEHyADmshRA2cZ99BCARpEgBoBznMcRUwR1PGpb872I7crStl9hWcFt3KrYctV91QgOMQxuo0UM5Ieotg/0VfwykHBe2z09jJGq5ufow+PZcu2IQ0tBhothVy1kCv0NhzNVZcbo1R6sOT6zRurly+JCQ1KjglasThu3aqFZSWVL1//1PypydPfG2kIEBDRjtF5SHrwVVxOncMgRpB8wASXrmCQ1oS5bWEQIeCpor1BevaepJ9hWgL/Mglw0h7CXqIa8gOFBaAt8B9poXmqyLq/hJGQnLGkjJGo6AQpZDUYTZFDTgBkayBfLQTWK6bggLS2pB3KofWAfUhyWxKrfiU+y7qHxjXPGAc4glSaXqoMTyUGaGrg7gjSRRYDpnvN2bRxs6uTQZCLZHoIa0Om8P7VItuWiGaFy6UGT9q8ebOuowWaNBAFDkKzBqHRA3sPGZSQlH7/7t3Hj58+efbkp19/bG5uaiH/++H1y2U5G9TGWwgOl0PzgHtPG4/Ce/18rWXNB4PgDUYz1CUMwuGztug0ByPtDfIvewJ7tM5omdAS4OIMsIvoMRBo6ggfJbwvZ608cLTQbCflnYv0T+y0Ll4zYWWcQaCLrqWdnIpJLwGD/sh0ILKTQ3NUsROF+0jCQ5vhpYkd5sDB2QMgCPAhAYUObBvcHAI9XJCc+qQvCkAfbqoQ28L0kGe5AoUesFoPZxr0SUhOfPDg0bGjJzesWZWSEJG9bNGGldmb1+aUHix9+rSmqaElOT0VGYszZioyNIYKj5oq6JAsZek+zSNg2ZoNZSVFly+duXD+bBm7ZOG6jVPcgwx8Mhw3nNSa6YNMhmKKPvDLhpfWV+DyXXuDgLIG4/pLQTGkssae2K181uANMhj58YBzeoHSEqAlQEuABzdTX/3yyF1O2EOfMUMLjRExN1c8uGLiD2c8W+4G/3o14Jfrjk23gn676v/ipPP5vVN2L5+UEDra3UFdffxA8XH9BMdJILM+aLISmg27kUMZ3iMJP03CGyBmWUyNxHH465llTbmagG0LbKWeOshDGzcP1kFB4JoyUNBBXXBkXxs7k5MnTrx48epZzfP6+lefGps+Nf9BWcotLc0//fjW38eNpSBE6OkS02JZKdWMhWdRXAlySJOcGDzKOVrfM3l0wGLb0KXW8RsdlxbF77+TdOznKam5xOgRaA58VfAoUns2YY4vI8nmCp4q4DXI9QbhBMV06g3CIXICZc3NFENygzAxZo03GGnMmn4+aQnQEugoAZIKA3j6PZSB+nmgrsSSyBFPj7s13Q1ovh3w6/e+H656fLzp3XQnqPmmZ8s935YHwS33gz7f8v/96ryb5dMPbZu6JlnTzXWont1Q+bGSfQ37EAYqyHYQNrqBpNR3NPbR5gRD9kT4XBQCglN8FJGHAstXgwFcqVNlibH9BIZrsrTMJMZNneUdmpe757tLF58/ed706VNT46dffv6pvr626sThsJQsCZlBzF6yzBlJKOM0WnieiC5kxBYLL74gt+zM9E0XvPJu+RXcDS5+HFn9OunIuxj2i6CqH/12Xpc0s0VTgMtpKLnBSIH4PZhwKzugCqJgkH7Yda87GITis+ay7oE3CJ+yJv2sqfwLnD0Evn1b+gwtAVoC/2oJDANFI2CvOmqCYnrY2KuFzm8vOX266dxwI/jTrdCW2tTG+lUNtdkfn2Q0PEz8dMOn4aZv0y2/xntOP193+P2q/x93fH/9LqjmmNfZfIt9Kwziw0c7uqmrj5MVsuiP8WsOstFDhcPBqbGi94HmcgIzVFk6g9FoU4EZ8ZChnJHIFkyuQLMzFG1dzOZ4u4RGZa1anrx0mVfCfIewdGO3WMvYTZozIlg6k1gJZSj9BMtzteaMIBXbecNCcjyKakLKX8ZV1ceV10Szn0N+9JCy52GlT8Kr66LKn45w8gNghwgY2soe1aMlQTJfYypXcCYZjhzAG4RS1gRg1klfBYMwCCpTjCzyJ9+fGIvhD/mnj2kJ0BL4d0sA6wSAhtX7ju9XmD3xwraZizzlV/gO2xamVZJtfKnYo/bGst9fbG95tbrl5x0tP+9pfrX208t1DU8yPz2e33A3/vebYQ13An+5NuPzLY+W+y4tT/1+ueJxv2h2Vc5UfetBaLIiATuQnJSGPZAzduUmHQQ91Zg+CgJTBzFHqgtZ+aPgPcSC02jBOZR1FmWdQenHWeF7B/mvtUnePnth3uTkbZMy9zqvPRJRcDfh8I8uK4rETByZyVUocNdwW6f9hcV79+03d41023YprOqHoLKamJKnUSVPo8ueh7OfR5TXRpfXxh6qG++XhcbLI3+Se4+SSY9UJdfPD/zQAzSQo+qfgkHMkcMIxIT/CXDdG4R3b2GLFj4ocL6c/5dCDf21E/hPWn3tcP/Usfjl8LXy/39ZKvSg31ACWCdAThZdUWPpSC+5ypyJ5wvsLhXO2LtqyoZ0i/iAcZkhRmuSrPetcTxeHPXgYuYPD9Z8fL3jj5/yWn7a/fnHnc3vdjS+3tzwOLnxUcLnp+n3D89dFzi0YoHZgyPzxtv1RxO1scszDEGFrfeoQDpETRQwljllMBqmKDg7hQDtDDo68zTKOAXIBpF2VDbrqMH2e97lb4OrfoyqfJN46H1C9dv46hfhla8CKl5GHLiqPydI0CeH6bnaZIbbg3v3ax/cn+oV7rDqSNyhN+Fl9dHsuvCy2nD2i9Dyl6GVb0NLfog+8suU+bnEOJADQB9foycp6eGkNmoYs3YaRpCWNeVn3bU3CB8MQmVpnKGNGASBGExkIYd8Id0kuHxD1/D79ymd3r8vTw+aQIU/17Bjq3/nWH+fBUDP5P9XAqCYgAMEYl40IQt4v2EDp5rqec7UT/ccvnu50eH9oScORB3NDyzY6Lp7xez1WTMWhVutC7XatmjO4fzAc+zEp1eX/1a36eOrbQ2vd3x8vf3kwdAMT4P8JTOO7vbyma3WS5mJZoJ7HyhrcpQu1U7bpxImA5alg5rgcAXhSbEo4wQ2pUFTk4WVdXr0phueRbVR5XXh5S8iyp5Hl9VGltVElT6PKX0WVvIsgv0k/Mg7s8SdgtPjBeKL+zkkzQhJnBEQbeyVGlH4OLK8PpxdH8GuCyurCSt7HlFWF1n9JvrQu3D2M5OIbGKsIpoHWDmXEaVbPYmvi+JOGY6VNeD+YFnzYdZdwiA8IifYYARP7DRL5KTLIEDJQ0CNfX8UCLurimTY6FcV/iZdHUOHnf6JdxIOYFNYnu+Xvz6EsfIXanpQ4U+0ohryxqIO/oVjgTw7FSNPMvxr4Au3tdOl8oUl8SdWy1etRt5F8Vq1G7EnE6CWVlc9/In5dNpVVw9Fu/NfqNbVTL72MfziiKATIJrcExbGYGQsZmpjkpqU6uXl7efulRQTNMnadPJEi5iwaSvSHHLXeJXsDj56IOL4/jj27uCdSx2yo60Whxhkx1mzd/n/+Ggte5NrepDR3rUe65fOdbIe5e/hqmk8Ak0bip3hcP9fvndAP8KNbgd/DLehaFwfEUtPwcQylHkKzT9BZBwHTd132QWb3CeAO8dW10WyawDHgBJZVhsBAHRZbSi7LqqkFnR3aPXrmasq+0+NYCaVi6YfNs4scF5dEVr4FMzw4Mq3YZU/hJfXpxx6Nf/ID/Flz4LzLk1bmG/ok6ptPElQWxa5kPPEYulKW3a25LyhPnjcDWOCv6CEAEKEkSIDB8WYYlXcKUUqDoqBfUWO654Zch7BgjwxSJiJ7GSwsoYNVmDXhj1WXyVyo5b65f/nf3YePDTbdKhADgEYkDz2uPSF28b9xWfgTyTbN9xLiB3ChTqAM2Q/eJ7tWkGH1GyhDq8+rxXZsM1YZPP2Y1H1//RY0JCadrdjdZxhD64L3yN+gXQ7Fr80Or00EBpPjPLIh7oL5H35T9YA51537IdaUbzSrgL/P/kn0JPzPVmrXa3t7s63X7p/Wj78jxV1zHsouhJLVzeC/3o7zP/Py5/XLbUaYRlDUcSbY+YDRhjopSSmxMbEpqWl7d9flD5/UWRs8urV69KSEsP8PCZNNp81yyYm3GX1Amf2Ts/zRUGXSsKLd4YcOhDT+GbX5ar4PWvmersYT5k8ecmSFXm5+yZYmyF72LID8FeBT+10EBGMDvSnUCAkB1IsBkJAubTgGC1GeD5aeA5lngHcg0g73HfZ5al7nyZUvY0H7Vz8MIr9LJJdB6ZxFBjI7HpQ2SHlr2NLX8eU1UUc+sF/18UBBrOQmW8vn3VT152MLX0ccvCx3/6HAQceBh+4H7D3psNStlncZl33FAMHT9eoxLLKw1mZGaITZDD3CH60v6AkO6xDqBwIlyCPQrQEZqsw+7EQYoxXZHYHg/Ap6yRjNGs46bonLIgMZARmqhMzIMMNCEIDzVRHs6DAgQb+pQ54hXcGH5DV+Gu2+yenB6qaOu65TZ/kQNTJNoV3hjsTzkDU+U6bULOl/tSxFa/JV43F7a399PjGwhPjXl27a/y66+JO+6vGwtdLyb+r62onDf4b0bXk+W8i7361WxL8q4Kq31o6LJ5OVwi+TVSrzurzmnQ1gb9qTfLWMG/+rSO2W9tdPBTtG7Z9KDg3qO3TxP/sdCrYri6fX87tHsmO8ucN3U7+bZ5K6nnv8LBTi4paYDNVidnD0Xgl5VGasVERcdFxqckpu3btzs8v2Ju3t6SktKSkrLikNDI6Ljg8fvHiFRGhYf7uMyJ8pwfMMVsSNzs/x6Nsb0x66BT3yfoRESF5uXllZez8vfn6liZIX5pw4Htm2y8JcmIzhqFZKpwyUxW839BoGYFheihgGzH/FJEF6McZVtYp6x23oypeJZbWJpU8i6qoiaoA9APUdF00ux6s6Sh2XRD7FRyElD6Lr65PZj+eMNVzjquPe1j8NK9IC/+U8T4JJn4JUwNjp3hGTvWKnO4d4R+XumLjlouXLv3+/pcH9x9On2kPETeEk2qrCuqoAHmCbT2gnlBlNEsJXEEIa3lCCixrNJ6MYGxLkcqE8z7e3vCLRLh81mBZQ4aCNHOMFxEMlgBDmCkpwOgrQIgL4iIhRBbyQJw6Jg94hfdPXrV2FaiavIb89fn/1FuI6CXI6C3E6CVEiLUtcAYK/ElciCEpxOgjzOhL/koJMaC33oLw105bQW+cVhJ8raAH6AcP9zVjQQ/QCib8hbGgAlRrNxb8k5pGh+vCZ6C3jtfFG6sLaXA6hGogAUoafTnS+MqxoAdhPGG4rk7HEhPE96LzW8ZdG9TNbbckOMum7eL5Qk3eSuA/6LjY+BcMb0122m1rTb55tqvZ7ZpsN4E2S70HD0W7Z4dfRN0+FF/1rHUqf14PXxYUf9t2N7pL+Qsy+goSwow+fftYW1rO8/MMDg3x8vSIiogsOlicn5+/e9fuvXn7tm3ZsnvXroMHi4qKSoqKyxYtXDJ1ysyM1LToiFBfX3dvX991K1cXl5TtBd+Lgv3r1q5TUx+GhAh4wFtVTetiAF3EUSMMeN7FBOHZoQooDUERISMbO905vgzbYKZPDko9qrPldmg5NqKjAJUuex7EfhkOGEjps2iMVtdGlNbCb0zlm9iq+sgjr0NKH9kvPqhnbl6Qu+Pp48eP799/9OTRdzevX/zuyvdXv7tx9VrNs0fv3r788e3r169fHD91ckHWwrH6hoIsQaY4ixjcVjFSou5OATIkBDH60UcANLUAC/YJ0QSKG8SUANY9EgZB/cTB4uYqa+CznqaJEkjWvVhjFG/Bmj2CkCLAcQ/vTmLwmv6PlgAtAVoC3UiAwezfR3rQABEBVj/JPuERUfkFhSWl7D25e7dv31VQsD83Ny83NxeM7p07dubkrIU/Few/mJe3L79gP5zcX1BYXFy6fPlSMwtLlpDonxZ2oL/f6bOnA+MSh1s7SVq6TUjOCyy4H1fxPLb6VcThN+FH30ccfh9e/S6s+seowz9GH34fV/02oeKFz65Lk+JyJsyNsAlMUdJSt7axSknN3Lpj++nTJ69dvXr92vU7dx6cu3Clqqpy04b13p7eRqYWvaVluJPEWPOfnjCvIdkFYayIEsxRghmKg18Lhq8+U0ac37IGZa2FEnEEIy7xFoyAsYS9KjJSEzJWFbNUFjBVFjBSFjZWFiILHHyjYqIs3LF0O3qnreDklxv+j47156Tx51p1K8Nuu6Ur/OMkIGSiDEXYWIllrMQ0kWeMH4KM1YT1hwjpyUvOm2oeHxEyz3G60eixixYuKi4uAZUN/+HfggOAk+Tl5e3duzd/H5jg+Tt37gwJDR+nPESnH9NSnWmhShgrUdrmK3SOoaqwieagrRvW37x148iRozkrVviHR9l7hI5xTTCPXDtrWZHT6grHVZWOq6qgzFlVOS09zzg428Ar0dglLDo+9eyJo5fOnjIbM1pDFo1WJIwUJMyGyU3SVZ6lr+I4Xm2a7lBLFckJQxhjB6JRcuBaTZgoUVpFkBLCVxbcxAhfHRM3h4tVEjJSZLnqolhzAmDreDM4EAjQF+wvzmi1rEUFxWaMQMlWpGUNGWXMcLrGaAtGrF2vOCuxBGMiAThDLBjx5kS8OQNU+TcrMGisBQN+qUIdU6PDOwdKIt8vb1Y9bMVrTjXsYStqRP6xeNP7wgw7jtWTVtRYvOF6OMMejkX1zKv8ZWm0u7RvtgDogf7mEoCFkWhBkEuUSAAVYwGKAopwjLmovz5yGYWmDhOcpi40QYU1foRcSEBAzvr127fvCAkMWpC1oKSEDagIqbcLMzMWTrMab6goOluDFWUqlGxGpFuAaQk6p6fahqxMxFgx3UcjC2Vx11mTC3Jzv7928/HjR/du3yxhV65atz44NSs0JiEgIi4sKhbD6DFJKQsXrlqzhl196OGzmtfv3t28eSPK3cFphFScee94SxRmhIL1kf845DMO/4aNRxETUBQoSStmgjUr3pI3N7jwVqXEe7L4D3gqi++AkhtoHrCgCSxAOIZLMAcdjWJBjEagr1n++gKy/MpaRECEgkFiSNsbNDp4jcRiVATFT0DJxhybnDoPFXglnu8YN2z7z66qtasJraiGvAPeMUwajvHUyUIdx1twasLHArx/eL+cVvgetzbhb0uN0q4VNSiUdmNRDXl/7bwViKjTscgZfnmsjg27Gauri+owFjVVfmF2OhZUgzq86+JvRU2+00vj3WL+/r+wJDquCt69plrxd8i/Btr133G4dv18YU12ukrbjcubSbfn2w3UsfMvPxT8q72d3PivqGO1Lwjqz8m/q3m2exg7/Wc7cVHPDqUcQNdQnPjxsAFmjaJNUIIlK85SyEUbWaqKWIxUs9bVHjVY1HqUeoSf94LMjLTkeNcpEzWHDpmqLhxu0ivJUggI5zDnHPUAUhqpg35ot3g4o5PMomBcBoxlTVMjjJVl5020y16y8Pjxk/V1L5uaWz7/AXQgv/3yy6/vfv7l7S8/f2xo+Nzc/OP7dzdv3cnP3xvn52WhqWKvDEpZMNGYAL2Xak6kWxHJpnBMJJqCqYpVKt76g7kZ4+vlX5YcJdvFg9Pp04Rlxb00XvMYUNPwPjDByjrOHJS1oGzvtjDIdK6yBn0NtcHhOhoO4FVpRSpEkIIxlmACKG7yFwsUjvlOcv7KPUP9E7eiqvEK7zz3gNMnr0NeD3DLoZAoO+8XbgbVM7xF2hR4Cxnh8+BMDnU49c1RMuyrwuTJ3VXcCqq1aziBbAXddjoW1Qqa8DfkjcVrBf3zxiKnzRmrw3B/Zqx2M2w7FiUQPL3OxsK3iZQAJQdKkvhKu7iuBFKGcIspyfOatLblv+n8d597l6nmnLvf8V7DGfKv/IsHH/MtBs4/253hjtuuYZdrkjsQnk8Xa7J1WXa1JtuuXt6yp+ZANW/Xf+v0+CbAewp4z06bVjwx8g3He9D4HyIsOv7L+bL8uXeBN0/+2XYlf16d9nekM/nzP/78o5BaBsWYongrwVhzRqQRSgO3BUsi2lTQU4dw1kDBE4QcRyJbFUFr5d42KuIThyHXcYx4Y4FEIyZkqgIbMdpaMMScxbl2rtrB95oqfIqlnUww1Avr1phIMmP6jhGYpiZlqDpwnLaGtYWZt09QamLimhUrd+/GuPnunTuzl2YHBQdNn2JhNULFVkV0Gvjd6aBUsHAnYDWSDErZhBVnzILfWDOBWFMixgSbszGmzGgzkThTgreM+fVb652l5N9xYXdQntSC52nIWBgFVC5ID78VCP9xDFlqg9GL8gYREJ0Bs7QjXxQW+K2YaolSLDkHSRasZAv8VfLty3wLBAXGpX75D9LNO8yH70z7VpZ8lds17KxVu+Y9H4s3T46svjAWOaWOF/iFsXizaj89Sjh/6Vh4bl3N8P9jJXz7tUeP+CclAFaLOUqzQClgHJgSKRYozQylmrJSQW2ZoRQbRqotkWjJSLMmQM9EGRIxE1gptkTGREYCKBxzlAENQXOZE8ArlwpLuuNj3tnyg+GoRyDNFiVYoxToxwyl2zJTbESTLBlhhmiuFpqhDJ5+xBxN5lQd4dnawo6agjPUWDMh260eChqN4sdDD4wMKyYo6xQz0HhY+4GJg0110Ipgs1oA1oESbfD5REsiyaqnc/taMcIoMEQ6XL4p6GFWkCHHsvb29sLKWkJA2EAWzRsl4D4OIz5eY5D3WFy8RiPPMYTXGAGPMQyPMXCMC/yVLrQEaAnQEviCBEBRUArEQw/5wMFYlrse4TkWuY1BWJOMRT5UhbFMr9EMTz187DEOuY/BlX1B+ZAHHmMISud0q3aoCvDrAUOMJaAf33GkHhuDsWZAzwMNWH7jmJ5wUh95jEauY8iZkFrOT5+A4jOWwLMdzXQfC0XAXZ/AlbECRO5jkfs4mB4BM/TUR55wElKZc9TjX6kMqauAyYOIYGgvmIwecxrEyoiSMIiPN2KxWGIiohJMgX4iQjJigrJirD6iLHFRAXExwb5iAnAMpa8oSwKfbF8koBrfyXb/7Ko+VKNqdqzPO8+r064T6ryEmCDnFw54hXe+7ayoHrpt1elsu23V6SV326qbsagL4b8u6qr/2uvqTowdJ8mTZFd/4siZ7+b25F7zt/pyz52umY4rhH+ef+2a7PkEeON2O4GeSJV/3K465H92ePV7KP+eX9cXblC7C5ESxdqD0iGS8AyKCfQVFcAHrQWf6UNWg1/ymNWbXJZQB/5J6ZxOr+sL04CG8FcpjuISkBKBYwEpUcE+ooKSYq2qQ7KXYD/4p6gAjIjVHQyEnzg8KBSoSZ7h1JcCZYhnyJIUwRfS6ehfK/924qKakxITgvnAgayYkIyIgKSQgKiwMGhpX1/f/9w7kO6BlgAtAVoCtAT+uxKYN2/u/wGMIRGvczTwWgAAAABJRU5ErkJggg==)](http://3.bp.blogspot.com/-yQb2PmC63VY/VJmCl4aBI5I/AAAAAAAACPg/tZY6u4XSbtU/s1600/Why%2Bfavor%2Bcomposition%2Bover%2BInheritance%2Bin%2BJava.png)

5. Another reason of favoring Composition over inheritance is flexibility. If you use Composition you are flexible enough to replace implementation of Composed class with better and improved version. One example is using [Comparator class](http://javarevisited.blogspot.com/2011/06/comparator-and-comparable-in-java.html) which provides compare functionality. if your Container object contains a Comparator instead of extending a particular Comparator for comparing , its easier to change the way comparison is performed by setting different type of Comparator to composed instance, while in case of inheritance you can only have one comparison behavior on runtime, You can not change it runtime.  
  
There are many more reasons to *favor Composition over inheritance*, which you will start discovering once you start using design patterns in Java. In nutshell favoring Composition results in more flexible and robust code than using Inheritance. Though there are certainly some cases where using Inheritance makes much sense like when a genuine parent child relation exists, but most of time it makes sense to favor composition over inheritance for code reuse. There is an item of this topic on my another favorite book, [Effective Java](http://www.amazon.com/dp/0321356683/?tag=javamysqlanta-20), which has also helped me to understand this concept better, you may want to look that as well.

**What is difference in using instanceof and getClass() method for checking type inside equals?**

This question was asked multiple times, sometime by looking at your equals() and hashCode implementation. Well key difference comes from point that instanceof operator returns true, even if compared with sub class e.g. Subclass instanceof Super class is true, but with getClass() it's false. By using getClass() you ensure that your equals() implementation doesn't return true if compared with sub class object. While if you use instanceof operator, you end up breaking symmetry rule for equals which says that if a.equals(b) is true than b.equals(a) should also be true. Just replace a and b with instance of Super class and Sub class, and you will end up breaking symmetry rule for equals() method.

**Why use SLF4J over Log4J for logging in Java**  
Every Java programmers knows that logging is critical for any Java application, especially server side application, and many of them are already familiar with various logging libraries e.g. java.util.logging, Apache log4j, logback, but if you don't know about **SLF4J**, Simple logging facade for Java,  then it's time to learn and use SLF4J in your project. In this Java article, we will learn why using SLF4J is better than using log4j or java.util.logging. It’s been long time, since I wrote [10 logging tips for Java programmer](http://javarevisited.blogspot.com/2011/05/top-10-tips-on-logging-in-java.html),I don’t remember anything I have writing about logging. Anyway, let’s get back to topic, on contrary to all those logging libraries, there is a major difference between them and SLF4J. SLF4J or Simple logging Facade for Java is not really a logging implementation, instead it's an [abstraction layer](http://javarevisited.blogspot.com/2010/10/abstraction-in-java.html), which allows you to use any logging library in back-end. If you are writing API or utility library, which can be used internally or externally, then you really don't want that any client, which uses your library, should also stick with your choice of logging library. Suppose if a project is already using log4j, and you included a library say Apache Active MQ, which has dependency on logback, another logging library, then you need to include them as well, but if Apache Active MQ uses SL4J, you can continue with your logging library, without pain of adding and maintaining new logging framework. In short SLF4J make your code independent of any particular logging API, which is good think for public API developers. Though idea of abstracting logging library is not new and Apache commons logging is already using it, but now SLF4J is quickly becoming an standard for logging in Java world. Let's see couple of more reason to use SLF4J over log4j, logback or java.util.logging.

Prefer SLF4J over Log4J, logback and java.util.Logging

As I said earlier, main motivation of using SLF4J in your code to write log statements is, to make your program, independent of any particular logging library, which might require different configuration than you already have, and introduce more maintenance headache. But apart from that, there is one more feature of SLF4J API, which convinced me to use SL4J over my long time favorite **Log4j**, that is know as place holder and represented as {} in code. Placeholder is pretty much same as %s in [format() method of String](http://javarevisited.blogspot.com/2012/08/how-to-format-string-in-java-printf.html), because it get substituted  by actual string supplied at runtime. This not only reduce lot of String concatenation in your code, but also cost of creating String object. This is true even if you might not need that, depending upon your log level in production environment e.g. String concatenation on DEBUG and INFO levels. Since [Strings are immutable](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) and they are created in String pool, they consume [heap memory](http://javarevisited.blogspot.com/2013/04/what-is-maximum-heap-size-for-32-bit-64-JVM-Java-memory.html) and most of the time they are not needed e.g. an String used in DEBUG statement is not needed, when your application is running on ERROR level in production. By using SLF4J, you can defer String creation at runtime, which means only required Strings will be created. If you have been using log4j then you already familiar with a workaround of putting debug statement inside if() condition, but SLF4J placeholders are much better than that.

This is how you would do in Log4j, but surely this is not fun and reduce readability of code by adding unnecessary boiler-plate code.

**if** (logger.isDebugEnabled()) {

logger.debug("Processing trade with id: " + id + " symbol: " + symbol);

}

On the other hand if you use SLF4J, you can get same result in much concise format as shown below :

logger.debug("Processing trade with id: {} and symbol : {} ", id, symbol);

In SLF4J, we don't need String concatenation and don't incur cost of temporary not need String. Instead, we write log message in a template format with placeholder and supply actual value as parameters. You might be thinking about what if I have multiple parameters, well you can either use variable arguments version of log methods or pass them as Object array. This is really convenient and efficient way of logging. Remember, before generating final String for logging message, this method check if a particular log level is enabled or not, which not only reduce memory consumption but also CPU time involved for executing those [String concatenation](http://javarevisited.blogspot.com/2011/07/string-vs-stringbuffer-vs-stringbuilder.html) instruction in advance. Here is the code of SLF4J logger method from it's Log4j Adapter class Log4jLoggerAdapter from slf4j-log4j12-1.6.1.jar.

**public** **void** **debug**(String format, Object arg1, Object arg2) {

**if** (logger.isDebugEnabled()) {

FormattingTuple ft = MessageFormatter.format(format, arg1, arg2);

logger.log(FQCN, Level.DEBUG, ft.getMessage(), ft.getThrowable());

}

}

It's also worth knowing that logging has severe impact on [performance](http://javarevisited.blogspot.sg/2012/01/improve-performance-java-database.html) of application, and it's always advised to only mandatory logging in production environment.

How to use SLF4J with Log4J for logging

Apart from above benefits, I think there is one caveat though, in order to use SLF4J you not only need to include SLF4J API Jar e.g. slf4j-api-1.6.1.jar, but also companion JAR, depending upon which logging library, you are using in backend. Suppose If you want to *use SLF4J, Simple Logging Facade for Java,  along with Lo4J*, you need to include following jars in your [classpath](http://javarevisited.blogspot.sg/2013/02/windows-8-set-path-and-classpath-java-windows-7.html" \o "Click to open in a new window" \t "_blank), depending upon which version of SLF4J and log4J you are using e.g.

 slf4j-api-1.6.1.jar - JAR for SLF4J API

 log4j-1.2.16.jar    - JAR for Log4J API

 slf4j-log4j12-1.6.1.jar - Log4J Adapter for SLF4J

If you are using [Maven](http://javarevisited.blogspot.com/2011/08/increase-heap-size-maven-ant.html) to mange dependency in your project, you can just include SLF4J JAR, and maven will include it's dependent companion JAR. In order to use Log4J along with SLF4J, you can include following dependency in your project's pom.xml

**<dependency>**

**<groupId>**org.slf4j**</groupId>**

**<artifactId>**slf4j-log4j12**</artifactId>**

**<version>**1.6.1**</version>**

**</dependency>**

**<dependency>**

**<groupId>**org.slf4j**</groupId>**

**<artifactId>**slf4j-log4j12**</artifactId>**

**<version>**1.6.1**</version>**

**</dependency>**

By the way, if you are interested in using [variable argument version](http://javarevisited.blogspot.com/2011/09/variable-argument-in-java5-varargs.html) of logger methods, than include SLF4J 1.7 version.

Summary

To summarize this post, I would suggest following reasons are good enough to choose SLF4J over Log4j, commons logging, logback or java.util.logging directly.

1) Using SLF4J in your open source library or internal library, will make it independent of any particular logging implementation, which means no need to manage multiple logging configuration for multiple libraries, your client will going to appreciate this.

2) SLF4J provides place holder based logging, which improves readability of code by removing checks lie isDebugEnabled(), isInfoEnabled() etc.

3) By using SLF4J logging method, you defer cost of constructing logging messages (String), until you need it, which is both memory and CPU efficient.

4) As a side note, less number of temporary strings means less work for [Garbage Collector](http://javarevisited.blogspot.sg/2011/04/garbage-collection-in-java.html), which means better throughput and performance for your application.

These advantages are just tip of iceberg, you will learn about more benefits, when you start using SL4J and reading about it.  I strongly suggest, any new code development in Java, should use SLF4J for logging over any other logging API including log4J.

[**How clone method works in Java?**](http://javarevisited.blogspot.com/2013/09/how-clone-method-works-in-java.html)

The clone() is a tricky method from java.lang.Object class, which is used to create a copy of an Object in Java. The intention of the clone() method is simple, to provide a cloning mechanism, but somehow it's implementation became tricky and has been widely criticized from long time. Anyway, we will not go to classic debate of clone in Java, at least for now; instead, we will try to learn *how clone method works in Java*. To be fair, understating cloning mechanism in Java is not easy and even experienced Java programmer fail to explain how cloning of mutable object works, or a [difference between deep and shallow copy in Java](http://java67.blogspot.sg/2013/05/difference-between-deep-copy-vs-shallow-cloning-java.html). In this three part article, we will first see working of clone method in Java, and in second part we will learn **how to override clone method in Java**, and finally we will discuss *deep copy vs shallow copy* mechanism. The reason I chose to make this a three-part article is to keep the focus on one thing at a time. Since clone() itself is confusing enough, it's best to understand concept one by one. In this post, we will learn what is clone method, what it does and How clone method works in Java. By the way, clone() is one of the few fundamental methods defined by objects, others being equals, hashcode(), toString() along with wait and notify methods.

How clone method works in Java: <http://t.co/vJ0oIT3mWy> [#java](https://twitter.com/hashtag/java?src=hash) [#programming](https://twitter.com/hashtag/programming?src=hash)

— javinpaul (@javinpaul) [May 28, 2015](https://twitter.com/javinpaul/status/604008517373149184)

What is the clone of an object in Java?

An object which is returned by the clone() method is known as a clone of original instance. A clone object should follow basic characteristics e.g. a.clone() != a, which means original and clone are two separate object in Java heap, a.clone().getClass() == a.getClass() and clone.equals(a), which means clone is exact copy of original object. This characteristic is followed by a well behaved, correctly overridden clone() method in Java, but it's not enforced by the cloning mechanism. Which means, an object returned by clone() method may violate any of these rules.  
  
By following the convention of returning an object by calling super.clone(), when overriding clone() method, you can ensure that it follows first two characteristics. In order to follow the third characteristic, you must override equals method to enforce logical comparison, instead of physical comparison exists in java.lang.Object.  
  
For example, clone() method of Rectangle class in this method return object, which has these characteristics, but if you run the same program by commenting equals(), you will see that third invariant i.e. **clone.equals(a)** will return **false**. By the way there are a couple of good items on [Effective Java](http://www.amazon.com/dp/0321356683/?tag=javamysqlanta-20) regarding effective use of clone method, I highly recommend to read those items after going through this article.

How Clone method works in Java
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Since Object class' clone() method creates copy by creating new instance, and then copying field-by-field, similar to assignment operator, it's fine for primitives and Immutable object, but not suited if your class contains some mutable data structure e.g. Collection classes like ArrayList or [arrays](http://javarevisited.blogspot.sg/2011/06/converting-array-to-arraylist-in-java.html). In that case, both original object and copy of the object will point to the same object in the heap. You can prevent this by using the technique known as deep cloning, on which each mutable field is cloned separately. In short, here is how clone method works in Java:

1) Any class calls clone() method on an instance, which implements Cloneable and overrides protected clone() method from Object class, to create a copy.

  Rectangle rec = **new** Rectangle(**30**, **60**);

  logger.info(rec);

**try** {

         logger.info("Creating Copy of this object using Clone method");

         Rectangle copy = rec.clone();

         logger.info("Copy " + copy);

    } **catch** (CloneNotSupportedException ex) {

         logger.debug("Cloning is not supported for this object");

    }

2) Call to clone() method on Rectangle is delegated to super.clone(), which can be a custom [superclass](http://java67.blogspot.sg/2013/06/difference-between-this-and-super-keyword-java.html) or by default java.lang.Object

    @Override

**protected** Rectangle **clone**() **throws** CloneNotSupportedException {

**return** (Rectangle) **super**.clone();

    }

3) Eventually, call reaches to java.lang.Object's clone() method, which verify if the corresponding instance implements Cloneable interface, if not then it throws CloneNotSupportedException, otherwise it creates a field-by-field copy of the instance of that class and returned to the caller.

So in order for clone() method to work properly, two things need to happen, a class should implement Cloneable interface and should*override clone() method of Object class*.  
  
By the way this was this was the simplest example of overriding clone method and how it works, things gets more complicated with real object, which contains mutable fields, arrays, collections, [Immutable object](http://javarevisited.blogspot.com/2013/03/how-to-create-immutable-class-object-java-example-tutorial.html), and primitives, which we will see in [second part](http://javarevisited.blogspot.sg/2015/01/java-clone-tutorial-part-2-overriding-with-mutable-field-example.html) of this **Java Cloning tutorial** series.

Here is how  a shallow copy of an object looks like:
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Java clone() method Example

In this article, we have not seen complexity of overriding clone method in Java, as our Rectangle class is very simple and only contains primitive fields, which means shallow cloning provided by Object's **clone()** method is enough. But, this example is important to understand the process of Object cloning in Java, and *how clone method works*.

### Things to Remember - Clone method in Java

1) The clone() method is used to create a copy of an object in Java. In order to use clone() method, class must implement java.lang.Cloneable [interface](http://javarevisited.blogspot.com/2012/04/10-points-on-interface-in-java-with.html) and override protected clone() method from java.lang.Object.  
  
A call to clone() method will result in CloneNotSupportedException if that class doesn't implement Cloneable interface.

2) No constructor is called during cloning of Object in Java.

3) Default implementation of clone() method in Java provides "*shallow copy"* of object, because it creates copy of Object by creating new instance and then copying content by assignment, which means if your class contains a mutable field, then both original object and clone will refer to same internal object. This can be dangerous because any change made on that mutable field will reflect in both original and copy object. In order to avoid this, override clone() method to provide the [deep copy of an object](http://javarevisited.blogspot.sg/2014/03/how-to-clone-collection-in-java-deep-copy-vs-shallow.html).

4) By convention, clone of an instance should be obtained by calling super.clone() method, this will help to preserve invariant of object created by clone() method i.e. **clone != original** and **clone.getClass() == original.getClass()**. Though these are not absolute requirement as mentioned in Javadoc.

5) A shallow copy of an instance is fine, until it only contains primitives and Immutable objects, otherwise, you need to modify one or more mutable fields of object returned by super.clone(), before returning it to caller.

That's all on **How clone method works in Java**. Now we know, what is the clone and what is Cloneable interface, a couple of things about clone method and what does default implementation of clone method do in Java. This information is enough to move ahead and read [second part](http://javarevisited.blogspot.sg/2015/01/java-clone-tutorial-part-2-overriding-with-mutable-field-example.html) of this Java cloning tutorial, on which we will learn, *how to override clone() method in Java*, for classes composed with primitives, mutable and immutable objects in Java.