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# Uni directional,Bi directional,Cascade and MappedBy Hibernate

**Unidirectional and Bidirectional relationship**

In order to understand this relationship, take the case of Book Library. Book Library contains collection of books. So book contains foreign key of book library to maintain the relationship.

**Unidirectional relationship refers to the case when relationship between two objects can be accessed by one way only. i.e**From Book Library we can access books not vice versa  
class Book{  
     Long bookId;  
     String bookName;  
      …........  
}  
class BookLibrary{  
      Long libraryId;  
      String libraryName;  
       Set<Book> bookSet;  
}  
**Bidirectional relationship refers to the case when relationship between two objects can be accessed both ways. i.e** From Book Library we can access collection of Books and Book Object will have reference to BookLibrary

class Book{  
     Long bookId;  
     String bookName;  
     BookLibrary library;  
      …........  
}

Though in both the cases for relationship to occur there would be foreign key mapping in Book Table corresponding to Book Library.

**Cascade By Attribute**

Taking the Book Library example further, lets assume we have a form/web page where we input the information regarding the library and books. So we have a library object containing library information and collection of books. In traditional JDBC approach,we will persist the Book Library first ,get the corresponding primary key and then iterate through book list and persist it one by one by adding the foreign key attribute. All this work has to be done by developer.

Similarly for updates and deletes we have to follow the same procedure.

**Cascade By attribute provided by Hibernate keeps the above mechanism abstract to the developer. Developer persists/updates/deletes the top level object and changes are propagated to the associated entities depending upon the value of cascade by attribute**. So taking the above example if we provide the cascade by attribute to the book set as ALL. Whatever operations are done on BookLibrary object ,it will be passed on to the book collection object also. Developer need not have to code this,it will happen automatically.

So by providing the right cascade attributes we can govern the flow of changes from parent to child entities.

class BookLibrary{  
      Long libraryId;  
      String libraryName;  
       …...  
    **@Cascade(value = { CascadeType.ALL })**       Set<Book> bookSet;  
}

**MappedBy Attribute**

MappedBy Attribute is the most misunderstood concept. It comes into action when we have bi directional relationship between the entities. In relational database we have foreign key attribute which identifies the parent and child tables.

However when we have bi-directional relationship,in order to provide the identification regarding the same hibernate has come up with mappedBy attribute.

**Normally mappedBy attribute is provided on the object which does not contains foreign key.  
In hibernate terms,it means “I am not the owner of the relationship, ownership is governed by other entity'.**

Its the job of the associated entity on non mappedBy side to maintain the association. In case other entity does not do the association, there will be NULL in the foreign key column.

Inorder to understand it better lets take case of  parent and child.Child belongs to a parent and parent can have more than one child.Its a classical case of one to many relationship.

Here mappedBy attribute is at parent side.So its the responsibilty of child to maintain the realtionship.

create table ORM\_MappedBy\_Parent(

Id bigint Identity(1,1) primary key,

ParentName varchar(50) not null,

ParentAddr varchar(50)not null

)

create table ORM\_MappedBy\_Child(

ChildId bigint identity(1,1) primary key,

ChildName varchar(50) not null,

ParentId bigint null

)

alter table ORM\_MappedBy\_Child

ADD FOREIGN KEY (ParentId) REFERENCES ORM\_MappedBy\_Parent(Id);

Here ORM\_MappedBy\_Child contains the foriegn key.So  Parent will have collection of child elements.

<http://chathurangat.blogspot.in/2013/07/difference-between-unidirectional-and.html>

### Difference between Unidirectional and Bidirectional mapping in hibernate

**Unidirectional Mapping**  
When only one of the pair of entities contains a reference to the other, the association is unidirectional. for example, assume that there are two entities called **Teacher** and **Course**.  
In unidirectional mapping, the teacher will hold a reference for the course OR course will hold a reference for the teacher.(Not Both) It is mandatory that the references should not be mapped to the both directions and there should be only one direction(unidirectional) mapping.  
In unidirectional mapping, it will provide the navigational access only to one direction.  
**assumption: teacher can teach only once course and a given course can be taught only by one teacher**  
  
*unidirectional mapping  from lecturer to course*  
class Teacher {  
   private Long id;  
   private  String lecturerName;  
**private Course;**  
   //getter and setters   
}

class Course {  
   private Long id;  
   private String courseName;  
    //getter and setters   
}   
  
*unidirectional mapping  from course to lecturer*  
class Teacher {  
   private Long id;  
   private  String lecturerName;  
   //getter and setters   
}

class Course {  
   private Long id;  
   private String courseName;  
**private Teacher teacher;**  
    //getter and setters   
}

**Bidirectional Mapping**  
if the association between both entities are mutual, then it is known as bidirectional mapping. in bidirectional mapping, the lecturer should hold to a reference for the course and the same time the course should a reference to the lecturer.  
therefore in bi-directional mapping, it will provide the navigational access to the both directions.   
**assumption: teacher can teach only once course and a given course can be taught only by one teacher**  
  
class Teacher {  
   private Long id;  
   private  String lecturerName;  
**private Course;**  
   //getter and setters   
}  
  
class Course{  
   private Long id;  
   private String courseName;  
**private Teacher teacher;**  
    //getter and setters   
}

One To One Unidirectional Mapping (Student has a Subject)

# Maven Configuration (pom.xml)

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>one-to-one-unidirectional3</groupId>

<artifactId>one-to-one-unidirectional3</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>one-to-one-unidirectional3</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<spring.version>4.1.2.RELEASE</spring.version>

<spring.security.version>3.2.3.RELEASE</spring.security.version>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-web</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-orm</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>5.1.30</version>

</dependency>

<!-- C3P0 library -->

<dependency>

<groupId>com.mchange</groupId>

<artifactId>c3p0</artifactId>

<version>0.9.5</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>4.3.7.Final</version>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.3</version>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

</plugins>

</build>

</project>

# SQL(ddl.sql)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*One To One Unidirectional\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*Drop the table\*/

**SET** FOREIGN\_KEY\_CHECKS = 0;

**drop** **table** IF **EXISTS** Student;

**drop** **table** IF **EXISTS** Subject;

/\*Create the required tables\*/

**CREATE** **TABLE** IF **NOT** **EXISTS** Subject (

subjectId **int**(11) **NOT** **NULL** AUTO\_INCREMENT,

name **varchar**(255) **DEFAULT** **NULL**,

**PRIMARY** **KEY** (subjectId)

) ;

**CREATE** **TABLE** IF **NOT** **EXISTS** Student (

studentId **int**(11) **NOT** **NULL** AUTO\_INCREMENT,

firstName **varchar**(255) **DEFAULT** **NULL**,

subjectId **int**(11) **DEFAULT** **NULL**,

**PRIMARY** **KEY** (studentId),

**FOREIGN** **KEY** (subjectId) **REFERENCES** Subject (subjectId)

) ;

/\*Select the created table\*/

**select** \* **from** Student;

**select** \* **from** Subject;
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# Spring configuration(src/main/resources/app-context.xml)

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"* xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:aop=*"http://www.springframework.org/schema/aop"* xmlns:jee=*"http://www.springframework.org/schema/jee"*

xmlns:tx=*"http://www.springframework.org/schema/tx"* xmlns:jdbc=*"http://www.springframework.org/schema/jdbc"*

xmlns:osgi=*"http://www.springframework.org/schema/osgi"* xmlns:security=*"http://www.springframework.org/schema/security"*

xsi:schemaLocation=*"http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop-3.0.xsd*

*http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.0.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-3.0.xsd*

*http://www.springframework.org/schema/jee http://www.springframework.org/schema/jee/spring-jee-3.0.xsd*

*http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-3.0.xsd*

*http://www.springframework.org/schema/jdbc http://www.springframework.org/schema/jdbc/spring-jdbc-3.0.xsd*

*http://www.springframework.org/schema/osgi http://www.springframework.org/schema/osgi/spring-osgi.xsd*

*http://www.springframework.org/schema/security http://www.springframework.org/schema/security/spring-security-3.0.3.xsd"*>

<tx:annotation-driven transaction-manager=*"discussionTransactionManager"* />

<bean id=*"dataSourceInternal"* class=*"com.mchange.v2.c3p0.ComboPooledDataSource"*

destroy-method=*"close"*>

<property name=*"driverClass"* value=*"com.mysql.jdbc.Driver"* />

<property name=*"jdbcUrl"* value=*"jdbc:mysql://localhost/test"* />

<property name=*"user"* value=*"test"* />

<property name=*"password"* value=*"test"* />

<!-- these are C3P0 properties -->

<property name=*"acquireIncrement"* value=*"5"* />

<property name=*"initialPoolSize"* value=*"5"* />

<property name=*"minPoolSize"* value=*"5"* />

<property name=*"maxPoolSize"* value=*"20"* />

</bean>

<!-- This is the lazy DataSource proxy that interacts with the target DataSource once a real statement is sent to the database. Users use this DataSource to set up their Hibernate session factory, which in turn forces the Hibernate second-level cache and also everything that interacts with that Hibernate session factory to use it. -->

<bean id=*"dataSource"* class=*"org.springframework.jdbc.datasource.LazyConnectionDataSourceProxy"*>

<property name=*"targetDataSource"*><ref bean=*"dataSourceInternal"* /></property>

</bean>

<!-- <bean id="hibSessionFactory" class="org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean"> -->

<bean id=*"hibSessionFactory"* class=*"org.springframework.orm.hibernate4.LocalSessionFactoryBean"*>

<property name=*"dataSource"* ref=*"dataSource"* />

<!--<property name="hibernateProperties"> <value> hibernate.show\_sql=true

</value> </property> -->

<property name=*"hibernateProperties"*>

<value>

hibernate.id.new\_generator\_mappings=true,

hibernate.show\_sql=true

<!-- hibernate.hbm2ddl.auto=update -->

<!-- hibernate.current\_session\_context\_class=thread -->

</value>

</property>

<property name=*"annotatedClasses"*>

<list>

<value>com.ddlab.rnd.hibernate.Student</value>

<value>com.ddlab.rnd.hibernate.Subject</value>

</list>

</property>

</bean>

</beans>

# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.OneToOne;

**import** javax.persistence.Table;

@Entity

@Table(name = "student")

**public** **class** Student **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = -282016336815027846L;

**@Id**

**@GeneratedValue(strategy = GenerationType.*IDENTITY*)**

**@Column(name = "studentId")**

**private int studentId;**

**@Column(name = "firstName")**

**private String firstName;**

**/\***

**\* How will you get subject from Student table ?**

**\* By joining subjectId column from Student table**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*)**

**@JoinColumn(name = "subjectId")**

**private Subject subject;**

**public Student() {} //Required while getting data from database**

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **int** getStudentId() {

**return** studentId;

}

**public** **void** setStudentId(**int** studentId) {

**this**.studentId = studentId;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** Subject getSubject() {

**return** subject;

}

**public** **void** setSubject(Subject subject) {

**this**.subject = subject;

}

}

## **Subject.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Table;

@Entity

@Table(name = "subject")

**public** **class** Subject **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = -6494554948746566564L;

**@Id**

**@Column(name = "subjectId")**

**@GeneratedValue(strategy = GenerationType.*IDENTITY*)**

**private int subjectId;**

@Column(name = "name")

**private** String name;

**public Subject() {} //Required while getting data from database**

**public** Subject(String name) {

**this**.name = name;

}

**public** **int** getSubjectId() {

**return** subjectId;

}

**public** **void** setSubjectId(**int** subjectId) {

**this**.subjectId = subjectId;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **Test.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.HibernateException;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** Test {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

Subject subject1 = **new** Subject("Physics");

//First save Subject

session.save(subject1);

Student student1 = **new** Student("Deb");

student1.setSubject(subject1);

//Second save Student

session.save(student1);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**)

transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

System.***out***.println("successfully saved into database");

}

}

## **TestQuery.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.List;

**import** org.hibernate.Query;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** TestQuery {

**public** **static** **void** showCustomer(Session session) {

**try** {

// String hql = "FROM Customer";

String hql = "FROM Student s where s.firstName =:firstName";

Query query = session.createQuery(hql);

query.setParameter("firstName", "Deb");

List results = query.list();

**for** (**int** i = 0; i < results.size(); i++) {

Student student = (Student) results.get(i);

System.***out***.println(student.getStudentId()+"---"+student.getFirstName()+"---"+student.getSubject().getSubjectId()+"---"+student.getSubject().getName());

}

} **catch** (Exception e) {

e.printStackTrace();

}

}

**public** **static** **void** showAddress(Session session) {

**try** {

String hql = "FROM Subject";

// String hql = "FROM Address C where C.lastName =:lastName";

Query query = session.createQuery(hql);

List results = query.list();

**for** (**int** i = 0; i < results.size(); i++) {

Subject subject = (Subject) results.get(i);

System.***out***.format("%10s%10s\n", subject.getSubjectId(),

subject.getName());

}

} **catch** (Exception e) {

e.printStackTrace();

}

}

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

*showCustomer*(session);

*showAddress*(session);

}

}

# Key to remember in case one-to-one unidirectional

@Entity

@Table(name = "student")

**public** **class** Student **implements** Serializable {

**/\***

**\* How will you get subject from Student table ?**

**\* By joining subjectId column from Student table**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*)**

**@JoinColumn(name = "subjectId")**

**private Subject subject;**

**public Student() {} //Required while getting data from database**

}

One To One Bidirectional Mapping (Student has a Subject)

# SQL
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**Student Table** **Subject Table**
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Same as pom.xml, app-context.xml

# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.OneToOne;

**import** javax.persistence.Table;

@Entity

@Table(name = "student")

**public** **class** Student **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = -282016336815027846L;

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "studentId")

**private** **int** studentId;

@Column(name = "firstName")

**private** String firstName;

**/\***

**\* How will you get subject from Student table ?**

**\* By joining subjectId column from Student table**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*)**

**@JoinColumn(name = "subjectId")**

**private Subject subject;**

**public Student() {} //Required while getting data from database**

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **int** getStudentId() {

**return** studentId;

}

**public** **void** setStudentId(**int** studentId) {

**this**.studentId = studentId;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** Subject getSubject() {

**return** subject;

}

**public** **void** setSubject(Subject subject) {

**this**.subject = subject;

}

}

## **Subject.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.OneToOne;

**import** javax.persistence.Table;

@Entity

@Table(name = "subject")

**public** **class** Subject **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = -6494554948746566564L;

@Id

@Column(name = "subjectId")

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** **int** subjectId;

@Column(name = "name")

**private** String name;

**/\***

**\* How will you get Student from Subject**

**\* By using mappedBy as Subject does not direct relationship**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*, mappedBy = "subject")**

**private Student student;**

**public Subject() {} //Required while getting data from database**

**public** Subject(String name) {

**this**.name = name;

}

**public** **int** getSubjectId() {

**return** subjectId;

}

**public** **void** setSubjectId(**int** subjectId) {

**this**.subjectId = subjectId;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** Student getStudent() {

**return** student;

}

**public** **void** setStudent(Student student) {

**this**.student = student;

}

}

## **Test.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.HibernateException;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** Test {

**public** **static** **void** saveStudent(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

Student student1 = **new** Student("John Abraham");

Subject subject1 = **new** Subject("Chemistry");

subject1.setStudent(student1);

student1.setSubject(subject1);

//Save Student

session.save(student1);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**)

transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** saveSubject(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

Student student1 = **new** Student("Vidya Balan");

Subject subject1 = **new** Subject("Biology");

subject1.setStudent(student1);

student1.setSubject(subject1);

//Save Subject

session.save(subject1);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**) transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

***saveStudent*(sessionFactory);**

***saveSubject*(sessionFactory);**

System.***out***.println("successfully saved into database");

}

}

# Key to remember in case one-to-one Bidirectional

**@Entity**

**@Table(name = "student")**

**public class Student implements Serializable {**

**/\***

**\* How will you get subject from Student table ?**

**\* By joining subjectId column from Student table**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*)**

**@JoinColumn(name = "subjectId")**

**private Subject subject;**

**public Student() {} //Required while getting data from database**

**}**

**@Entity**

**@Table(name = "subject")**

**public class Subject implements Serializable {**

**/\***

**\* How will you get Student from Subject**

**\* By using mappedBy as Subject does not direct relationship**

**\*/**

**@OneToOne(cascade = CascadeType.*ALL*, mappedBy = "subject")**

**private Student student;**

**public Subject() {} //Required while getting data from database**

**}**

One To Many Unidirectional Mapping (Student has many Subjects)

Same as pom.xm, app-context.xml

# SQL

**drop** **table** IF **EXISTS** STUDENT\_SUBJECT;

**drop** **table** IF **EXISTS** STUDENT;

**drop** **table** IF **EXISTS** SUBJECT;

**create** **table** STUDENT (

student\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

first\_name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id)

);

**create** **table** SUBJECT (

subject\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (subject\_id)

);

**CREATE** **TABLE** STUDENT\_SUBJECT (

student\_id BIGINT **NOT** **NULL**,

subject\_id BIGINT **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id, subject\_id),

**CONSTRAINT** FK\_STUDENT **FOREIGN** **KEY** (student\_id) **REFERENCES** STUDENT (student\_id),

**CONSTRAINT** FK\_SUBJECT **FOREIGN** **KEY** (subject\_id) **REFERENCES** SUBJECT (subject\_id)

);
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Table : **Student\_Subject** Table : **Student** Table : **Subject**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAAyCAIAAADuoM9SAAAAAXNSR0IArs4c6QAAA6VJREFUeF7tWjuO6jAUNW8BrCIIUWQBYQdBFENDCV1oSTHlSEivfEVomQpRUr0CwQ7IAijQCCQqljB6Jc+fkL8hJjaThOsqOM7xPefcazuZqX1//0PQCq/Ar8JHCAESBcCncuQB+FQOn2rz+bwckb5SlMPhMEaX+NTr9V5JhBJwrdfr8SixT5eqtPP5XAEqqSxgfypBecF5rxwmgU8v69Nx2m5PjyrolxE5qcOjLDLvT49OcMuyG5gqphPKnuwBPIVFZp+ESOYfrI2327GWH+dhBCkBSAFhFHjn8oNjeBwN53AJ/bIsg/TQhrvZdXAfoXgP/U1HOpYHaa0jz/h4wan6BjL/6M07l0e4+Mh+/KQHs2Kx0VjWNNBUImR2dps0ax3VKRabPBacejpOB7ZOxMRB6fsD0sYLz5LteyuRo5tR4zraCxv37D88L/vLAd2xXHv/xhCtz9+4J4TJrZwksniBxLmkIbi71oIlHrJxtObsmnlJIniZ6yAmzeUyM5/EguOT1tTRZ6c22iBkzmbmbXGOXzvDeQ8Pwj3kcdoatutip0l6emMarWup3hM9iXzviZT7WbgY/S5dZLVu32DRspYkclwtUZTs3ZBksODtTzijcHv7S5Qmbgm3yFp2z2lhdKEH8nEpBhHuujciaxWr/90XO2j7iXa9wLnlkiRs6u5yRceEeuw/WewNJ29S/CSykEFeTUwjXHCxxOIPYZL4rbdgaSABRIngikMJaupZcNc9ZDfYsrXsL8j2oY0/LLKUtVfdhbNja9pgr9MVzJytdTY86DlcB+Fe3huVj8l940oiixulNSNcTLzVxuIne6fP9hApfnMWJ0I2JO95ttQ8hwV8h00/P+IzXcox9BmfeYv8HXYzYoeOoCn6qpGlHGkwnZ1D1xGRppIF1NMzakRkjiLXk0jWvuTYon43ekkzbpCG/48oYkak/3/E6XTKGexkMsmJIOvx/JHkR5DFJYwD654KVeVjBj75ecQueD/Dt+SHIwmxSlyYJJF6KmbJP+Zdlbik+FQZephIZbjEfSrFmpa9vKrsk68Cy8dwVvKuswv3UyMrwIW8P8G5PJxAxaxCOJf/VJGLzUvqKfn2K4YBo9UrAPWkXmMZM4BPMlRUjwE+qddYxgzgkwwV1WOAT+o1ljFDDf9FWAYOYKhVAOpJrb6y0MEnWUqqxQGf1OorCx18kqWkWhzwSa2+stDBJ1lKqsUBn9TqKwsdfJKlpFoc8EmtvrLQ/wN8a84R3zd/2wAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAArCAIAAADKeZwBAAAAAXNSR0IArs4c6QAAA6RJREFUeF7tWjGO6jAQTf4BOAVoRZEDwA2CtlgaSuhCC8WWKyH98hehhQpRUv0CwQ3IAVKgFZGoOMLql/yxHRKTxImDnWzIOlVixjPz3vOMnezqX1//NHVVnoFflc9QJYgY0FerlWKimgyMRqMgMaRTv9+vZqI/PKtGoxEyADpd63JdLpe6QLlGsKj96TmKVumkdHoOBp4jS9n15M273blXBHZBz/uxjq/xvojkCvfJrZMgTYlAUnxKDrcf91z7dL2ebPd31jKSHFqOhNw6yQnH7aU5ORwmTW7zDEPv09WMF3An162s9Hj8sM7lJ7vjT+/AQqSeLKuDRvAFw+Q+/F3ToiP4GVvalu/S2t3NCfyFp+oUz+yjN+NcvruFxdEhWJgMSoSJ9IYyktU9Chp6gBQ4QqGsne8b441GSn+F4DuXe/Ph1CDOd8bxBOtw7UtyeG/H5N+PWzdrPzEYOX74Wg42Q9xqnOnxjXi0lqj5UD6ZlRP3zLP2IjbmIq66n8zCTEGamFUUBSpRn/GdMf2Ddz/Hba8xzN5QIzcIbxIn3GgYfa/5YmjLHt50zcXCTHcHXaVjv9NGqM/AdHy1po4DSqOF7Nu02rdSzUoz7jlrBu/vQTK5kCaigP2MIO0tNfcTrcjO4BV6LMAMbmAwkRPedDXW/mQu0CJ5+/vwEemul2UpzZ1uAYZiSEGk1mZAtgG6+ScmKsAJQydvPka9CjBAcLJIoJxxWVA33nbjwCMsSWezxTbUiN8DMpgNfCbaxT1LFyodKU84UjQBdtYUhIWPkyQPzL6nTVukbW0Ga9Som5MP6Le63t2+rm2X9LTh0cAdzFxAa8bm4QicgP3GB3MYR+HAJ/OoHPfMw1wem+YLE2nWAR6FAQg+9AA7KzraJrM5Yc1W32Gr+emW77yXZ0XKsL19LSAbMroK+qqRK9kKZVWR91yymdOXxLfcXNrQxhXKqiI6PUzlT5modHoOpdX/R1RXp+j/R5zPZ8FkZ7OZoAdZ08UzEfcgCwvtR/W9IliV7zPUKVhH5Ib1SP8kPx1JHuuEhVByV0/VLPnHtKsTlgSdagMPgNQGS1Snp+hp/OVVZ50CFsh6pFcl656fuO+yrAEW9P6kzuX0AqpmFapz+XcVeb64qJ7o9958s5V1WQyoeiqLabE4Sicx/sqarXQqi2mxOEonMf7Kmq10KotpsTg6/K1bzIOaXQYDqp7KYFk8htJJnMMyPCidymBZPIbSSZzDMjz8B9JXQCd6Wgq/AAAAAElFTkSuQmCC) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAAtCAIAAAAbTmNMAAAAAXNSR0IArs4c6QAAA3dJREFUaEPtWb1u4kAQXu4BeArQKQUPQN7AKEVoKKHDLS6ujIR0ZQpoTQWUNFwRwRvED0CBkJGouJ4iupKb3bGxwWuM/yYk3q0We/abmW+/Ga9N6ePjH1MjZwZ+5Iyv4DkDimUKHSiWKVgujcdjCj+F8dHpdIK5lg6HA1ydz+fNZrMwVOSYaLlclqAfxQBF4+RLj/1+/7nxhwWg+nKOuj5BK5YVyxQMUPhIp+Xt8PFxuKWIkzFKX1lnlI5laTS303HF8naQrBnJAy8Hliu99/deJWWwmYCkjCG75REsg6RKOKAz+PXlzdevjonoHUvdMYYQzxZjyHibD325HbYNyzKqAvsyoxP+CaRqWMnSFlBD17G+5CheaOic2+i6SIQH5kyEP0kWseO4yjLnobYQR9BFbW1Lwa3Vw5Qb2ANmtIdbzYRZHQmtrl/w+Gq3ZnCLx9tgCHc8mlqlNx3U6wP7eAyXPoC4ETiwsTPkCyxj/YxpdEe/OatQKk4ci5rxKojHRMCg0WY44ZbBLJIEcJXlys8aGzVgdxnTTFOT4tdbT6I7VJ5adcu3E9vNiq8VA2QIt7ZvMzb4JUcJCR1A6jGXyIN0QaoPQgE+hTZGbLXhpYSJgMFpws0CWSQhOeKbHCgTxvMfrKS4DoRO3RGySXExM7GHoqrOWhhcZIlkkUVEx9B5eWEXWG2gZbhqBV1edEl+pfvsKRXqwHJq0WEG1M7Or/A6DWlEuIaDzN5E0w56TEW4W4IRsMEsEnmN6BiMP5x4zc9a054GjXSFTaC9rjmlJx5faGGf6VUzbdcaH57QDE/rsTQqvRdog9Knn5OMZkLfFA48j4nyPFsEfh3USNhgFoncY0Vn+bVo0WVnVUb3AacgX4vEQa2xGkzjnpe9E5570iN7p0ykzZiLsn0rwadlgncSXOgfCUBipk5oni3LhIF/KVeKZYrtUv/7Zcyy/H8/6IXgZzKZ7Ha7lA77/X5KhPTL08eQHiGYheoY6Xc2GuGS5dNO4iTsp/9WtBNyi3vLQqLlPEqGnGdPH/Sub+oYwPI3IPquspD35W/A8l31tIinHyrCr4uw+T0UZlgMn55FSZ3kLvYmjzpWJzmKIvS0LH1poQihAD6Ulik2WbGsWKZggMKH0jIJy3/FoHBVYB/OGaPADFCkrjqGYpmCAQofSsuKZQoGKHz8BxYepJ/mytmeAAAAAElFTkSuQmCC)

# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.JoinTable;

**import** javax.persistence.OneToMany;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "STUDENT")**

**public class Student** {

@Id

@GeneratedValue

@Column(name = "STUDENT\_ID")

**private** **long** id;

@Column(name = "FIRST\_NAME")

**private** String firstName;

**@OneToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT",**

**joinColumns = { @JoinColumn(name = "STUDENT\_ID") },**

**inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**public** Student() {

}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** List<Subject> getSubjects() {

**return** subjects;

}

**public** **void** setSubjects(List<Subject> subjects) {

**this**.subjects = subjects;

}

}

## **Subject.Java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.Id;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "SUBJECT")**

**public class Subject** {

@Id

@GeneratedValue

@Column(name = "SUBJECT\_ID")

**private** **long** id;

@Column(name = "NAME")

**private** String name;

**public** Subject(){

}

**public** Subject(String name){

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **Test1.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.HibernateException;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** Test1 {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

Student student1 = **new** Student("Sam");

Student student2 = **new** Student("Joshua");

Subject subject1 = **new** Subject("Economics");

Subject subject2 = **new** Subject("Politics");

Subject subject3 = **new** Subject("Foreign Affairs");

// Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

// Student2 have 2 subjects

student2.getSubjects().add(subject1);

student2.getSubjects().add(subject2);

session.save(student1);

session.save(student2);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**) transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

System.***out***.println("successfully saved into database");

}

}

# Key to remember in case of one-to-many Unidirectional

**@Entity**

**@Table(name = "STUDENT")**

**public class Student {**

**@OneToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT",**

**joinColumns = { @JoinColumn(name = "STUDENT\_ID") },**

**inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**}**

One To Many Bidirectional Mapping (Student has many Subjects)

Same as pom.xml, app-context.xml

# SQL

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*One To Many Bidirectional\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*Drop the table\*/

**SET** FOREIGN\_KEY\_CHECKS = 0;

**drop** **table** if **exists** subject;

**drop** **table** if **exists** student;

**CREATE** **TABLE** student (

studentId BIGINT(20) **NOT** **NULL** AUTO\_INCREMENT,

firstName **VARCHAR**(50) **NOT** **NULL** ,

**PRIMARY** **KEY** (studentId)

);

**CREATE** **TABLE** subject (

subjectId BIGINT(10) **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(50) **NULL** **DEFAULT** **NULL**,

studentId BIGINT(20) **NULL** **DEFAULT** **NULL**,

**PRIMARY** **KEY** (subjectId),

**FOREIGN** **KEY** (studentId) **REFERENCES** student(studentId)

);

**select** \* **from** student;

**select** \* **from** subject;

/\* Get all the subjects of where student id is 2\*/

**select** st.firstName , sb.name **from** student st, subject sb **where** st.studentId = 2 **and** st.studentId = sb.studentId;

/\*Get all student name and their subjects \*/

**select** st.firstName , sb.name **from** student st, subject sb **where** st.studentId = sb.studentId;

/\* Get all the subjects of sam\*/

**select** st.firstName , sb.name **from** student st, subject sb **where** st.firstName = 'Sam' **and** st.studentId = sb.studentId;
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Table : **Student** Table : **Subject**
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# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** java.util.ArrayList;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.Id;

**import** javax.persistence.OneToMany;

**import** javax.persistence.Table;

@Entity

@Table(name = "STUDENT")

**public** **class** Student **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 8345128974931566292L;

@Id

@GeneratedValue

@Column(name = "studentId")

**private** **long** id;

@Column(name = "firstName")

**private** String firstName;

**/\***

**\* How will you get subjects from Student table**

**\* By using mappedBy as there is no direct relationship.**

**\* Student does not maintain relations, it is owned by Subject.**

**\* Subject class has a reference to student variable**

**\*/**

**@OneToMany(cascade = CascadeType.*ALL*, mappedBy = "student")**

**private List<Subject> subjects = new ArrayList<Subject>();**

**public** Student() {}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** List<Subject> getSubjects() {

**return** subjects;

}

**public** **void** setSubjects(List<Subject> subjects) {

**this**.subjects = subjects;

}

}

## **Subject.java**

**package** com.ddlab.rnd.hibernate;

**import** java.io.Serializable;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.ManyToOne;

**import** javax.persistence.Table;

@Entity

@Table(name = "SUBJECT")

**public** **class** Subject **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 3331340035611931999L;

@Id

@GeneratedValue

@Column(name = "subjectId")

**private** **long** id;

@Column(name = "name")

**private** String name;

**/\***

**\* How will you get student information from Subject table ?**

**\* By joining studentId**

**\*/**

**@ManyToOne( cascade = CascadeType.*ALL* )**

**@JoinColumn(name = "studentId")**

**private Student student;**

**public** Student getStudent() {

**return** student;

}

**public** **void** setStudent(Student student) {

**this**.student = student;

}

**public** Subject() {}

**public** Subject(String name) {

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **Test2.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.HibernateException;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** Test2 {

**public** **static** **void** saveStudent(SessionFactory sessionFactory, Student student) {

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

session.save(student);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**)

transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** saveSubject(SessionFactory sessionFactory, Subject subject) {

Session session = sessionFactory.openSession();

Transaction transaction = **null**;

**try** {

transaction = session.beginTransaction();

session.save(subject);

transaction.commit();

} **catch** (HibernateException e) {

**if** (transaction != **null**)

transaction.rollback();

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Student student1 = **new** Student("Sam");

Subject subject1 = **new** Subject("Economics");

subject1.setStudent(student1);

Subject subject2 = **new** Subject("Politics");

subject2.setStudent(student1);

Subject subject3 = **new** Subject("Foreign Affairs");

subject3.setStudent(student1);

// Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

// Save Student along with Subject

*saveStudent*(sessionFactory, student1);

Student student2 = **new** Student("Deb");

subject1.setStudent(student2);

student2.getSubjects().add(subject2);

// Save subject along with Student

*saveSubject*(sessionFactory, subject1);

System.***out***.println("successfully saved into database");

}

}

# Key to remember in case one-to-many Bidirectional

**@Entity**

**@Table(name = "STUDENT")**

**public class Student implements Serializable {**

**/\***

**\* How will you get subjects from Student table**

**\* By using mappedBy as there is no direct relationship.**

**\* Student does not maintain relations, it is owned by Subject.**

**\* Subject class has a reference to student variable**

**\*/**

**@OneToMany(cascade = CascadeType.*ALL*, mappedBy = "student")**

**private List<Subject> subjects = new ArrayList<Subject>();**

**public Student() {}**

**}**

**@Entity**

**@Table(name = "SUBJECT")**

**public class Subject implements Serializable {**

**/\***

**\* How will you get student information from Subject table ?**

**\* By joining studentId**

**\*/**

**@ManyToOne( cascade = CascadeType.*ALL* )**

**@JoinColumn(name = "studentId")**

**private Student student;**

**}**

Many To One Unidirectional Mapping (Many students have same University)

Same as pom.xml, app-context.xml

# SQL

**drop** **table** if **exists** STUDENT1;

**drop** **table** if **exists** UNIVERSITY1;

**create** **table** UNIVERSITY1 (

university\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (university\_id)

);

**create** **table** STUDENT1 (

student\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

university\_id BIGINT **NOT** **NULL**,

first\_name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id),

**CONSTRAINT** student\_university **FOREIGN** **KEY** (university\_id) **REFERENCES** UNIVERSITY1 (university\_id) **ON** **UPDATE** **CASCADE** **ON** **DELETE** **CASCADE**

);
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Table : University1 Table : Student1
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# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.ManyToOne;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "STUDENT1")**

**public class Student** {

**@Id**

**@GeneratedValue(strategy=GenerationType.*IDENTITY*)**

**@Column(name = "STUDENT\_ID")**

**private long id;**

**@Column(name = "FIRST\_NAME")**

**private String firstName;**

**@ManyToOne(optional = false) // you may or may not provide (optional = false)**

**@JoinColumn(name="UNIVERSITY\_ID")**

**private University university;**

**public** Student() {

}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** University getUniversity() {

**return** university;

}

**public** **void** setUniversity(University university) {

**this**.university = university;

}

}

## **University.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "UNIVERSITY1")**

**public class University** {

**@Id**

**@GeneratedValue(strategy=GenerationType.*IDENTITY*)**

**@Column(name = "UNIVERSITY\_ID")**

**private long id;**

**@Column(name = "NAME")**

**private String name;**

**public** University() {

}

**public** University(String name) {

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.List;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Student student1 = **new** Student("Sam");

Student student2 = **new** Student("Joshua");

Student student3 = **new** Student("Peter");

University university = **new** University("CAMBRIDGE");

student1.setUniversity(university);

student2.setUniversity(university);

student3.setUniversity(university);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(university);

session.save(student1);

session.save(student2);

session.save(student3);

tx.commit();

List<Student> students = (List<Student>)session.createQuery("from Student ").list();

**for**(Student s: students){

System.***out***.println("Details : "+s);

System.***out***.println("Student University Details: "+s.getUniversity());

}

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**if** (!sessionFactory.isClosed()) {

System.***out***.println("Closing SessionFactory");

sessionFactory.close();

}

}

}

}

# Key to remember in case many-to-one Unidirectional

**@Entity**

**@Table(name = "STUDENT1")**

**public class Student {**

**@ManyToOne(optional = false) // you may or may not provide (optional = false)**

**@JoinColumn(name="UNIVERSITY\_ID")**

**private University university;**

**}**

Many To One Bidirectional Mapping (Many students have same University)

# SQL

**drop** **table** if **exists** STUDENT1;

**drop** **table** if **exists** UNIVERSITY1;

**create** **table** UNIVERSITY1 (

university\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (university\_id)

);

**create** **table** STUDENT1 (

student\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

university\_id BIGINT **NOT** **NULL**,

first\_name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id),

**CONSTRAINT** student\_university **FOREIGN** **KEY** (university\_id) **REFERENCES** UNIVERSITY1 (university\_id) **ON** **UPDATE** **CASCADE** **ON** **DELETE** **CASCADE**

);
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# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.ManyToOne;

**import** javax.persistence.Table;

@Entity

@Table(name = "STUDENT1")

**public** **class** Student {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "STUDENT\_ID")

**private** **long** id;

@Column(name = "FIRST\_NAME")

**private** String firstName;

**@ManyToOne(cascade = CascadeType.*ALL*) //Not required to mention optional = false**

**@JoinColumn(name = "UNIVERSITY\_ID")**

**private University university;**

**public** Student() {}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** University getUniversity() {

**return** university;

}

**public** **void** setUniversity(University university) {

**this**.university = university;

}

}

## **University.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.OneToMany;

**import** javax.persistence.Table;

@Entity

@Table(name = "UNIVERSITY1")

**public** **class** University {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

@Column(name = "UNIVERSITY\_ID")

**private** **long** id;

@Column(name = "NAME")

**private** String name;

**@OneToMany(cascade = CascadeType.*ALL*, mappedBy = "university")**

**private List<Student> students;**

**public** University() { }

**public** University(String name) {

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** List<Student> getStudents() {

**return** students;

}

**public** **void** setStudents(List<Student> students) {

**this**.students = students;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** saveUniversity(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

Student student1 = **new** Student("Sam");

Student student2 = **new** Student("Joshua");

Student student3 = **new** Student("Peter");

University university = **new** University("CAMBRIDGE");

List<Student> allStudents = **new** ArrayList<Student>();

student1.setUniversity(university);

student2.setUniversity(university);

student3.setUniversity(university);

allStudents.add(student1);

allStudents.add(student2);

allStudents.add(student3);

university.setStudents(allStudents);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(university);

tx.commit();

List<Student> students = (List<Student>) session.createQuery("from Student ").list();

**for** (Student s : students) {

System.***out***.println("Student Details : " + s);

System.***out***.println("Student University Details: " + s.getUniversity());

}

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** saveStudent(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

University university = **new** University("Standford");

Student student1 = **new** Student("Deb");

student1.setUniversity(university);

List<Student> allStudents = **new** ArrayList<Student>();

allStudents.add(student1);

university.setStudents(allStudents);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(student1);

tx.commit();

List<University> universities = (List<University>) session.createQuery("from University ").list();

**for** (University u : universities) {

System.***out***.println(u.getName()+"---"+u.getStudents());

}

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

*saveUniversity*(sessionFactory);

*saveStudent*(sessionFactory);

System.***out***.println("All information saved successfully ...");

}

}

# Key to remember in case many-to-one Bidirectional

**@Entity**

**@Table(name = "STUDENT1")**

**public class Student {**

**@ManyToOne(cascade = CascadeType.*ALL*) //You may or may not provide (optional = false)**

**@JoinColumn(name = "UNIVERSITY\_ID")**

**private University university;**

**}**

**@Entity**

**@Table(name = "UNIVERSITY1")**

**public class University {**

**@OneToMany(cascade = CascadeType.*ALL*, mappedBy = "university")**

**private List<Student> students;**

**}**

Many To Many Unidirectional Mapping (Many students have many Subjects)

# SQL

**drop** **table** IF **EXISTS** STUDENT\_SUBJECT3;

**drop** **table** IF **EXISTS** STUDENT3;

**drop** **table** IF **EXISTS** SUBJECT3;

**create** **table** STUDENT3 (

student\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

first\_name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id)

);

**create** **table** SUBJECT3 (

subject\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (subject\_id)

);

**CREATE** **TABLE** STUDENT\_SUBJECT3 (

student\_id BIGINT **NOT** **NULL**,

subject\_id BIGINT **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id, subject\_id),

**CONSTRAINT** FK\_STUDENT3 **FOREIGN** **KEY** (student\_id) **REFERENCES** STUDENT3 (student\_id),

**CONSTRAINT** FK\_SUBJECT3 **FOREIGN** **KEY** (subject\_id) **REFERENCES** SUBJECT3 (subject\_id)

);
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# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.JoinTable;

**import** javax.persistence.ManyToMany;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "STUDENT3")**

**public class Student** {

**@Id**

**@GeneratedValue(strategy=GenerationType.*IDENTITY*)**

**@Column(name = "STUDENT\_ID")**

**private long id;**

**@Column(name = "FIRST\_NAME")**

**private String firstName;**

**@ManyToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT3",**

**joinColumns = { @JoinColumn(name = "STUDENT\_ID") },**

**inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**public** Student() {

}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** List<Subject> getSubjects() {

**return** subjects;

}

**public** **void** setSubjects(List<Subject> subjects) {

**this**.subjects = subjects;

}

}

## **Subject.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "SUBJECT3")**

**public class Subject** {

**@Id**

**@GeneratedValue(strategy=GenerationType.*IDENTITY*)**

**@Column(name = "SUBJECT\_ID")**

**private long id;**

**@Column(name = "NAME")**

**private String name;**

**public** Subject(){

}

**public** Subject(String name){

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Student student1 = **new** Student("Sam");

Student student2 = **new** Student("Joshua");

Subject subject1 = **new** Subject("Economics");

Subject subject2 = **new** Subject("Politics");

Subject subject3 = **new** Subject("Foreign Affairs");

//Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

//Student2 have 2 subjects

student2.getSubjects().add(subject1);

student2.getSubjects().add(subject2);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.persist(student1);

session.persist(student2);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**if** (!sessionFactory.isClosed()) {

System.***out***.println("Closing SessionFactory");

sessionFactory.close();

}

}

}

}

# Key to remember in case many-to-many Unidirectional

**@Entity**

**@Table(name = "STUDENT3")**

**public class Student {**

**@ManyToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT3",**

**joinColumns = { @JoinColumn(name = "STUDENT\_ID") },**

**inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**}**

Many To Many Bidirectional Mapping (Many students have many Subjects)

# SQL

**drop** **table** IF **EXISTS** STUDENT\_SUBJECT3;

**drop** **table** IF **EXISTS** STUDENT3;

**drop** **table** IF **EXISTS** SUBJECT3;

**create** **table** STUDENT3 (

student\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

first\_name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id)

);

**create** **table** SUBJECT3 (

subject\_id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) **NOT** **NULL**,

**PRIMARY** **KEY** (subject\_id)

);

**CREATE** **TABLE** STUDENT\_SUBJECT3 (

student\_id BIGINT **NOT** **NULL**,

subject\_id BIGINT **NOT** **NULL**,

**PRIMARY** **KEY** (student\_id, subject\_id),

**CONSTRAINT** FK\_STUDENT3 **FOREIGN** **KEY** (student\_id) **REFERENCES** STUDENT3 (student\_id),

**CONSTRAINT** FK\_SUBJECT3 **FOREIGN** **KEY** (subject\_id) **REFERENCES** SUBJECT3 (subject\_id)

);
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# Java Files

## **Student.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.JoinTable;

**import** javax.persistence.ManyToMany;

**import** javax.persistence.Table;

@Entity

@Table(name = "STUDENT3")

**public** **class** Student {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "studentId")

**private** **long** id;

@Column(name = "firstName")

**private** String firstName;

**/\***

**\* How will you get subject information from Student table ? This is a**

**\* special case for many to many. We get by joining third table**

**\* student-subject3**

**\*/**

**@ManyToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT3", joinColumns = { @JoinColumn(name = "studentId") }, inverseJoinColumns = { @JoinColumn(name = "subjectId") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**public** Student() {}

**public** Student(String firstName) {

**this**.firstName = firstName;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getFirstName() {

**return** firstName;

}

**public** **void** setFirstName(String firstName) {

**this**.firstName = firstName;

}

**public** List<Subject> getSubjects() {

**return** subjects;

}

**public** **void** setSubjects(List<Subject> subjects) {

**this**.subjects = subjects;

}

}

## **Subject.java**

**package** com.ddlab.rnd.hibernate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.ManyToMany;

**import** javax.persistence.Table;

@Entity

@Table(name = "SUBJECT3")

**public** **class** Subject {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "subjectId")

**private** **long** id;

@Column(name = "name")

**private** String name;

@ManyToMany(cascade = CascadeType.***ALL***, mappedBy = "subjects")

**private** List<Student> students = **new** ArrayList<Student>();

**public** Subject() {}

**public** Subject(String name) {

**this**.name = name;

}

**public** **long** getId() {

**return** id;

}

**public** **void** setId(**long** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** List<Student> getStudents() {

**return** students;

}

**public** **void** setStudents(List<Student> students) {

**this**.students = students;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** saveStudent(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

Student student1 = **new** Student("Sam");

Student student2 = **new** Student("Joshua");

Subject subject1 = **new** Subject("Economics");

Subject subject2 = **new** Subject("Politics");

Subject subject3 = **new** Subject("Foreign Affairs");

// Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

// Student2 have 2 subjects

student2.getSubjects().add(subject1);

student2.getSubjects().add(subject2);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(student1);

session.save(student2);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** saveSubject(SessionFactory sessionFactory) {

Session session = sessionFactory.openSession();

Student student1 = **new** Student("Vidya Balan");

Student student2 = **new** Student("John Abraham");

Subject subject1 = **new** Subject("Physics");

subject1.getStudents().add(student1);

subject1.getStudents().add(student2);

Subject subject2 = **new** Subject("Chemistry");

subject2.getStudents().add(student1);

subject2.getStudents().add(student2);

Subject subject3 = **new** Subject("Mathematics");

subject3.getStudents().add(student1);

// subject3.getStudents().add(student2);

// Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

// Student2 have 2 subjects

student2.getSubjects().add(subject1);

student2.getSubjects().add(subject2);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(subject1);

session.save(subject2);

session.save(subject3);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

session.close();

}

}

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

// Session session = sessionFactory.openSession();

*saveStudent*(sessionFactory);

*saveSubject*(sessionFactory);

System.***out***.println("All information saved successfully ...");

}

}

# Key to remember in case many-to-many Bidirectional

**@Entity**

**@Table(name = "STUDENT3")**

**public class Student {**

**/\***

**\* How will you get subject information from Student table ? This is a**

**\* special case for many to many. We get by joining third table**

**\* student-subject3**

**\*/**

**@ManyToMany(cascade = CascadeType.*ALL*)**

**@JoinTable(name = "STUDENT\_SUBJECT3",**

**joinColumns = { @JoinColumn(name = "STUDENT\_ID") },**

**inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })**

**private List<Subject> subjects = new ArrayList<Subject>();**

**}**

**@Entity**

**@Table(name = "SUBJECT3")**

**public class Subject {**

**@ManyToMany(cascade = CascadeType.*ALL*, mappedBy = "subjects")**

**private List<Student> students = new ArrayList<Student>();**

**}**

Inheritance Mapping in Hibernate

There are three inheritance mapping strategies defined in the hibernate:

1. Table Per Hierarchy
2. Table Per Concrete class
3. Table Per Subclass

# Table Per Hierarchy

In table per hierarchy mapping, single table is required to map the whole hierarchy, an extra column (known as discriminator column) is added to identify the class. But nullable values are stored in the table.

# Table Per Concrete class

In case of table per concrete class, tables are created as per class. But duplicate column is added in subclass tables. Disadvantage of this approach is that duplicate columns are created in the subclass tables.

# Table Per Subclass

In this strategy, tables are created as per class but related by foreign key. So there are no duplicate columns.

# Table Per Class Hierarchy

# SQL

![](data:image/png;base64,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)

**drop** **table** IF **EXISTS** Employee;

**create** **table** Employee (

id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) ,

**type** **VARCHAR**(30) **NOT** **NULL**,

salary **FLOAT**(7,3),

**PRIMARY** **KEY** (id)

);

# Class Diagrams

![](data:image/png;base64,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)

# Maven Configuration (pom.xml)

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>table-per-class-hierarchy</groupId>

<artifactId>table-per-class-hierarchy</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>table-per-class-hierarchy</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<spring.version>4.1.2.RELEASE</spring.version>

<spring.security.version>3.2.3.RELEASE</spring.security.version>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-web</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-orm</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>5.1.30</version>

</dependency>

<!-- C3P0 library -->

<dependency>

<groupId>com.mchange</groupId>

<artifactId>c3p0</artifactId>

<version>0.9.5</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>4.3.7.Final</version>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.3</version>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

</plugins>

</build>

</project>

# Java Files

## **Employee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.DiscriminatorColumn;

**import** javax.persistence.DiscriminatorType;

**import** javax.persistence.DiscriminatorValue;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Inheritance;

**import** javax.persistence.InheritanceType;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "employee")**

**@Inheritance(strategy=InheritanceType.*SINGLE\_TABLE*)**

**@DiscriminatorColumn(name="type",discriminatorType=DiscriminatorType.*STRING*)**

**@DiscriminatorValue(value="Employee")**

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

@Column(name = "id")

**private** **int** id;

@Column(name = "name")

**private** String name;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **PermanentEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.DiscriminatorValue;

**import** javax.persistence.Entity;

**@Entity**

**@DiscriminatorValue("PermanentEmployee")**

**public** **class** PermanentEmployee **extends** Employee {

@Column(name="salary")

**private** **float** salary;

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

}

## **ContractEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.DiscriminatorValue;

**import** javax.persistence.Entity;

**@Entity**

**@DiscriminatorValue("ContractEmployee")**

**public** **class** ContractEmployee **extends** Employee {

@Column(name="salary")

**private** **float** salary;

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Employee e1 = **new** Employee();

e1.setName("Deb");

PermanentEmployee pe = **new** PermanentEmployee();

pe.setName("John Abraham");

pe.setSalary(3000.50F);

ContractEmployee ce = **new** ContractEmployee();

ce.setName("Vidya Balan");

ce.setSalary(1000.50F);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(e1);

session.save(pe);

session.save(ce);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**if** (!sessionFactory.isClosed()) {

System.***out***.println("Closing SessionFactory");

sessionFactory.close();

}

}

}

}

# Key to Remember for Table Per Class Hierarchy

**@Inheritance(strategy=InheritanceType.*SINGLE\_TABLE*)**

**@DiscriminatorColumn(name="type",discriminatorType=DiscriminatorType.*STRING*)**

**@DiscriminatorValue(value="Employee")**

**public** **class** Employee {

}

**@Entity**

**@DiscriminatorValue("PermanentEmployee")**

**public** **class** PermanentEmployee **extends** Employee {

}

**@Entity**

**@DiscriminatorValue("ContractEmployee")**

**public** **class** ContractEmployee **extends** Employee {

}

# Table Per Concrete Class

# SQL

**drop** **table** IF **EXISTS** Employee;

**drop** **table** IF **EXISTS** ContractEmployee;

**drop** **table** IF **EXISTS** PermanentEmployee;

**create** **table** Employee (

id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) ,

**PRIMARY** **KEY** (id)

);

**create** **table** ContractEmployee (

id BIGINT **NOT** **NULL** ,

name **VARCHAR**(30) ,

salary **FLOAT**(7,3),

**PRIMARY** **KEY** (id)

);

**create** **table** PermanentEmployee (

id BIGINT **NOT** **NULL** ,

name **VARCHAR**(30) ,

projectname **VARCHAR**(30) ,

**PRIMARY** **KEY** (id)

);

Pom.xml, class diagram same

# Java Files

## **Employee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.Inheritance;

**import** javax.persistence.InheritanceType;

**import** javax.persistence.Table;

@**Entity**

**@Table(name = "employee")**

**@Inheritance(strategy=InheritanceType.*TABLE\_PER\_CLASS*)**

**public** **class** Employee {

@Id

@Column(name = "id")

**private** **int** id;

@Column(name = "name")

**private** String name;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **PermanetEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.Table;

**@Entity**

**@Table(name="PermanentEmployee")**

**public** **class** PermanentEmployee **extends** Employee {

@Column(name="projectName")

**private** String projectName;

**public** String getProjectName() {

**return** projectName;

}

**public** **void** setProjectName(String projectName) {

**this**.projectName = projectName;

}

}

## **ContractEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.Table;

**@Entity**

**@Table(name="ContractEmployee")**

**public** **class** ContractEmployee **extends** Employee {

@Column(name="salary")

**private** **float** salary;

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

}

## **App.java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Employee e1 = **new** Employee();

e1.setName("Deb");

e1.setId(1);

PermanentEmployee pe = **new** PermanentEmployee();

pe.setName("John Abraham");

pe.setProjectName("Apollo");

pe.setId(2);

ContractEmployee ce = **new** ContractEmployee();

ce.setName("Vidya Balan");

ce.setSalary(1000.50F);

ce.setId(3);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(e1);

session.save(pe);

session.save(ce);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**if** (!sessionFactory.isClosed()) {

System.***out***.println("Closing SessionFactory");

sessionFactory.close();

}

}

}

}

# Key to Remember for Table Per Concrete Class

@**Entity**

**@Table(name = "employee")**

**@Inheritance(strategy=InheritanceType.*TABLE\_PER\_CLASS*)**

**public** **class** Employee {

}

# Table Per Sub Class

# SQL

**drop** **table** IF **EXISTS** PermanentEmployee;

**drop** **table** IF **EXISTS** ContractEmployee;

**drop** **table** IF **EXISTS** Employee;

**create** **table** Employee (

id BIGINT **NOT** **NULL** AUTO\_INCREMENT,

name **VARCHAR**(30) ,

**PRIMARY** **KEY** (id)

);

**create** **table** ContractEmployee (

id BIGINT **NOT** **NULL** ,

salary **FLOAT**(7,3),

**PRIMARY** **KEY** (id),

**CONSTRAINT** FK\_ContractEmployee **FOREIGN** **KEY** (id) **REFERENCES** Employee (id)

);

**create** **table** PermanentEmployee (

id BIGINT **NOT** **NULL** ,

salary **FLOAT**(7,3),

**PRIMARY** **KEY** (id),

**CONSTRAINT** FK\_PermanentEmployee **FOREIGN** **KEY** (id) **REFERENCES** Employee (id)

);

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYAAAAD+CAIAAAC8+kXtAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAKqtJREFUeF7tXQ9sFNeZf4ZC2ruiBJGqJRTZQAUmGEiyziVBnGpyHLHjU5MqTkmkghN5uTgVVahkzpSc0iZ3IVB8LZWQaod1iomuCYdzSehZOIjU7p2VpooXGmKCkQJ46RGnSlBCuAAJNnu/mbe73t2Z3Z3Zndn5s7/RCtYz733ve7/3zW+/73tv3pRFo1HBgwgQASLgBAKTnGiUbRIBIkAEFARIQLQDIkAEHEOABOQY9GyYCBABEhBtgAgQAccQIAE5Bj0bJgJEgAREGyACRMAxBEhAjkHPhokAESAB0QaIABFwDAESkGPQs2EiQARIQLQBIkAEHEOABOQY9GyYCBABEhBtgAgQAccQIAE5Bj0bJgJEgAREGyACRMAxBEhAjkHPhokAESAB0QaIABFwDIEybkjmGPa5Gg6FjmzZsjZXKV53DIHNm/cEgzc71rwvGiYBuXEYE9QDE3ejftRJRUD+PJCGCjEHElAh6NlSd+7cxdKsbZFOoVYjIGno1Kl3rBZcEvJIQO4aZrAPqcddQ2JMG9AQOcgYVCmlmITOAzS7qpB97ELWfrn42ZCuKw9TCJCATMFlY2HkfWyUTtFFQYCDaBZmhmBmEbOrfHb356232g02fOutzQZLspjlCDAQMwspCcgsYraUl9NeWbI/IKBA4B/R9lUhPrvQP3VazReqIleEmHKh//y0ms+FwOfSs488GnpxcPCCLVpSqAEEyEEGQJoowhDMFFx2Fc7OPqZa/fhje9nn3MD6HQOjplRiYSKQCQF6QK6wjZzpZyUEC4eN6HrflvYzZyYbKZlfGRDQ8+LxDctn5lfd97XoAZkaYnpApuBysnDH4FvyM//BBzsG/9gx+EbH4H93DPapf/Z0DL7cMfiiqh/fte3kMLFtUwiQgEzB5WThcLhMfqBEODw5HJ4aDv9VODxN/fPr4fDscPhb2fU7se+WdeuUj4yh1GBqcGBH/MyJHfLqvhMxMckF1q1bP3AuXXxC4LodrygXIUF+UY7BffEqae0qBVM1cRJWtu0oAiQgR+E303ggEA0ExgMBJfscCFwIBD4OBP4SCPxZ/fPdQCCMTxZ5uOePLjm8axc+PdWDT0s2Oda1W6zBmWdnddWvO7pcudqy9uCBBIkkChze2ii6np84L0mkTTyrCjy8tfrQpn2DYsHqRnHouGSgEwMHVz20fIZSLK1dXU3MIMGy/kGABOSZsVTdH8XxUV2eaeHwdOn4qH/eGA4H8MnSmQ/PioNt0gOq7zr2xuhHStlFjY+DI4SYNXPRssY7q5VT11csSpISLyBmLH9o1bERtZI8Rj88G68i1KsHB06ImQurxeBxxb06cXTPqiUQiGJp7WrPeGYIqKjlCJCALIfULoHwfaTjgwYCgbOBwHvS8VH/VNyf7B6QEMsat0oPSPncv8AWPcFEswb/eE4MHj37xJ2xJrTtFkMTW7pHoVYjQAKyGlEb5WGhz5gQcgHQJfUL/tUeSpJIe3xt1htdvxs0q92xrr0yI3RuYPfBVcuTWGtmssCkq9VLZh06PjBwtvo2xbUSKcVUSdozZpVief8gwGl4V4ylhdPwD2zfdfKkbqdGB3Yg+JKX1rbs2nD9xIQ6Lj0t1uxUwrFzr+x4XqzZcK/yVSmwclbXUwdRY9ETWydOymn4JIHxq4pspKLbBOTH2Sq93QXJFVVN7PHGnBlZTsObwp0EZAouuwrnJKDvfKfi/ffPYZHhlSvjmSfay6ZMmTx9+jSrVkLnueQHBIR89v1qRqn0DhKQqTFnCGYKLscK798/csMNM+bNmzV//jfnz5+d4fNNFLCKffLt6ujAAZl+5kEEciNADyg3RkUokdMDKoIO2iZMe0BK8LVnUWNPKa+TpgdkylZJQKbgsquwOwnIrt76Wi4JyNTwMgQzBRcLEwEiYCUCJCAr0aQsIkAETCFAAjIFFwsTASJgJQIkICvRpCwiQARMIUACMgUXCxMBImAlApwFsxLNvGWVlek/P5G3QFZ0EAG+bdg4+PSAjGNlY8k5c6rwgCgMl4enEcAgYihtNBTfiSYB+W5I2SEi4B0ESEDeGStqSgR8hwAJyHtDevLNHScHHj/5Pz8+8dqD7+7/++He73mvD9SYCKgIkIA8ZghgHzH2oYheHZ8ye/pN/3bD3+6d+tfzj75Y6bFuUF0iQALypA2o7DN2MQLlPzv97/h3ZvXjk6+Z7sm+UOmSR4AekNdMICrAPuOff3jl7O7olfMfvf0vFz79eMpXF9rejc46UdeZ3kr/RrGxP+UkinUq5Jh+Uls3UUJXcqb+oEUpKtIpsHZB+dSJRIMb5ZkyAaWUAhv1xSSE4EtydZRO6J/pUhaxto+BDxsgAXltUMsmg32iY+evjl/8v7PdV8cvfXL0ny/95XXbu9F0QBxoyrOV7HWzX8UNP0FeEbFNxNQ4hH3ZospnpEFUqEQD7hB96pmQWLFRlDeJ0JAOG4KuEkKUar2iWUOssX7qXcooNk9sSrwaCchjBnDlSxUK+4xdRBwmomOXP3hNZZ/SeBlh/05RVR8bsKY4G5bPU89ERLcQ62uUr+CIljbFCVrZILpBVKlHshBcaekTVUGlsPbIdElXrMfsyC3qkoDcMhJG9Bh+8zkRHZ80d6u4egXsI66OR6NXFfbBz77dx0RsFRF18dhHf/Pp0xMFZHCkW7czHr4lripf+mN1E3FWRVD0BmNR1ckhUa9STPIROSlqkYM/LXqrRHn8QmWtOBkR5SsFaCktItQKWa96TLqH7iVdsXbj71P5JCDPDCxm3MfPdkS/Mm/KJ7+dUvFPU6ZVSvaZNPWrS9corycs0rGxQlSpkU60XXS36TQa3CbaVU4MifToxmjdESFUrwS+DOKp2pAiDcwzLMScdPoRzUHRmik2LBdVvaCmlEMrREZVacksWUf/kp7YIqHvt2ZIQN4YUbBP9Mqnk+Y9A/YZu3im8vamhf/wX0u/H1n6/TOLv/duEfsQEUO1sUgH/kZri07TofaYJ9LUKnpxuycO43XLRYPqwmQ/lHxws0J24KYCj6Z2MbQt3VeSMrNcKrBRVuc6IK/YQIJ9kHWuvPsl59RGpJN344XU1TQK9mmG/3cgHnbNEbVDEwwy3CvmJeIxIwqDTKsyZKOzXDIimWWyIUAPyO32Ad/n2H/+jfR9wD7z/67dUY1rREuvOCR9E0wn6YZgO2Madm4TLfGcsXLKQN3sfVNTPbFjZ7doT4684DQJsbNf1atTtLWobpHqc6VFbclCkpur2a5ko5HJ1h7pl/TEOjoq3m2cBOTqsVMir7HzyDpP/WS/C9hHxWp7nwhWqMttmkWDbghWGVuM090gtis0MHHkrKsdDSXjG09Cz6sSPSrFKMzSKyriq37kwh8lVlqhNF3RLUa2q6UwBdYwkZmWwieEaBqDer0ZHLzkS7piXW1HLlbO07sf+EZ53e04Tr3xr0Pdt7575PX3+h47cegR33Q21pFQbTQ0YrJTI9HaFhNV9JswKUTbXmbN5XYcJjQs+aL0gNz743Dx/Ve/8vW7EHmNj192OvKyHKV+ETSbpoEOSMcInQXZutohEAtWiSZtJsiMEK3kjGIth6gkBJKA3DvMylrn/913cfS3/mEfrPSJPT+xQoRG8pm9QjrG4IJszKBH1UBMexgXohMSZhbrXlNyr2YkIPeOzeLvDS15YHjJg++5V0WzmuGpC/n8BD46volZcSzveQRIQJ4fQnaACHgXARKQd8eOmhMBzyNAAvL8ELIDRMC7CJCAvDt21JwIeB4BEpDnh5AdIALeRYAE5N2xo+ZEwPMIkIA8P4TsABHwLgIkIO+OHTUnAp5HgATk+SFkBxIIRDrr6rRb4ucEqH9jmayGL7FjYneyxDnlFBoo0924LGcbLKCPAAmIllHiCESwa0jfAWVddkTUy6djR0JDK1SeAeGsEH0Tp8qb2kND2/LguBLHOHP3SUA0jdJGoH9nsCq20XR5TY18dLV8ZUPtEDZkjBzqFqH4RvetLW3YCwSXsNF9rr0aSxtSM70nAZlBq4TLqtFNPyIQ5UjEORMxS+xUcjHlVLxActySqJQSLiXiIAVk/KHW0JffqURKqdeTRJ02pmRMSOTkUItmo3uFeBpWlovTw71ViY0V51SqpEQGsvQuIAFZCqevhfWqu80rAYoIyq0HRc322IY2fVXxU3iHhSyGUxVlPfVKgb6WtnjcAkqR5yCnobt5IpqpwQso4q5Ff0+bZAV9+cOKgO01E/FRNKqGUMphWMmYkNPDonJiy0Qlx4MDG00nBGqGtHxeVe9w2kb3vh53WztHArIVXl8Jrw21q7d5PEBROhe7Y8tWtAnFPVCOeDF4DLWx+AVfY0jA4RBtK2SmtyLYm3wnT7gW/T1DsYr68mVQlBQfJcFsWEkpJO0obzqgUGO7aJ7w8nw1hq7rDAnIdUPiHYXAPhXDrbG0bZxicqpfm7wPYvKWrTEGQlJ4SIl/VHbLIh/xUc62cgrRl6DkmhV3LBZ1yUIp8ZiRllnGAAIkIAMgsYg+Argla2X8Am/EEBsIJX5JBGta/6O1qnvnzu6qVhlQZZdfU9+SWdSE6BxKzqkU8Xgq0t8fTy4jM60kgRRKjGkLWoyFhXDiYr2mXRSOAAmocAxLVoKStkGeR0maDFcZ9IBqtitz3NrlNhLEmvqqtrb4pJTIIT9ZVOblPzmEgBGVyS3lKBc9amdwYO5dTQKp0+6qthXdDSOquxZPUJfsqFvb8TI40NZKpLQ8EJg7d/HmzXuCwZvzqMsqhSGAQG/nvANpr+/IKBKls6SoQ6EjW7asPXXqncJUKqHa9IBKaLDZVT0EyvEC1xUGF1BHOpuD8QCRaFqBAAnIChQpw9MIYLI/86x7Ss+UWTKjvpKnISma8iSgokHNhogAEUhHgAREmyACRMAxBEhAjkHPhokAEeAsmCtsQM6C1dd/wxXaUIl8Eejp+YCzYKbAowdkCi4WJgJEwEoESEBWoklZRIAImEKABGQKLhYmAkTASgRIQFaiSVlEgAiYQoAEZAouFiYCRMBKBEhAVqJJWUSACJhCgARkCi4WJgJEwEoESEBWoklZRIAImEKABGQKLrsKYxUiFrDZJZ1yiYBbEeBKaLeMjFwM7RZtqEdeCHAZtFnY6AGZRcyu8nSC7EKWcl2MAAnILYPD7RDdMhL56kH3Jw/kSEB5gGZXFWzlyUyQXeDaLJfskx/AzAHlh5uNtZAMgnTmg2yE2GrRZJ+8ESUB5Q2djRXl3ubkIBshtki09Fi5C33ecJKA8obO9orSFeLhZgRIPQWODgmoQAD9U/3y5cs/+tGPfvWrX3mlS9D2Jz/5yXXXXecVhamnFgEmoWkVMQR+/OMfL1iwwENwQFvo7CGFqSoJiDagj0Bvb+/w8PCGDRs8BFBzc/Of/vSnN99800M6U9U0BBiC0STEBx98UFdXd+DAgW98w2ObUoOAHn300b6+vi9/+cscSC8iwBDMi6NmSGfcmQa9g4cffviZZ57xHPsAhZtuuun2229vb283hAgLuQ8BekDuGxOLNEJIBQ665557sgdWO3bsiEQiv/jFLyxqtthikDtfuHDhH/7wh5wE2t/fv3fvXg9l2YsNpRPtkYCcQL1YbeLmRJoWTPTCCy/ozhbh0oMPPoi719MhzCuvvNLV1fXyyy9nwhUxJqbM8C/Yp7Kysljwsx0DCER5+B0BJHdw14Fl0jp66dIlhDDHjx/3AQD33nsvCEi3I4gu0X1QsA+66b8u0AMyQNLeL4If/+9+97t33XXXT3/600RvEKAtXboUc0ne758YGRlBHv3IkSPJrhxiLvQR3NTa2srlQu4cZSah3TkuFmuF/Ag8IAhdsWIFyAhfELbgiz/YB92pqKhobGx88sknJXDoGkJL/Am3CB4Q2cdie7JQnP+cOvYoCwKYsUY88pvf/AbB1+joqJ+wQkSJGTE4QYy5PDSs9IAsJHMPiKqpqYErtH79+htvvNFnfgGCrzVr1ixbtuz8+fPo4wMPPOCB8Sh5FUlAJWcCu3fvXrt27eLFi5E0QerEH/2XMde+fftqa2vxiIbPuNUfY6TfCw95a1S1cAQQoSBOQbQCUXATEIj5YHooOeZCXOm/6LLwcXetBHpAfv51SesblgVh0fOvf/1rOVUEJkJK6NVXX8VUES55EQjMc2EVYnLMhXT7Y489xodUPTOarqVGKmY5Ag899BDYRysWy/M8tyAIng6yPEhp6a5jArdq1z1ZjicFFo6AKFwEJXgCAUxIY0VMJlVxG4ODdOnJhb3LOc+VHGm6UH+qlECACxE946sWoihytFgBBKcgS3YWUZiMxeAQuTmJi47Awcm5thBR2LXXXrtp06ZCcGNduxEgAdmNsCvk46bF5oEIWHJq8+KLL+KJzSzPVeWU4JICYNKbb74Zj6FgjaJLVKIaWgRIQP63iq1btyJNi7DF/11N7WHOh1RLDRAX9pezYC4cFCtVwpZAr732GtwfK4V6RBZyXtAUNOQRfUtRTXpAfh51hCF33HEHVvqU7B4USH4BAaTYPb3fiI9tlB6QjwdXIKmMRTElyz4YWi4Lcrl9k4BcPkD5q4d0MjwgrP3JX4QvauKJf8Sh2D3aF73xWycYgvltRGV/8JAXNgDCQmc3T6gXDXoQEHZElBuS8HAVAvSAXDUclimDRy6wzTPZRwKKdUNYZsm96y0zL+sE0QOyDkvXSJLbHiZvfuga1RxT5JNPPkE2Gi5hzr3rHVOxJBumB+S3YUe48fvf/54rgNPGFc4gFk/zIVW3mTsJyG0jUpA+ac+7FyTLd5WRj0dqDA/Q+65nHu4QQzAPD55WdaR+vv3tb3PmK9Og+uM1RH4yWXpA/hlNbHWIzpB9sowolkRhy0S8i9E/o+7xntAD8vgAxtXnvLvBgeRDqgaBKk4xekDFwdn2VrAjssu30bAdAmMN4JkMLFDAGnFjxVnKXgRIQPbiWxzpmHHHSwex2qU4zXm9FURhmBTDSnGvd8QH+jME8/wgcplvHkPIh1TzAM2OKiQgO1Atnkysr8NmY9g/jNtumQUdqehIJIJwzGxFlrcQARKQhWA6IIrz7oWAji0TsQ02ntIoRAjrFoIAc0CFoOdwXc67FzgAYB8weIFCWL0QBOgBFYKek3Ux745Xm+L1D9xqq5BhwHTY0qVLsWVHIUJYN28ESEB5Q+dkRSxmAftgm2fOfBU4DHxItUAAC6zOEKxAAJ2pjn3m8cgF2adw9DEfjw2zsVtQ4aIoIQ8ESEB5gOZwFTxOiefduduGVcOAN6zCD+rt7bVKIOUYR4AEZBwrG0siE4HlPEYawK2Cn2tkT40UZhmDCGAyHjt1ILA1WJ7FrEKABGQVkgXJwdbxuAGMPCQJqsK+Nlz1UxDcmsp4SPWee+5BYJtTLNxPPsaREyXjBUhAxrGysSRuALzDE+vikFqGj5OpJcy7Y84LIYONqpSqaGzh9uqrr2K/jkwAYPE0Hrh78skn8WtRqiDZ0O/EW+L5xQ0IgIZARtg+XasMXm6FJXOXLl1yg56+1AHg4zEx3a5hwhHjgjes+bLjDnaKHpANpF6ASNwA2LcYWZ60HDPSE/D88bw7V/0UgG6OqroPqSLmWrhwId5tjV8F+p6Wg891QJZDao1AEBCmuvCTKzdRR4bo2muv5U7P1oCbWQriLDxbB67B9Dy+45cA/4L3S/nljrZiTgKyFd6ChMt8JyZo4PUg9QDPqCBxrGwMAby95+233y4vL+/q6sISIXo9xmDLsxQJKE/gilMNCemGhga81TMcDuOWKE6jJd4KeB9TAcg3//znP+eL1ew2BuaA7Ea4IPm4AaZNm3b33XfLNzoUJIuVcyGQmOdC5IuH7Mg+uQCz4DoJyAIQ7ROBeXfcBnv27MEsDF61zE387IMai4CQ/cFqIIS69957b01NjZFlWfbpUyKSGYK5d6DT3iGDcAwpIfCRzAq5V2+vaSZzbSAdrPBMeD2YdsTkF7LRfJOqvePp4BIANp0FAaz3wbOmCATSymBGBquBsCaI6BWOwOjoKHLMcHZ08UQghquFt0IJWRBgCGYvv+ctHfPuq1ev1m7Wh51rcGMgRSp3I+ORNwLJMZfuLDsfUs0bW+MVGYIZx6p4JREUZJ93l+sS8S9fxZPfqCDdAwczOebSlcNd3/KD13gtEpBxrIpUEnMxmAbGYwE5sw/ISe/duxc70hdJs5JsBo4SlkFjEqAke297p0lAtkNstgHMdjU2NiInarYiy9uBANzMO+64A2EvF0PbAS9zQHagmr9MLMOF40P2yR9Bq2vyTapWI5oijwRkK7zmhGPevaOjg2+qMoea/aUxTYYNmJj1twNphmB2oJqnTKR+wD509fOEz85qSMwhNMayIDsbKUXZ9hJQKHRky5a1pYirR/q8efOeYPBm1ypL+3Ht0ORUzKBp2UVACdOBHjl1ZQGnEJA/DwZtpZhK0n6KibYdbRk0LVsIaO7cxdKs7egYZVqOgLSVU6fesVxyfgJpP/nh5sJaOU3LegKC9ZB6XGgKOVWCrbiBg2g/OUfKcwWymJbFs2C0Hs8ZR0Jh/GxI18PBg/bjIPj2NZ3FtKwkIMTt9vWBkouDgIOD6GDTxcG2xFvRHV8rQ7DsP19vvdVucABuvbXZYEkWsxwBBwMx2o/lo+kqgbqmZRkByWmLLNkfEFAg8I9A5KoQn13onzqt5gsVnitCTLnQf35azedC4HPp2UceDb04OHjBVdiVlDKOcBDtpxRsTGtaloVg2dnHFLgff+x/9jk3sH7HwKgpWPxdmPZj0/i63NIs84Bypg+VECwcNoLyfVvaz5yZbKSkiTLnXtnxvFiz4d4ZJurEixZSN0NzMIvnxeMbls/MQx27qzjiAbndfuwGXcr3u6XZ6AEZGaCOwbfkZ/6DD3YM/rFj8I2Owf/uGOxT/+zpGHy5Y/BFVU7UiDSWKTUEaD/+G3HLQjAj0ITDZfKDwuHw5HB4ajj8V+HwNPXPr4fDs8Phb2WXc2LfLevWKZ9E/JI4s27HK+fkr4gS3QwO7FBLypP4Ydn01LFjT21ad8u+E7LAK/twdd+gOLFDCly3bv2ArC9ESiupddOvpjanaBUXiIZiv2rJ+iS1kuhpehcgId4XIQb3xatk6XuJRHMF2k+KYWQa7tiAxswjuYru4GrtR8f8tEZlwEpLxNKKSkCBQDQQGA8ElOxzIHAhEPg4EPhLIPBn9c93A4EwPlkICEPbJp7dteswPjJ4wT2ZOLO1+tAmEIp6HOvaLdagWE+jeOp3IIIZ927Y+sSiRU9s3XX4/gWywMgSyLm/WizYIAXuavlW1++U6umtpNZFi0eXqOV39VQPPi05K97cs7O66tcdXa5KW3vwQIwQkwoc3tooup6fOK/fhQWrG8Wh45INTwwcXPXQ8hlKT9Pa1dUkC3o+uFSg/egORIYBjZtHzsHV2I+O+amGmtls9K20RCztS8W0S9X3QXJHye9IxydxhMM35tTk+KBoXFOdVGz0w7PLEmdmLH9o1bqBE/dXXy/EosbHcdMKMXNh9bLBD0fFgvRUy6LG1SoR4Rgd2FHfdUz9uqjinJilaSVZL7QoDh685WD83KqPxMKJ5mbNXLSs8U5Vw+srFiXVi+sjFCW7Bj7C9Xjrel3YsLBaPH98dPnymSeO7lm1ZAOU1LQ7KjSaiHzyWzlRd1GBAu1HGeGYYSQGItOAJswjUSXT4KbZjzL6GvMTWc1G10pLxdKK7AF9IR0fDFIgcDYQeE86PuqfivuT3QMalTRh5aFYz2id6tHARVIkn83VyrLGrdIDUj7Sn7L8AE/NGvzjOTF49OwTd8aa0LZbDE0s71ohAuE7F2I/GZouBEat/WTqXx6t5FHFNLqOW1pRCUhd6DMmhFwAdEn9gn+1h5Ik0h5LVr0ho6T4MfNrsybOnBvYfXDVcpOEALpZNlP1Rs4dP6TyW7WmlWRFUlo0PtrHuvbKjJBGyUxdqF4y69DxgYGz1bepbo223Tw1Ma6zK0sWZD/okWYgCoRRaz+6sOXRSh5VlKY9Z2lFDcEeqV6RGJ9HXngheayS/5wyRX8OfsH9PY076tetU+otauxBGij5jECKZ0NygJZqCjNuqxb1m9Y9tarl8J0TV6rvbNy9adMtXRC4aq0MmrStiKS69yfpIMTall0b4sFUtht2UWPF0XVIV6GZdCUzdWHBkm+1tYmWXbHgMaWY2q7OGVdyhoVKFWg/qtmkD4QWRiMDGu+Ujv3o9tdoK6VnacVbB/Sd71S8//45LDK8cmU880R7Gdhn+vRpfloJneeSH8yFIZ+NNHnRD3euAyrcfvIciKLjn3eDeXawiJbm5Dqg/ftHbrhhxrx5s+bP/+b8+bMzfL6JAn5in3yNaXTgANLPDrBPvgrbXo/2Yw/EDlta8Twge+DzgFTTv0v4RWrbI2NMR7rnTg+ocChMD0ThTRZXgukOFt3StKZFAiqujXihNb8SkBew97mOToZgPoeW3SMCRMA8AkWehjevIGsQASLgXwRIQP4dW/aMCLgeARKQ64eIChIB/yJAAvLv2LJnRMD1CFg2C1ZWpv/8hOsRoII6CESjxd6SifZTIoaYZlqWeUBz5lTh4UxI5+FpBDCIGMri3wy0H0+bjRHldU3LMgIqvsmyRSJABLyOAAnI6yNI/YmAhxGwLAckNxUPBm82AsbJN3eIsQ9F9OrYxZHxzz+aNHV6Ze1/GKkoy+zfv/+zzz6D1/fpp59+/vnn11xzTXMzXyVmHL9sJeXrcYr/jmbajzXj52IpuqblgAeUYJ/xKbOn3/RvN/zt3ql/Pf/oi5UGoUuwz/Tp01evXt3U1HTttdc+/fTTBquzmNcRoP14fQST9XeAgOK+TwR6fHb63/HvzOrHJ18z3SCs0ve5cEF5d1hfXx/+ve++++AEGazOYp5HIOY70348P5LogBMEFBVjFyPjn3945ezu6JXzH739Lxc+/XjKV7G3sqFDss/ly5eHhoYQf7388sugpOuuuy5n5UinKKsTitkmH/2ibGPKCRSr60wXpl83Xir71XRZaFGqERF1ZQKrF/DpjKvVvzF2ZmN/rAD+1zkSQvAlqboiNaF/pktqu/pic4LohgK0Hx/ZjxMEVDYZ7BMdO391/OL/ne2+On7pk6P/fOkvrxu07cmTJoF9vvjii7GxsVOnTuHfl1566c9/Vl6tkf0obxLRA6I8VzHd69nr5pCMGz6J+Dq3iT5Vjcgh0RoVWHATHRHdFQojgDuwZaQ8M7RC9JeL9pDYpmFDaJgQIrUNNmuINd4NnUuZxeaFTdEr0X58ZD8OENCVL1Uo7DN2ETloER27/MFrKvsYXfl2/de+JtnnqnqcOXPGCPsU/S7J0GC/CFaJGvUiaEt+ARvJhTeHukVofexMa4vo6RflK4Xo1vHaEkKU0i2ir0rsBIFpjwyX9MW6BaMcetB+/GQ/xSag4TefE9HxSXO3iqtXwD7i6ng0elVhH2NLb19//XWQTl1dnWQfecBgjazcTY6tOuvisc9JfXOfKKAGR/p1EdOp4VviqvwSq5vwkytEb6+oKBOIqiInRUu9psWIGKoVc4QY7hXz4h7anEoxBN3KRQOIKTVu1AqpWa96THpd0b+kJ9YT/EP78Zn9FJWA3t3/9+NnO6JfmTflk99OqfinKdMqJftMmvrVpWtyx1C//OUvDx8+PHPmzCNHjtx2223I+0j2QQb6qaeeMn7/IM8CD0KJdOB1devU6w0K0a5cHQmlRzfG64aE6pWUiwMjorZWjETF9hpxelhUgmlSj85mUdWaMTacVyWGT6dU0BGiRlUrUpNZsToZLmnFGgfQqZK0H//ZT/EICNYTvfLppHnPgH3GLp6pvL1p4T/819LvR5Z+/8zi772b06bBPoi84PuAfZCEXrly5Q9/+MMn1WPz5s05qycXODkUj3SEaGrVqVobEk2qJ4IoqaVXJN/+xuuubFBdmOyHmg8G2YGbCjygamhoIpmdLC3LpQIbLWZ12o8O2t63n+IRUIJ9kHWuvPsls7abYB9kf37wgx+YrZ5cHpFO3kchddMbhfU0i/ZojOxwtbJWnIxHW/itq5pnTk2QKVLOqd5STEKWS+bacK407ceX9lMMAsJv17H//Bvp+4B95v9duykzhu+zfft26fuAfR5++GFT1bWF61tE96HYaUwnaQ+EYP3qWeR02lriqWL1TM662XVDZicRT/XvFA3tKZEXnKbgTtmw2NYm6muUr/C50qK2ZCEpzdUo2ehtekEl+pB2SSu2QFTtq077SWDrP/uxnYAUz3nsPLLOUz/Znx/7JPs+hbMPxrJmu6gKxpLQSo5XcyAE61GX51R0i5Htqfd4rro64tSMr0xCl88TbT2xIqCAYEVMDbSlXFXDKGVlUIVoGFGJL6IkqVamrh1IFpLWnNK1DP5dyiU9sfYxSCGSaT9yIsK39mPkOXojZXS3Uzj1xr8Odd/67pHX3+t77MShR4zISS6zb9++n/3sZ++8886ePXuee+45s9XtLj8SitaGTDcSqo32Ga6UqQlTQrStZdFc7plgWEHLCtJ+DEJpauiLbz9ZeqFrWvZ6QBfff/UrX78Lkdf4+GWzkRd+Nk+fPj179myrIq9Cfod16+4Mmk7TQA7SMSu0C7J1G4iI5qBobdK5ZkKItnZmsZZDVKBA2o8WQBND7wX7sZeAlLXO/7vv4uhv82AfQI+Mz8mTJ0dGRiyJvAq8GWR15amL+PMTQ6G8Zq9qDC/IxhR+NCUDNdEF40K03c4i1hKMrBNC+9HB0vjQe8J+DDp+OYtxR7ucEHmigKtCME8gRiUNIuBACGbdbyElEQEi4EME7A3BfAgYu0QEiIB1CJCArMOSkogAETCJAAnIJGAsTgSIgHUIkICsw5KSiAARMIkACcgkYCxOBIiAdQiQgKzDkpKIABEwiQAJyCRgLE4EiIB1CJCAJrCMdNbVJXaHzxfi/o14y3kZ5BQqDYIUbaS8iSNFw4mLyh72WKZdV6Z+4eEEAoWOuKpzqdkPCchSU410bmtrwbOmB+SGZqaOFPuFIOxdDyk12yfWmfa1iJbWJMkRUT+iXh0JDa1Qn6ZvDw1tK5hDTWnNwlYiUHr2QwKy0n4UWbXaPVfNN9G/M1gltwNKdtC2DYXWJ58sr6mRPFe+sqF2SNnLDF+w11H6q4fMt88ajiFQYvZTSgSUCFhkGDMRv2gCL80l1TvpjEVDE8VjYVLMWFGoItjbG6xQY6fkQ6eptFMTdZUgKnJyqEXDP4e6q5LdnxRuwvs0GtRdg8hA9jEH7ccGbEuHgODdDoVkxCIDpERw01cVTHupjd6l3uBwvQx3Ej5Gf09bckhU3nRgJFRbi0ZSIjDY7QoR2wJopKG7QmZp0pqYqBvV37tezyeSWR8c2Nk13mT5vKretE3sbTCbEhRJ+7Fl0EuHgJQ7Mxi7+yWUsbu3bEUbto9Pe/ONvLGTL9XGwp8JH0Phn3Q/RTtI8GbiVZVd7ltb2vC+r+yt64x0f09a+CXLgLcUUmwXzRqvyxZzKWGhtB9bBr90CEj6HPU9co5KYZ+K4dZYCrc2Bdssl+RN31ql5FkycIKhYcrRhEYG2pIhlv6hZJ+Z+zGEfP6FaD/5Y5e5ZgkRkAoCrEjGUKeHe2Ppvsih7tRtlLNckkDW1IOBOrNzQgJy9ZczHuKpsxzwmnI0kb7tPHytqsQrCxOSI/39iVfKY3dGyVCKw2VFGtwOY/OBTNqPxYNYOgQUD7jKKrob2pvKa9bjpYMVagJluCrVA8pyKYY+GCiobJZqaK69ZrsySy5X8qDtEeUdYHpNKLGdopG6d31VLFBTG0wjlf6NMsldLnrUDiihopyzV144H09HW2woJS+O9mOPCRjczSxnsdLaEVFZkWN8a/mc4OltG1+bqYGRUEssma5bTUmCF3BwR8QCwDNc1b/2kwUC7ohoFYXHAymr5OnIQaIJe9frrSlUfBxtOCY9pc7mYMapehuVpWhzCNB+kvAyTNo5CpaKB4TfLiw2LMzLsApzO+TQA7ID1ZTV7L62H3pA5n6MTJdW50LyedLCdEus4EcEaD+po1o6SWg/WjP7RAQ8jgAJyOMDSPWJgJcRKENAYYn+c+cu3rx5T339NyyRRiFOIdDT88GWLWtPnXqnyArQfooMePGb0zUtekDFHwi2SASIQAwBEhBNgQgQAccQIAE5Bj0bJgJEgAREGyACRMAxBEhAjkHPhokAESAB0QaIABFwDAESkGPQs2EiQARIQLQBIkAEHEPAMgLCKkQsYHOsH2zY4wjQfjw+gHmqb9lKaLQvF7PmqQiruQMBR5ZBy67TftxhAnZpoWtalnlA0Jo/YnYNXWnIpf2Uxjin9NJKAgoGby5BBP3UZQfdH8BI+/GTLaX1JZNpWUlAaBIPMTIT5FEzcpZ9JGi0H48aT3a1s5iWlTmghBII5mVE5ks0fdkpN7AP7acETcsWAgKOodAR2DQ5yP0mJT3W4u+/kR0Z2o/7LSenhkZMyy4CkspJV4iHmxFwG/UkY0X7cbPl5NTNiGnZS0A5VWQBIkAEShkBi5PQpQwl+04EiIBZBEhAZhFjeSJABCxDgARkGZQURASIgFkE/h/gmtj6d3ZliQAAAABJRU5ErkJggg==)

Pom.xml, class diagrams same

# Java Files

## **Employee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Inheritance;

**import** javax.persistence.InheritanceType;

**import** javax.persistence.Table;

**@Entity**

**@Table(name = "employee")**

**@Inheritance(strategy=InheritanceType.*JOINED*)**

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

@Column(name = "id")

**private** **int** id;

@Column(name = "name")

**private** String name;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

## **PermanentEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.PrimaryKeyJoinColumn;

**import** javax.persistence.Table;

@Entity

@Table(name="PermanentEmployee")

@PrimaryKeyJoinColumn(name="ID")

**public** **class** PermanentEmployee **extends** Employee {

@Column(name="salary")

**private** **float** salary;

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

}

## **ContractEmployee.java**

**package** com.ddlab.rnd.hibernate;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.PrimaryKeyJoinColumn;

**import** javax.persistence.Table;

@Entity

@Table(name="ContractEmployee")

@PrimaryKeyJoinColumn(name="ID")

**public** **class** ContractEmployee **extends** Employee {

@Column(name="salary")

**private** **float** salary;

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

}

## **App.Java**

**package** com.ddlab.rnd.hibernate;

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.Transaction;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("app-context.xml");

SessionFactory sessionFactory = (SessionFactory) context.getBean("hibSessionFactory");

Session session = sessionFactory.openSession();

Employee e1 = **new** Employee();

e1.setName("Deb");

PermanentEmployee pe = **new** PermanentEmployee();

pe.setName("John Abraham");

pe.setSalary(3000.50F);

ContractEmployee ce = **new** ContractEmployee();

ce.setName("Vidya Balan");

ce.setSalary(1000.50F);

Transaction tx = **null**;

**try** {

tx = session.beginTransaction();

session.save(e1);

session.save(pe);

session.save(ce);

tx.commit();

} **catch** (Exception e) {

e.printStackTrace();

} **finally** {

**if** (!sessionFactory.isClosed()) sessionFactory.close();

}

}

}

# Key to Remember for Table Per Sub Class

**@Entity**

**@Table(name = "employee")**

**@Inheritance(strategy=InheritanceType.*JOINED*)**

**public class Employee {**

**}**

**@Entity**

**@Table(name="PermanentEmployee")**

**@PrimaryKeyJoinColumn(name="ID")**

**public class PermanentEmployee extends Employee {**

**}**

**@Entity**

**@Table(name="ContractEmployee")**

**@PrimaryKeyJoinColumn(name="ID")**

**public class ContractEmployee extends Employee {**

**}**

save, persist, saveOrUpdate, update, merge

# save

* Used to save entity in database
* Issue: If we use this without transaction & we have cascading between entities, then only primary key gets save unless we flush the session.
* We should not use save outside transaction boundaries.
* save() method returns generated id immediately, this is possible because primary object is saved as soon as save method is invoked
* If there are other objects mapped to the primary object, they gets saved at the time of committing transaction.
* For the objects in persistent state, save updates the data through update query. This happens when tx.commit() is done.
* save() load entity object to persistent context.

# persist

* Similar to save() & adds entity object to persistent context.
* Persist itself takes care of cascaded objects
* Persist doesn't return anything, persist object is used to get generated identifier.

# saveOrUpdate

* This results into insert or update queries based on data. If the data is present in the database, update will be executed.
* We can use saveOrUpdate without transaction, but issue will mapped objects.
* adds entity objects to persistent cotext & track any further changes. Any further changes can be persisted using persist.

# update

* Should be used only when you know that you are updating the entity information.
* Update doesn't return anything.

# Merge

* Used to update existing values.
* This method creates a copy from the passed entity object & return it.
* This means the returned object is different from passed object.
* Return object can be tracked for further changes but passed object cannot.

session.load() Vs session.get()

# session.load()

* It will always return a “**proxy**” (Hibernate term) without hitting the database. In Hibernate, proxy is an object with the given identifier value, its properties are not initialized yet, it just look like a temporary fake object.
* If no row found , it will throws an **ObjectNotFoundException**.

# session.get()

* It always hit the database and return the real object, an object that represent the database row, not proxy.
* If no row found , it return null.

Hibernate States

A new instance of a a persistent class which is not associated with a Session, has no representation in the database and no identifier value is considered ***transient*** by Hibernate:

Person person = new Person();

person.setName("Foobar");

// person is in a transient state

A ***persistent*** instance has a representation in the database, an identifier value and is associated with a Session. You can make a transient instance ***persistent*** by associating it with a Session:

Long id = (Long) session.save(person); // person is now in a persistent state

Now, if we close the Hibernate Session, the persistent instance will become a ***detached*** instance: it isn't attached to a Session anymore (but can still be modified and reattached to a new Sessionlater though).

<http://www.java4s.com/hibernate/life-cycle-of-pojo-class-objects-in-the-hibernate/>

**Transient & Persistent states:**

* When ever an object of a pojo class is created then it will be in the Transient state
* When the object is in a Transient state it doesn’t represent any row of the database, i mean not associated with any Session object, if we speak more we can say no relation with the database its just an normal object
* If we modify the data of a pojo class object, when it is in transient state then it doesn’t effect on the database table
* When the object is in persistent state, then it represent one row of the database, if the object is in persistent state then it is associated with the unique Session
* if we want to move an object from persistent to detached state, we need to do either closing that session or need to clear the cache of the session
* if we want to move an object from persistent state into transient state then we need to delete that object permanently from the database