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**COMPUTER SCIENCE**

**(083)**

**PRACTICAL RECORD FILE**

**NAME:** Sriharsha

**CLASS: XII SEC** C
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Description automatically generated](data:image/png;base64,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)**
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**Computational Thinking and Programming – II**

**(PYTHON)**

**FUNCTIONS**

|  |  |
| --- | --- |
|  | Write a program to have following functions:  a) A function that takes a number as a parameter and calculates the cube for it. The function does not return a value. If there is no value passed to the function in the function call statement as an argument, the function should calculate and print the cube of 2  b) A function that takes two strings as arguments and return True if both the strings are equal otherwise returns False |
|  | Write a function that has two numeric parameters and generates a random number between those two numbers. Using this function, the main program should be able to print three numbers randomly. |
|  | Write a function that receives two string arguments and checks whether they are the same length strings (return True in this case otherwise False). Write Function Call statement and display “Same Length” or “Not Same Length” based on the result received from the function. |
|  | Write a function that takes a number n and then returns a number that has maximum face value in unit’s place. Example:   if numbers passed are 491 and 278, then the function will return 278. |
|  | Define a function named LINEARSEARCH (lst,k) that accepts a list lst and key to be searched k as parameters, Implements linear search to find all occurrences of k in lst and returns another list containing all the indexes/positions where k is found in lst. The function should return None if k is not found in lst. Write an appropriate function call statement and print the result accordingly. |
|  | Define a function that accepts a list of numbers as a parameter, find and print the sum and the average of all elements. Write an appropriate function call statement and print the result accordingly. |
|  | Define a function that takes two lists as parameters and create a third list that contains the elements from both the lists and sort it in ascending order. Write an appropriate function call statement and print the result accordingly. |
|  | Write a function part\_reverse(<list>,start, end) to reverse elements in a part of the list passed as a parameter to the function. The parameters start and end are the starting and ending index of the part of the list which must be reversed.  Assume that start < end, start>=0 and end<len(list)  Sample Input Data of List   my\_list=[1,2,3,4,5,6,7,8,9,10]  Function Call = part\_reverse(my\_list,3,6)  Output is  my\_list=[1,2,3,7,6,5,4,8,9,10] |
|  | Define a function named Unit\_Seven(\*n) that takes variable length parameters. The function should find and return a list of all values of input parameters that are ending with the digit seven. Write appropriate top level statements to call the function and to display the list obtained as result  Sample Function call:  L=Unit\_Seven(127,200,400,207,17,-127)  After the execution  L will have [127,207,17,-127] |
|  | Write a user defined function to check the validity of a password string passed as a parameter.  The function returns True if all the Validation Rules given below are satisfied otherwise it returns False.  Validation Rules:  Given password must have   * At least 1 letter between [a-z] and 1 letter between [A-Z]. * At least 1 number between [0-9]. * At least 1 character from [$#@]. * Minimum length of 5 characters and Maximum length of 15 characters.   Write appropriate top level statements to accept a password from user, check and print whether the password is Valid or Invalid by using the value returned by the above user defined function. |

**Question 1:**

Write a program to have following functions:

1. A function that takes a number as a parameter and calculates the cube for it. The function does not return a value. If there is no value passed to the function in the function call statement as an argument, the function should calculate and print the cube of 2
2. A function that takes two strings as arguments and return True if both the strings are equal otherwise returns False

Source Code:

#func to print cube of number

def cube(num):

    print(“The cube of ”, ”num” , num\*\*3)

#func to check if strings are equal or not

def check\_strings(str1, str2):

    if str1 == str2:

        return True

    else:

        return False

cube(3)

str1 = str(input(“Enter a string”))

str2 = str(input(“Enter a string:”))

print(check\_strings(str1, str2)

Output:

Enter a number:6

The cube of 6 is 216

The cube of 2 is 8

Enter a string:Play

Enter a string:clay

Given Strings are not equal

**Question 2:**

Write a function that has two numeric parameters and generates a random number between those two numbers. Using this function, the main program should be able to print three numbers randomly.

Source Code:

#generate random number between input range

import random

def random\_number(a,b):

    return random.randint(a,b)

a = int(input("Enter the lower limit: "))

b = int(input("Enter the upper limit: "))

print(random\_number(a,b))

Output:

Enter the lower limit: 12

Enter the upper limit: 45

32

**Question 3:**

Write a function that receives two string arguments and checks whether they are the same length strings (return True in this case otherwise False). Write Function Call statement and display “Same Length” or “Not Same Length” based on the result received from the function.

Source Code:

#check if same length

def check\_length(a,b):

    return len(str(a)) == len(str(b))

a = int(input("Enter the first string"))

b = int(input("Enter the second string"))

result = check\_length(a,b)

if result:

    print("The strings are of the same length")

else:

    print("The strings are not of the same length")

Output:

Enter the first string: hello

Enter the second string: borth

The strings are of the same length

**Question 4:**

Write a function that takes a number n and then returns a number that has maximum face value in unit’s place. Example:   if numbers passed are 491 and 278, then the function will return 278.

Source Code:

#return max face value in units place

def max\_face\_value(num1, num2):

    return num1 if num1%10 > num2%10 else num2

result = max\_face\_value(123,456)

print(result)

Output:

456

**Question 5:**

Define a function named LINEARSEARCH (lst,k) that accepts a list lst and key to be searched k as parameters, Implements linear search to find all occurrences of k in lst and returns another list containing all the indexes/positions where k is found in lst. The function should return None if k is not found in lst. Write an appropriate function call statement and print the result accordingly.

Source Code:

def LINEARSEARCH(lst, k):

    return [i for i, x in enumerate(lst) if x == k] or None

# Function call statement

my\_list = [3, 7, 2, 8, 2, 5, 2]

key = 2

result = LINEARSEARCH(my\_list, key)

# Print the result

print(f"The key {key} is found at indexes: {result}") if result else print(f"The key {key} is not found in the list.")

Output**:**

The key 2 is found at indexes: [2, 4, 6]

**Question 6:**

Define a function that accepts a list of numbers as a parameter, find and print the sum and the average of all elements. Write an appropriate function call statement and print the result accordingly.

Source Code:

def calculate\_sum\_and\_average(numbers):

    return sum(numbers), sum(numbers) / len(numbers)

# Function call statement

my\_numbers = [1, 2, 3, 4, 5]

sum\_result, average\_result = calculate\_sum\_and\_average(my\_numbers)

# Print the result

print(f"Sum of the numbers: {sum\_result}")

print(f"Average of the numbers: {average\_result}")

Output:

Sum of the numbers: 15

Average of the numbers: 3.0

**Question 7:**

Define a function that takes two lists as parameters and create a third list that contains the elements from both the lists and sort it in ascending order. Write an appropriate function call statement and print the result accordingly.

Source Code:

def merge\_and\_sort\_lists(list1, list2):

    return sorted(list1 + list2)

# Function call statement

list1 = [3, 1, 5]

list2 = [2, 4, 6]

result = merge\_and\_sort\_lists(list1, list2)

# Print the result

print("Merged and sorted list:", result)

Output:

Merged and sorted list: [1, 2, 3, 4, 5, 6]

**Question 8:**

Write a function part\_reverse(<list>,start, end) to reverse elements in a part of the list passed as a parameter to the function. The parameters start and end are the starting and ending index of the part of the list which must be reversed.

Assume that start < end, start>=0 and end<len(list)

Sample Input Data of List

 my\_list=[1,2,3,4,5,6,7,8,9,10]

Function Call = part\_reverse(my\_list,3,6)

Output is

my\_list=[1,2,3,7,6,5,4,8,9,10]

Source Code:

def part\_reverse(lst, start, end):

    lst[start:end+1] = lst[start:end+1][::-1]

# Sample Input Data

my\_list = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

# Function Call

part\_reverse(my\_list, 3, 6)

# Output

print(my\_list)

Output:

[1, 2, 3, 7, 6, 5, 4, 8, 9, 10]

**Question 9:**

Define a function named Unit\_Seven(\*n) that takes variable length parameters. The function should find and return a list of all values of input parameters that are ending with the digit seven. Write appropriate top level statements to call the function and to display the list obtained as result

Sample Function call:

L=Unit\_Seven(127,200,400,207,17,-127)

After the execution  L will have [127,207,17,-127]

Source Code**:**

def Unit\_Seven(\*n):

    return [x for x in n if str(x)[-1] == '7']

# Function call

L = Unit\_Seven(127, 200, 400, 207, 17, -127)

# Display the result

print(L)

Output:

[127, 207, 17, -127]

**Question 10:**

Write a user defined function to check the validity of a password string passed as a parameter.  The function returns True if all the Validation Rules given below are satisfied otherwise it returns False.

Validation Rules:

Given password must have

* At least 1 letter between [a-z] and 1 letter between [A-Z].
* At least 1 number between [0-9].
* At least 1 character from [$#@].
* Minimum length of 5 characters and Maximum length of 15 characters.

Write appropriate top level statements to accept a password from user, check and print whether the password is Valid or Invalid by using the value returned by the above user defined function.

Source Code:

def check\_password\_validity(password):

    return all([

        any(char.islower() for char in password),

        any(char.isupper() for char in password),

        any(char.isdigit() for char in password),

        any(char in '$#@' for char in password),

        5 <= len(password) <= 15

    ])

# Accept password from the user

user\_password = input("Enter your password: ")

# Check validity and print the result

if check\_password\_validity(user\_password):

    print("Password is Valid")

else:

    print("Password is Invalid")

Output:

Enter your password: Hiym@1357

Password is Valid