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Project idea:

Project introduction:

# **Reading Class:**

The Reading class is designed to load and process a CSV file. It reads each line, extracts the document ID and content, and prints the results. Malformed or empty lines are skipped.

Methods:

**Load(String fileName):** loads and processes data from the specified CSV file. It reads each line of the file, extracts the document ID and content, and prints the results. It skips any malformed or empty lines.

**main(String[] args):** demonstrates how to use the Load method to load data from a CSV file.

## **LinkedList Class:**

A generic singly linked list implementation. The list supports operations like insertion, removal, searching, updating, and traversal. It maintains a reference to the head of the list and a current node for operations like iteration.

Attributes:

* Head
* Current

Methods:

**Constructor:** Initializes an empty linked list with both head and current set to null.

**Empty():** Checks if the linked list is empty or not.

**Last():** Checks if the current node is the last node.

**findFirst():** Sets current to the head of the list.

**insert(T val):** Inserts a new node with the given value after the current node. If the list is empty, the new node becomes both the head and current.

**Display():** Prints the data of each node in the linked list, starting from the head.

**retrieve():** Retrieves the data from the current node.

**contains(T val**): Checks if the list contains a node with the given value.

**size():** Counts and returns the total number of nodes in the list.

**remove(T val):** Removes the first occurrence of the node with the specified value. If the node is the head, it updates head. If the node to be removed is the current node, it updates current to the previous node.

**update(T newValue):** Updates the data of the current node with the specified newValue.

# **Node Class:**

The Node class represents a single node in the linked list, containing the data and a reference to the next node.

Attributes:

* Data
* Next

# **Word Class:**

The Word class represents a word in a collection, where each word can be associated with a list of document IDs that contain the word. The document IDs are stored in a linked list, and the class provides methods to manage and display these document IDs.

Attributes:

* word
* docID

methods:

**Constructor:** Initializes a new Word object with the given word and an empty linked list of document IDs.

**addID(int id)**: Adds the document ID to the docID linked list, if the ID does not already exist in the list. Calls isIDExist() to check for duplicates before inserting the ID.

isIDExist(Integer id): Checks if a document ID already exists in the docID list.

**display():** Prints the word and its associated document IDs. If no document IDs are associated with the word, it prints a message saying no documents contain that word.

# **Document Class:**

The Document class represents a document that contains an ID and a list of words. The document can display its ID and the words it contains using the methods provided.

Attributes:

* id
* words

methods:

**Constructor:** Initializes a new Document with the specified ID and a linked list of words.

**display():** Prints the document's ID followed by the list of words contained in the document. The words are printed one by one, separated by commas.

# **Index Class:**

The Index class represents a collection of Document objects. It provides methods to add, retrieve, and display documents by their ID, as well as to get the total count of documents in the index.

Attributes:

* documents

methods:

**Constructor**: Initializes an empty Index by creating a new linked list to hold Document objects.

**addDocument(Document document):** Adds the given document to the Documents linked list.

**display():** Prints the details of all documents in the index. If no documents are present, it prints a message saying there are no documents to display.

**getDocumentByID(Integer ID):** Searches for a document by its ID in the Documents list. If found, the document is returned; otherwise, null is returned.

**getDocumentCount**(): Counts the number of documents in the Documents linked list and return it.

# InvertedIndex Class:

The InvertedIndex class represents an inverted index structure that maps words to document IDs. It allows for adding words to the index, checking for word existence, and displaying the index's contents.

Attributes:

* Inverted\_Index

Methods:

**Constructor**: Initializes an empty InvertedIndex by creating a new linked list to hold Word objects.

**add(String word, int id):** Adds a document ID to the word's entry in the inverted index. If the word already exists in the index, the document ID is added to its list. Otherwise, a new Word object is created and inserted into the index.

**isWordExist(String w):** Checks whether the specified word exists in the inverted index.

**display():** Displays the entire inverted index by printing each word along with its associated document IDs. If the index is empty, it prints "Inverted\_Index is empty".

# Query Class:

processes text queries using logical operators (AND, OR, NOT) and retrieves the corresponding document IDs from an inverted index. It supports query operations such as intersection (AND), union (OR), and NOT operations across multiple terms.

Attributes:

* Index

Methods:

**Constructor:** Initializes a new Query object with the provided InvertedIndex. This index will be used to retrieve documents associated with query terms.

**processQuery(String query):** Processes the input query string, interprets logical operators (AND, OR), and returns a list of document IDs that satisfy the query conditions. The method handles the query terms, applies logical operations, and returns the resulting list of relevant document IDs.

**getDocuments(String word):** Retrieves the list of document IDs associated with a given word from the inverted index.

**intersectLists(LinkedList<Integer> list1, LinkedList<Integer> list2):** Performs the intersection of two linked lists containing document IDs. This is used for the AND operation to find common documents between two sets.

**unionLists(LinkedList<Integer> list1, LinkedList<Integer> list2):** Performs the union of two linked lists containing document IDs. This is used for the OR operation to combine documents from two sets.

**contains(LinkedList<Integer> list, Integer value**): Checks if a given value (document ID) exists in a linked list

**copyList(LinkedList<Integer> source, LinkedList<Integer> target):** Copies all elements from the source list to the target list.

# QueryProcessing Class:

The QueryProcessing class provides functionality for processing Boolean queries over an inverted index. It supports both simple AND/OR queries as well as more complex mixed queries that combine AND and OR operators.

Attributes:

* Inverted

Methods:

**Constructor:** Initializes the QueryProcessing object with the given InvertedIndex.

**andQ(String query):** Processes an AND query, splitting the query by the AND operator and retrieving documents that contain all the specified words.

**andQ(LinkedList<Integer> a, LinkedList<Integer> b):** This helper method performs an intersection of two document ID lists, returning a list of document IDs that are present in both lists (AND operation).

**isExist(LinkedList<Integer> a, Integer id):** Checks if a given document ID exists in the list of document IDs.

**ORQ(String query):** Processes an OR query, splitting the query by the OR operator and retrieving documents that contain at least one of the specified words.

**ORQ(LinkedList<Integer> a, LinkedList<Integer> b):** This helper method performs a union of two document ID lists, returning a list of document IDs that appear in either of the two lists (OR operation).

**BooleanQuery(String query):** This method handles Boolean queries and determines whether the query contains AND or OR operators. It processes the query accordingly:

* If the query contains only AND operators, it calls andQ().
* If the query contains only OR operators, it calls ORQ().
* If the query contains both AND and OR, it calls MixQuery().
* If neither AND nor OR is present, it defaults to processing as an AND query.

**MixQuery(String query):** Processes queries that contain both AND and OR operators. The method splits the query by the OR operator, then processes each part using the andQ() method and combines the results using the ORQ() method.

# **BST Class:**

The BST (Binary Search Tree) class is a generic data structure that stores key-value pairs. Each node in the tree holds a key (of type String) and a value (of a generic type T). The tree supports standard operations like insertion, search, and in-order traversal.

Attributes:

* Root
* Current

Methods:

**Constructor:** Initializes an empty binary search tree with root and current set to null.

**empty():** Checks if the tree is empty by verifying if the root is null.

**full():** always returns false.

**retrieve():** Retrieves the data stored in the current node.

**findkey(String tkey):** Searches for the node with the given key. If the key is found, the current node is updated to the found node, and the method returns true. If the key is not found, current is set to the last node visited during the search, and the method returns false.

**insert(String k, T val):** Inserts a new key-value pair into the binary search tree. If the key already exists, the method returns false. Otherwise, it inserts the node in the correct position based on the binary search tree property.

**displayInOrder():** Displays the elements of the tree in in-order traversal order. If the tree is empty, it prints a message indicating that the tree is empty.

**traverseAndDisplay(BSTNode node):** A private recursive method that performs an in-order traversal of the binary search tree, displaying each node's value.

# **InvertedIndexBST Class:**

The InvertedIndexBST class represents an inverted index implemented using a Binary Search Tree (BST). The index maps words to the document IDs that contain those words.

Attributes:

* InvertedIndex

Methods:

**Constructor:** Initializes the inverted index using a BST<Word>. The tree is initially empty.

**add(String word, int id)**: This method adds a word to the inverted index. If the word is already in the index, it adds the document ID to the list of documents that contain the word. If the word is not already in the index, it creates a new entry for the word with the provided document ID.

**display()**: Displays the contents of the inverted index in in-order traversal order. It prints the words in lexicographical order along with the list of document IDs where each word appears. If the index is empty, it prints a message indicating that the inverted index is empty.

**isWordExist(String w)**: This method checks whether a specific word exists in the inverted index by searching for the word in the InvertedIndex BST. It returns true if the word is found, and false if the word does not exist in the index.

# **QueryProcessingBST class:**

The QueryProcessingBST class is designed to handle Boolean queries using an inverted index implemented with a Binary Search Tree (BST). It supports operations for AND, OR, and mixed queries, providing methods to evaluate the presence of terms in the index and combine results efficiently.

Attributes:

* Inverted

Methods:

**Constructor**: Initializes the QueryProcessingBST object with the given InvertedIndexBST for query processing.

**andQ(String query)**: Processes an AND query by splitting the query string on "AND" and combining the document IDs for each term using the andQ(LinkedList<Integer>, LinkedList<Integer>) helper method.

**andQ(LinkedList<Integer> a, LinkedList<Integer> b)**:Combines two lists of document IDs, keeping only those that appear in both lists (AND operation).

**isExist(LinkedList<Integer> a, Integer id)**:Checks if a document ID exists in a list of document IDs.

**ORQ(String query)**:Processes an OR query by splitting the query string on "OR" and combining the document IDs for each term using the ORQ(LinkedList<Integer>, LinkedList<Integer>) helper method.

**ORQ(LinkedList<Integer> a, LinkedList<Integer> b)**: Combines two lists of document IDs, keeping all unique IDs from both lists (OR operation).

**BooleanQuery(String query)**: Identifies whether the query contains "AND" or "OR" and directs the query to the appropriate handler (AND, OR, or mixed queries).

**MixQuery(String query)**: Handles mixed queries by first processing the AND operations, then combining the results using OR operations.

# DocRank class:

represents a document and its corresponding rank in the ranking process. It is used to store the document ID and the score (rank) that determines its relevance to a given search query.

Attributes:

* id
* rank

methods:

**Constructor:**): Initializes a DocRank object with the given document ID and rank.

**display()**: Displays the document ID and its rank.

# Ranking class:

handles the ranking of documents based on a query. It interacts with an inverted index to retrieve relevant documents, computes their relevance scores based on the query terms, and ranks them accordingly.

Attributes**:**

* index
* invertedIndex
* query
* documentIds
* rankedDocuments

Methods**:**

**Constructor**: Initializes the Ranking object with the given Index, InvertedIndexBST, and query.

**getDocumentById(int id):** Retrieves the Document by its ID from the index.

**countTermFrequency(Document document, String term):** Counts how many times the specified term appears in the given document.

**calculateDocumentScore(Document document, String query):** Calculates the score for a document based on term frequency from the query.

**findRelevantDocuments(String query): Finds** the relevant document IDs based on the query.

**addDocumentIds(LinkedList<Integer> termDocumentIds):** Adds document IDs to the list, ensuring no duplicates.

**displayRankedDocuments():** Displays the ranked documents.

**insertDocumentIdSorted(Integer id):** Inserts a document ID into the sorted list of document IDs.

**generateRankedList():** Generates a ranked list of documents based on the query.

**insertRankedDocument(DocRank docRank**): Inserts a DocRank object into the ranked documents list in sorted order.

**isDocumentIdExists(LinkedList<Integer> list, Integer id):** Checks if a document ID already exists in the provided list.

# DocumentManager Class:

manages the loading of documents, stop words, and the building of an inverted index for a given collection of documents. It provides methods to calculate the vocabulary size, count tokens in a file, load stop words, clean and extract words from documents, and manage the indexing process. This class helps in creating and manipulating an index for document retrieval systems.

Methods:

**Constructor:** Initializes a new DocumentManager object, setting up the necessary structures to handle stop words, documents, and indexes.

**calculateVocabularySize(String fileName**): Calculates the number of unique words (vocabulary size) in the specified file.

**countTokensInFile(String fileName**): Counts the total number of tokens (words) in the specified file.

**LoadingStopWords(String fN):** Loads stop words from the specified file and adds them to the StopWords list.

**Load(String fN):** Loads documents from the specified file, parses them, and adds them to the Index object. Each document is processed by extracting and cleaning the words, and indexing them in both the InvertedIndex and InvertedIndexBST.

**cleanAndExtractWords(String DocLine, int id):** Cleans and extracts words from a given document line and adds them to the inverted index (both InvertedIndex and InvertedIndexBST).

**isExistINStopWords(String w):** Checks if a given word exists in the stop words list.

**displayThegivenIDs(LinkedList<Integer> DocIDs**): Displays the documents corresponding to the provided list of document IDs.

**isWordInList(LinkedList<String> list, String word):** Checks if a word exists in a given list of words.

**insert(String word):** Inserts a word into the list.