Project: Implementing the Singleton Pattern in Java

Objective:

To ensure that a logging utility (Logger class) has only one instance throughout the application lifecycle using the Singleton Design Pattern.

Steps Implemented:

1. Java Project Setup: Created a new project 'SingletonPatternExample'.
2. Logger Singleton Class:
   * Constructor is private.
   * A static instance variable holds the single object.
   * A public static method getInstance() returns that object.
3. Singleton Logic: Ensures lazy instantiation - only when getInstance() is called first time.
4. Test Class: Verifies that two calls to getInstance() return the same instance.

# Logger.java

public class Logger {

private static Logger instance;

private Logger() {

System.out.println("Logger instance created.");

}

public static Logger getInstance() { if (instance == null) {

instance = new Logger();

}

return instance;

}

public void log(String message) { System.out.println("Log: " + message);

}

}

# TestLogger.java

public class TestLogger {

public static void main(String[] args) { Logger logger1 = Logger.getInstance(); Logger logger2 = Logger.getInstance();

logger1.log("First log"); logger2.log("Second log");

System.out.println(logger1 == logger2); // true

}

}

**Output Screenshot:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlgAAACWCAIAAACNeWFmAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFG0lEQVR4nO3dW47aQBRFUTrKOIr5D6sZST4sWU6VHwU2YDhrKR+0208isXUxCT+llAsApPrz7hMAgHcSQgCiCSEA0YQQgGhCCEA0IQQgmhACEE0IAYgmhABEE0IAogkhANGEEIBoQghANCEEIJoQAhBNCAGIJoQARBNCAKIJIQDRhBCAaEIIQLS/7z6BvW6/t8vlUq7lqZu8Xec5D6v1rAnAYFcIz/Cy6xV/qlzL+JcCQI8DJsIqRW0dx2lm88G41dLy2QMt7XNltcv/M9b0KJv7WVnS6rmuzT1vnnN7pQB0OvgeYftK3V/BKhWXrfcDy7VMfzVu0h59uvK4ybikOuLKftaX9DwbPY9XnoGlc958rgBYcqIPy8zmpKrXvabT0lKu1mPWrjw9mce2ujTXVY2tnXs2AgLsd8yHZQ4ZR540zVRj01LGOu+utSNazzlsPj/tWS2dT5tMAPb4KeXxF9Pqlbrn3lU77swu6Xm5b4++cutx6ZRm11l5z3b9ulZOcunC1699dtue57A9fwBm7QrhXdoXZS/TALzd0/8dYc84CADv8rqJEABO6ESfGgWA1xNCAKIJIQDRhBCAaEIIQDQhBCCaEAIQTQgBiCaEAEQTQgCiCSEA0YQQgGhCCEA0IQQgmhACEO3pX8x7rAe+1H5zE18UDJBsVwjHhBzbj2mZqv0/I1TDPtuDApDggImwilNbx3Em65znZtds57Zqt9Xj6sd7R8n9VwHARzj4HuE0EsPj2X7cfm89E9h0tXItVXuqHF7+r9ewZDpK3lvBzasA4Au85x5hZ0juWm22W4+fIgAZjpkIOye8F5hOftUpneckATiPn1IeH5uqrrTvT7arte9nru92qWqV2Q+8tNvOHnH2szk9VwHAF9gVwrt8x9uV33EVAIyefo/wOwap77gKAFqvmwgB4IT8F2sARBNCAKIJIQDRhBCAaEIIQDQhBCCaEAIQTQgBiCaEAEQTQgCiCSEA0YQQgGhCCEA0IQQgmhACEO3pX8x7TuMX7c5+y66v4QXIsSuE6znZ6ak1Ktcy3X/72+oEAPhWB0yEVaXaOg5Lxvb0VG265rjDpT0vLVk67mOFO+S6ADibg+8RtgGbrcXt99ZTo2G16d5m97y0pH1QrXP4dQHwcd5zj3AzG1Vy1oc5EQLgYcdMhJ0T3l07vMwVrlzL8OepRwcgx08pj49TVX6qW3qzY1z7Pufmnjf3M7tOdaDZm47VtkvXNd3D+vkA8HF2hfAu33ov7VuvCyDE0+8RfuvY9K3XBZDmdRMhAJyQ/2INgGhCCEA0IQQgmhACEE0IAYgmhABEE0IAogkhANGEEIBoQghANCEEIJoQAhBNCAGIJoQARBNCAKLtDeHt9zb9iloA+CwmQgCi7fqG+moWLNcyLBkfzP5quuHwIwC8y66JcMxYuZbh8bRz48LKbBEB4C2e9dbo5qgngQCcwd+jdjSd83p4UxSAM9h1j3AwveE3nfPG1C3dL6xWA4DXOyCEAPC5/PMJAKIJIQDRhBCAaEIIQDQhBCCaEAIQTQgBiCaEAEQTQgCiCSEA0YQQgGhCCEA0IQQgmhACEE0IAYgmhABEE0IAogkhANGEEIBoQghANCEEIJoQAhBNCAGIJoQARBNCAKIJIQDRhBCAaEIIQDQhBCCaEAIQTQgBiCaEAEQTQgCiCSEA0YQQgGhCCEA0IQQgmhACEE0IAYgmhABEE0IAogkhANGEEIBoQghANCEEINo/LBPuprx0Dk0AAAAASUVORK5CYII=)**