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# Название

Обход графа в глубину

**Цель работы** – изучение алгоритма обхода графа в глубину.

# Лабораторное задание

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу

смежности для неориентированного графа G. Выведите матрицу на экран.

2. Для сгенерированного графа осуществите процедуру обхода в

глубину, реализованную в соответствии с приведенным выше описанием.

3.\* Реализуйте процедуру обхода в глубину для графа, представленного

списками смежности.

**Задание 2\***

1. Для матричной формы представления графов выполните

преобразование рекурсивной реализации обхода графа к не рекурсивной.

# Листинг

Задание 1

//Выполнили студенты группы 21ВВ3: Тюкалов В.Е. и Чинов Д.Д.

#include<iostream>

#include<stdio.h>

#include<stdlib.h>

#include<time.h>

#include<math.h>

#include<windows.h>

typedef struct Node {

int data = 0;

Node\* next = NULL;

};

void DFS(int\*\* G, int\* numG, int v, int total) {

for (int i = 0; i < total; i++) {

if (G[v][i] == 1) {

if (numG[v] == 1) {

numG[v] = 0;

printf("%d ", v + 1);

}

if (numG[i] == 1) DFS(G, numG, i, total);

}

}

}

int main() {

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

int total = 0, v = 0, count = 0;

Node\* Cell = NULL, \* sw = NULL;

printf("Введите размер матрицы: ");

scanf\_s("%d", &total);

int\* numG = (int\*)malloc(total \* sizeof(int));

int\* vPerv = (int\*)malloc(total \* sizeof(int));

for (int i = 0; i < total; i++) {

vPerv[i] = NULL;

}

int\*\* G = (int\*\*)malloc(total \* sizeof(int\*));

Node\*\* lastG = (Node\*\*)malloc(total \* sizeof(Node\*));

for (int i = 0; i < total; i++) {

G[i] = (int\*)malloc(total \* sizeof(int));

lastG[i] = (Node\*)malloc(total \* sizeof(Node));

numG[i] = 1;

}

srand(time(NULL));

for (int i = 0; i < total; i++) {

for (int j = i; j < total; j++) {

if (i == j) {

G[i][j] = 0;

}

else {

G[i][j] = rand() % 2;

G[j][i] = G[i][j];

}

}

}

printf("\n Матрица смежности \n");

printf("\n ");

for (int i = 0; i < total; i++) {

printf(" %c", (i + 97));

}

printf("\n ");

for (int i = 0; i < total \* 3; i++) {

printf("\_");

}

printf("\n");

for (int i = 0; i < total; i++) {

printf(" %c | ", (i + 97));

for (int j = 0; j < total; j++) {

printf("%d ", G[i][j]);

}

printf("\n");

}

printf("\n Список смежности \n");

printf("\n ");

for (int i = 0; i < total; i++) {

Cell = NULL;

lastG[i] = NULL;

for (int j = 0; j < total; j++) {

if (G[i][j] == 1) {

Node\* newCell = (Node\*)malloc(sizeof(Node));

newCell->data = j;

newCell->next = NULL;

if (Cell != NULL) Cell->next = newCell;

else lastG[i] = newCell;

Cell = newCell;

}

}

}

for (int i = 0; i < total; i++) {

Node\* sw = (Node\*)malloc(sizeof(Node));

sw = lastG[i];

printf("%c:", i + 97);

while (sw != NULL) {

printf(" %c", sw->data + 97);

sw = sw->next;

}

free(sw);

printf("\n ");

}

printf("\n");

while (v < total) {

sw = lastG[v];

if (sw == NULL) v++;

while (sw != NULL) {

if (numG[sw->data] == 1) {

printf("%c ", v + 97);

numG[v] = 0;

v = sw->data;

break;

}

sw = sw->next;

if (sw == NULL && numG[v] == 1) {

printf("%c ", v + 97);

numG[v] = 0;

}

if (sw == NULL) v++;

}

}

printf("\n");

for (int i = 0; i < total; i++) {

numG[i] = 1;

}

v = 0;

while (v < total) {

DFS(G, numG, v, total);

v++;

}

}

Задание 2

//Выполнили студенты группы 21ВВ3: Тюкалов В.Е. и Чинов Д.Д.

#include<iostream>

#include<stdio.h>

#include<stdlib.h>

#include<time.h>

#include<math.h>

#include<windows.h>

typedef struct Node {

int data = 0;

Node\* next = NULL;

};

int main() {

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

int total = 0, v = 0, count = 1, countPerv = -1, countV = 1, clearV = 0;

printf("Введите размер матрицы: ");

scanf\_s("%d", &total);

int\* numG = (int\*)malloc(total \* sizeof(int));

int\* vPerv = (int\*)malloc(total \* sizeof(int));

for (int i = 0; i < total; i++) {

vPerv[i] = NULL;

}

int\*\* G = (int\*\*)malloc(total \* sizeof(int\*));

for (int i = 0; i < total; i++) {

G[i] = (int\*)malloc(total \* sizeof(int));

numG[i] = 1;

}

srand(time(NULL));

for (int i = 0; i < total; i++) {

for (int j = i; j < total; j++) {

if (i == j) {

G[i][j] = 0;

}

else {

G[i][j] = rand() % 2;

G[j][i] = G[i][j];

}

}

}

printf("\n Матрица смежности \n");

printf("\n ");

for (int i = 0; i < total; i++) {

printf(" %c", (i + 97));

}

printf("\n ");

for (int i = 0; i < total \* 3; i++) {

printf("\_");

}

printf("\n");

for (int i = 0; i < total; i++) {

printf(" %c | ", (i + 97));

for (int j = 0; j < total; j++) {

printf("%d ", G[i][j]);

}

printf("\n");

}

while (count == 1 && countV == 1) {

for (int i = 0; i < total; i++) {

if (G[v][i] == 1 && numG[i] == 1) {

if (numG[v] == 1) printf("%d ", (v + 1));

numG[v] = 0;

countPerv++;

vPerv[countPerv] = v;

v = i;

break;

}

if (i == total - 1) {

if (numG[v] == 1 && countPerv != -1) {

printf("%d ", (v + 1));

numG[v] = 0;

//break;

}

if (countPerv == -1) v++;

if (countPerv >= 0) {

v = vPerv[countPerv];

countPerv--;

if (countPerv == -1) clearV = 1;

break;

}

if (clearV == 1) countV = 0;

}

}

count = 0;

for (int i = 0; i < total; i++) {

if (numG[i] == 1) count = 1;

}

}

}

# Результат работы программы

**Задание 1**

Результаты работы программы показаны на рисунке 1.

![](data:image/png;base64,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)

**Рисунок 1 – Результат работы программы**

**Задание 2**

Результаты работы программы показаны на рисунке 2.
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**Рисунок 2 – Результат работы программы**

# Вывод

# В ходе выполнения лабораторной работы была разработана программа, в который был реализован алгоритм обхода графа в глубину.