**String 对象方法**

|  |  |
| --- | --- |
| **方法** | **描述** |
| [anchor()](http://www.w3school.com.cn/jsref/jsref_anchor.asp) | 创建 HTML 锚。 |
| [big()](http://www.w3school.com.cn/jsref/jsref_big.asp) | 用大号字体显示字符串。 |
| [blink()](http://www.w3school.com.cn/jsref/jsref_blink.asp) | 显示闪动字符串。 |
| [bold()](http://www.w3school.com.cn/jsref/jsref_bold.asp) | 使用粗体显示字符串。 |
| [charAt()](http://www.w3school.com.cn/jsref/jsref_charAt.asp) | 返回在指定位置的字符。 |
| [charCodeAt()](http://www.w3school.com.cn/jsref/jsref_charCodeAt.asp) | 返回在指定的位置的字符的 Unicode 编码。 |
| [concat()](http://www.w3school.com.cn/jsref/jsref_concat_string.asp) | 连接字符串。 |
| [fixed()](http://www.w3school.com.cn/jsref/jsref_fixed.asp) | 以打字机文本显示字符串。 |
| [fontcolor()](http://www.w3school.com.cn/jsref/jsref_fontcolor.asp) | 使用指定的颜色来显示字符串。 |
| [fontsize()](http://www.w3school.com.cn/jsref/jsref_fontsize.asp) | 使用指定的尺寸来显示字符串。 |
| [fromCharCode()](http://www.w3school.com.cn/jsref/jsref_fromCharCode.asp) | 从字符编码创建一个字符串。 |
| [indexOf()](http://www.w3school.com.cn/jsref/jsref_indexOf.asp) | 检索字符串。 |
| [italics()](http://www.w3school.com.cn/jsref/jsref_italics.asp) | 使用斜体显示字符串。 |
| [lastIndexOf()](http://www.w3school.com.cn/jsref/jsref_lastIndexOf.asp) | 从后向前搜索字符串。 |
| [link()](http://www.w3school.com.cn/jsref/jsref_link.asp) | 将字符串显示为链接。 |
| [localeCompare()](http://www.w3school.com.cn/jsref/jsref_localeCompare.asp) | 用本地特定的顺序来比较两个字符串。 |
| [match()](http://www.w3school.com.cn/jsref/jsref_match.asp) | 找到一个或多个正则表达式的匹配。 |
| [replace()](http://www.w3school.com.cn/jsref/jsref_replace.asp) | 替换与正则表达式匹配的子串。 |
| [search()](http://www.w3school.com.cn/jsref/jsref_search.asp) | 检索与正则表达式相匹配的值。 |
| [slice()](http://www.w3school.com.cn/jsref/jsref_slice_string.asp) | 提取字符串的片断，并在新的字符串中返回被提取的部分。 |
| [small()](http://www.w3school.com.cn/jsref/jsref_small.asp) | 使用小字号来显示字符串。 |
| [split()](http://www.w3school.com.cn/jsref/jsref_split.asp) | 把字符串分割为字符串数组。 |
| [strike()](http://www.w3school.com.cn/jsref/jsref_strike.asp) | 使用删除线来显示字符串。 |
| [sub()](http://www.w3school.com.cn/jsref/jsref_sub.asp) | 把字符串显示为下标。 |
| [substr()](http://www.w3school.com.cn/jsref/jsref_substr.asp) | 从起始索引号提取字符串中指定数目的字符。 |
| [substring()](http://www.w3school.com.cn/jsref/jsref_substring.asp) | 提取字符串中两个指定的索引号之间的字符。 |
| [sup()](http://www.w3school.com.cn/jsref/jsref_sup.asp) | 把字符串显示为上标。 |
| [toLocaleLowerCase()](http://www.w3school.com.cn/jsref/jsref_toLocaleLowerCase.asp) | 把字符串转换为小写。 |
| [toLocaleUpperCase()](http://www.w3school.com.cn/jsref/jsref_toLocaleUpperCase.asp) | 把字符串转换为大写。 |
| [toLowerCase()](http://www.w3school.com.cn/jsref/jsref_toLowerCase.asp) | 把字符串转换为小写。 |
| [toUpperCase()](http://www.w3school.com.cn/jsref/jsref_toUpperCase.asp) | 把字符串转换为大写。 |
| toSource() | 代表对象的源代码。 |
| [toString()](http://www.w3school.com.cn/jsref/jsref_toString_string.asp) | 返回字符串。 |
| [valueOf()](http://www.w3school.com.cn/jsref/jsref_valueOf_string.asp) | 返回某个字符串对象的原始值。 |

## Date 对象

Date 对象用于处理日期和时间。

### 创建 Date 对象的语法：

var myDate=new Date()

**注释：**Date 对象会自动把当前日期和时间保存为其初始值。

## Date 对象属性

|  |  |
| --- | --- |
| **属性** | **描述** |
| [constructor](http://www.w3school.com.cn/jsref/jsref_constructor_date.asp) | 返回对创建此对象的 Date 函数的引用。 |
| [prototype](http://www.w3school.com.cn/jsref/jsref_prototype_date.asp) | 使您有能力向对象添加属性和方法。 |

## Date 对象方法

|  |  |
| --- | --- |
| **方法** | **描述** |
| [Date()](http://www.w3school.com.cn/jsref/jsref_Date.asp) | 返回当日的日期和时间。 |
| [getDate()](http://www.w3school.com.cn/jsref/jsref_getDate.asp) | 从 Date 对象返回一个月中的某一天 (1 ~ 31)。 |
| [getDay()](http://www.w3school.com.cn/jsref/jsref_getDay.asp) | 从 Date 对象返回一周中的某一天 (0 ~ 6)。 |
| [getMonth()](http://www.w3school.com.cn/jsref/jsref_getMonth.asp) | 从 Date 对象返回月份 (0 ~ 11)。 |
| [getFullYear()](http://www.w3school.com.cn/jsref/jsref_getFullYear.asp) | 从 Date 对象以四位数字返回年份。 |
| [getYear()](http://www.w3school.com.cn/jsref/jsref_getYear.asp) | 请使用 getFullYear() 方法代替。 |
| [getHours()](http://www.w3school.com.cn/jsref/jsref_getHours.asp) | 返回 Date 对象的小时 (0 ~ 23)。 |
| [getMinutes()](http://www.w3school.com.cn/jsref/jsref_getMinutes.asp) | 返回 Date 对象的分钟 (0 ~ 59)。 |
| [getSeconds()](http://www.w3school.com.cn/jsref/jsref_getSeconds.asp) | 返回 Date 对象的秒数 (0 ~ 59)。 |
| [getMilliseconds()](http://www.w3school.com.cn/jsref/jsref_getMilliseconds.asp) | 返回 Date 对象的毫秒(0 ~ 999)。 |
| [getTime()](http://www.w3school.com.cn/jsref/jsref_getTime.asp) | 返回 1970 年 1 月 1 日至今的毫秒数。 |
| [getTimezoneOffset()](http://www.w3school.com.cn/jsref/jsref_getTimezoneOffset.asp) | 返回本地时间与格林威治标准时间 (GMT) 的分钟差。 |
| [getUTCDate()](http://www.w3school.com.cn/jsref/jsref_getUTCDate.asp) | 根据世界时从 Date 对象返回月中的一天 (1 ~ 31)。 |
| [getUTCDay()](http://www.w3school.com.cn/jsref/jsref_getUTCDay.asp) | 根据世界时从 Date 对象返回周中的一天 (0 ~ 6)。 |
| [getUTCMonth()](http://www.w3school.com.cn/jsref/jsref_getUTCMonth.asp) | 根据世界时从 Date 对象返回月份 (0 ~ 11)。 |
| [getUTCFullYear()](http://www.w3school.com.cn/jsref/jsref_getUTCFullYear.asp) | 根据世界时从 Date 对象返回四位数的年份。 |
| [getUTCHours()](http://www.w3school.com.cn/jsref/jsref_getUTCHours.asp) | 根据世界时返回 Date 对象的小时 (0 ~ 23)。 |
| [getUTCMinutes()](http://www.w3school.com.cn/jsref/jsref_getUTCMinutes.asp) | 根据世界时返回 Date 对象的分钟 (0 ~ 59)。 |
| [getUTCSeconds()](http://www.w3school.com.cn/jsref/jsref_getUTCSeconds.asp) | 根据世界时返回 Date 对象的秒钟 (0 ~ 59)。 |
| [getUTCMilliseconds()](http://www.w3school.com.cn/jsref/jsref_getUTCMilliseconds.asp) | 根据世界时返回 Date 对象的毫秒(0 ~ 999)。 |
| [parse()](http://www.w3school.com.cn/jsref/jsref_parse.asp) | 返回1970年1月1日午夜到指定日期（字符串）的毫秒数。 |
| [setDate()](http://www.w3school.com.cn/jsref/jsref_setDate.asp) | 设置 Date 对象中月的某一天 (1 ~ 31)。 |
| [setMonth()](http://www.w3school.com.cn/jsref/jsref_setMonth.asp) | 设置 Date 对象中月份 (0 ~ 11)。 |
| [setFullYear()](http://www.w3school.com.cn/jsref/jsref_setFullYear.asp) | 设置 Date 对象中的年份（四位数字）。 |
| [setYear()](http://www.w3school.com.cn/jsref/jsref_setYear.asp) | 请使用 setFullYear() 方法代替。 |
| [setHours()](http://www.w3school.com.cn/jsref/jsref_setHours.asp) | 设置 Date 对象中的小时 (0 ~ 23)。 |
| [setMinutes()](http://www.w3school.com.cn/jsref/jsref_setMinutes.asp) | 设置 Date 对象中的分钟 (0 ~ 59)。 |
| [setSeconds()](http://www.w3school.com.cn/jsref/jsref_setSeconds.asp) | 设置 Date 对象中的秒钟 (0 ~ 59)。 |
| [setMilliseconds()](http://www.w3school.com.cn/jsref/jsref_setMilliseconds.asp) | 设置 Date 对象中的毫秒 (0 ~ 999)。 |
| [setTime()](http://www.w3school.com.cn/jsref/jsref_setTime.asp) | 以毫秒设置 Date 对象。 |
| [setUTCDate()](http://www.w3school.com.cn/jsref/jsref_setUTCDate.asp) | 根据世界时设置 Date 对象中月份的一天 (1 ~ 31)。 |
| [setUTCMonth()](http://www.w3school.com.cn/jsref/jsref_setUTCMonth.asp) | 根据世界时设置 Date 对象中的月份 (0 ~ 11)。 |
| [setUTCFullYear()](http://www.w3school.com.cn/jsref/jsref_setUTCFullYear.asp) | 根据世界时设置 Date 对象中的年份（四位数字）。 |
| [setUTCHours()](http://www.w3school.com.cn/jsref/jsref_setutchours.asp) | 根据世界时设置 Date 对象中的小时 (0 ~ 23)。 |
| [setUTCMinutes()](http://www.w3school.com.cn/jsref/jsref_setUTCMinutes.asp) | 根据世界时设置 Date 对象中的分钟 (0 ~ 59)。 |
| [setUTCSeconds()](http://www.w3school.com.cn/jsref/jsref_setUTCSeconds.asp) | 根据世界时设置 Date 对象中的秒钟 (0 ~ 59)。 |
| [setUTCMilliseconds()](http://www.w3school.com.cn/jsref/jsref_setUTCMilliseconds.asp) | 根据世界时设置 Date 对象中的毫秒 (0 ~ 999)。 |
| [toSource()](http://www.w3school.com.cn/jsref/jsref_tosource_boolean.asp) | 返回该对象的源代码。 |
| [toString()](http://www.w3school.com.cn/jsref/jsref_toString_date.asp) | 把 Date 对象转换为字符串。 |
| [toTimeString()](http://www.w3school.com.cn/jsref/jsref_toTimeString.asp) | 把 Date 对象的时间部分转换为字符串。 |
| [toDateString()](http://www.w3school.com.cn/jsref/jsref_toDateString.asp) | 把 Date 对象的日期部分转换为字符串。 |
| [toGMTString()](http://www.w3school.com.cn/jsref/jsref_toGMTString.asp) | 请使用 toUTCString() 方法代替。 |
| [toUTCString()](http://www.w3school.com.cn/jsref/jsref_toUTCString.asp) | 根据世界时，把 Date 对象转换为字符串。 |
| [toLocaleString()](http://www.w3school.com.cn/jsref/jsref_toLocaleString.asp) | 根据本地时间格式，把 Date 对象转换为字符串。 |
| [toLocaleTimeString()](http://www.w3school.com.cn/jsref/jsref_toLocaleTimeString.asp) | 根据本地时间格式，把 Date 对象的时间部分转换为字符串。 |
| [toLocaleDateString()](http://www.w3school.com.cn/jsref/jsref_toLocaleDateString.asp) | 根据本地时间格式，把 Date 对象的日期部分转换为字符串。 |
| [UTC()](http://www.w3school.com.cn/jsref/jsref_utc.asp) | 根据世界时返回 1970 年 1 月 1 日 到指定日期的毫秒数。 |
| [valueOf()](http://www.w3school.com.cn/jsref/jsref_valueOf_date.asp) | 返回 Date 对象的原始值。 |

function showTime(){

var now=new Date();

var year= now.getFullYear();

var month= now.getMonth()+1;

var day = now.getDate();

var h = now.getHours();

var m = now.getMinutes();

var s = now.getSeconds();

m=m<10?"0"+m:m;

s=s<10?"0"+s:s;

var weekday='星期'+'日一二三四五六'.charAt(now.getDay());

document.getElementById("show").innerHTML=""+year+"年"+month+"月"+day+"日 "+ weekday +h+":"+m+":"+s; t=setTimeout('showTime()',500);}

# JavaScript RegExp 对象

## RegExp 对象

RegExp 对象表示正则表达式，它是对字符串执行模式匹配的强大工具。

### 直接量语法

/pattern/attributes

### 创建 RegExp 对象的语法：

new RegExp(*pattern*, *attributes*);

### 参数

参数 *pattern* 是一个字符串，指定了正则表达式的模式或其他正则表达式。

参数 *attributes* 是一个可选的字符串，包含属性 "g"、"i" 和 "m"，分别用于指定全局匹配、区分大小写的匹配和多行匹配。ECMAScript 标准化之前，不支持 m 属性。如果 *pattern* 是正则表达式，而不是字符串，则必须省略该参数。

### 返回值

一个新的 RegExp 对象，具有指定的模式和标志。如果参数 *pattern* 是正则表达式而不是字符串，那么 RegExp() 构造函数将用与指定的 RegExp 相同的模式和标志创建一个新的 RegExp 对象。

如果不用 new 运算符，而将 RegExp() 作为函数调用，那么它的行为与用 new 运算符调用时一样，只是当 *pattern* 是正则表达式时，它只返回 *pattern*，而不再创建一个新的 RegExp 对象。

### 抛出

SyntaxError - 如果 *pattern* 不是合法的正则表达式，或 *attributes* 含有 "g"、"i" 和 "m" 之外的字符，抛出该异常。

TypeError - 如果 *pattern* 是 RegExp 对象，但没有省略 *attributes* 参数，抛出该异常。

## 修饰符

|  |  |
| --- | --- |
| **修饰符** | **描述** |
| [i](http://www.w3school.com.cn/jsref/jsref_regexp_i.asp) | 执行对大小写不敏感的匹配。 |
| [g](http://www.w3school.com.cn/jsref/jsref_regexp_g.asp) | 执行全局匹配（查找所有匹配而非在找到第一个匹配后停止）。 |
| m | 执行多行匹配。 |

## 方括号

方括号用于查找某个范围内的字符：

|  |  |
| --- | --- |
| **表达式** | **描述** |
| [[abc]](http://www.w3school.com.cn/jsref/jsref_regexp_charset.asp) | 查找方括号之间的任何字符。 |
| [[^abc]](http://www.w3school.com.cn/jsref/jsref_regexp_charset_not.asp) | 查找任何不在方括号之间的字符。 |
| [0-9] | 查找任何从 0 至 9 的数字。 |
| [a-z] | 查找任何从小写 a 到小写 z 的字符。 |
| [A-Z] | 查找任何从大写 A 到大写 Z 的字符。 |
| [A-z] | 查找任何从大写 A 到小写 z 的字符。 |
| [adgk] | 查找给定集合内的任何字符。 |
| [^adgk] | 查找给定集合外的任何字符。 |
| (red|blue|green) | 查找任何指定的选项。 |

## 元字符

元字符（Metacharacter）是拥有特殊含义的字符：

|  |  |
| --- | --- |
| **元字符** | **描述** |
| [.](http://www.w3school.com.cn/jsref/jsref_regexp_dot.asp) | 查找单个字符，除了换行和行结束符。 |
| [\w](http://www.w3school.com.cn/jsref/jsref_regexp_wordchar.asp) | 查找单词字符。 |
| [\W](http://www.w3school.com.cn/jsref/jsref_regexp_wordchar_non.asp) | 查找非单词字符。 |
| [\d](http://www.w3school.com.cn/jsref/jsref_regexp_digit.asp) | 查找数字。 |
| [\D](http://www.w3school.com.cn/jsref/jsref_regexp_digit_non.asp) | 查找非数字字符。 |
| [\s](http://www.w3school.com.cn/jsref/jsref_regexp_whitespace.asp) | 查找空白字符。 |
| [\S](http://www.w3school.com.cn/jsref/jsref_regexp_whitespace_non.asp) | 查找非空白字符。 |
| [\b](http://www.w3school.com.cn/jsref/jsref_regexp_begin.asp) | 匹配单词边界。 |
| [\B](http://www.w3school.com.cn/jsref/jsref_regexp_begin_not.asp) | 匹配非单词边界。 |
| \0 | 查找 NUL 字符。 |
| [\n](http://www.w3school.com.cn/jsref/jsref_regexp_newline.asp) | 查找换行符。 |
| \f | 查找换页符。 |
| \r | 查找回车符。 |
| \t | 查找制表符。 |
| \v | 查找垂直制表符。 |
| [\xxx](http://www.w3school.com.cn/jsref/jsref_regexp_octal.asp) | 查找以八进制数 xxx 规定的字符。 |
| [\xdd](http://www.w3school.com.cn/jsref/jsref_regexp_hex.asp) | 查找以十六进制数 dd 规定的字符。 |
| [\uxxxx](http://www.w3school.com.cn/jsref/jsref_regexp_unicode_hex.asp) | 查找以十六进制数 xxxx 规定的 Unicode 字符。 |

## 量词

|  |  |
| --- | --- |
| **量词** | **描述** |
| [n+](http://www.w3school.com.cn/jsref/jsref_regexp_onemore.asp) | 匹配任何包含至少一个 n 的字符串。 |
| [n\*](http://www.w3school.com.cn/jsref/jsref_regexp_zeromore.asp) | 匹配任何包含零个或多个 n 的字符串。 |
| [n?](http://www.w3school.com.cn/jsref/jsref_regexp_zeroone.asp) | 匹配任何包含零个或一个 n 的字符串。 |
| [n{X}](http://www.w3school.com.cn/jsref/jsref_regexp_nx.asp) | 匹配包含 X 个 n 的序列的字符串。 |
| [n{X,Y}](http://www.w3school.com.cn/jsref/jsref_regexp_nxy.asp) | 匹配包含 X 或 Y 个 n 的序列的字符串。 |
| [n{X,}](http://www.w3school.com.cn/jsref/jsref_regexp_nxcomma.asp) | 匹配包含至少 X 个 n 的序列的字符串。 |
| [n$](http://www.w3school.com.cn/jsref/jsref_regexp_ndollar.asp) | 匹配任何结尾为 n 的字符串。 |
| [^n](http://www.w3school.com.cn/jsref/jsref_regexp_ncaret.asp) | 匹配任何开头为 n 的字符串。 |
| [?=n](http://www.w3school.com.cn/jsref/jsref_regexp_nfollow.asp) | 匹配任何其后紧接指定字符串 n 的字符串。 |
| [?!n](http://www.w3school.com.cn/jsref/jsref_regexp_nfollow_not.asp) | 匹配任何其后没有紧接指定字符串 n 的字符串。 |

## RegExp 对象属性

|  |  |  |  |
| --- | --- | --- | --- |
| **属性** | **描述** | **FF** | **IE** |
| [global](http://www.w3school.com.cn/jsref/jsref_regexp_global.asp) | RegExp 对象是否具有标志 g。 | 1 | 4 |
| [ignoreCase](http://www.w3school.com.cn/jsref/jsref_regexp_ignorecase.asp) | RegExp 对象是否具有标志 i。 | 1 | 4 |
| [lastIndex](http://www.w3school.com.cn/jsref/jsref_lastindex_regexp.asp) | 一个整数，标示开始下一次匹配的字符位置。 | 1 | 4 |
| [multiline](http://www.w3school.com.cn/jsref/jsref_multiline_regexp.asp) | RegExp 对象是否具有标志 m。 | 1 | 4 |
| [source](http://www.w3school.com.cn/jsref/jsref_source_regexp.asp) | 正则表达式的源文本。 | 1 | 4 |

## RegExp 对象方法

|  |  |  |  |
| --- | --- | --- | --- |
| **方法** | **描述** | **FF** | **IE** |
| [compile](http://www.w3school.com.cn/jsref/jsref_regexp_compile.asp) | 编译正则表达式。 | 1 | 4 |
| [exec](http://www.w3school.com.cn/jsref/jsref_exec_regexp.asp) | 检索字符串中指定的值。返回找到的值，并确定其位置。 | 1 | 4 |
| [test](http://www.w3school.com.cn/jsref/jsref_test_regexp.asp) | 检索字符串中指定的值。返回 true 或 false。 | 1 | 4 |

## 支持正则表达式的 String 对象的方法

|  |  |  |  |
| --- | --- | --- | --- |
| **方法** | **描述** | **FF** | **IE** |
| [search](http://www.w3school.com.cn/jsref/jsref_search.asp) | 检索与正则表达式相匹配的值。 | 1 | 4 |
| [match](http://www.w3school.com.cn/jsref/jsref_match.asp) | 找到一个或多个正则表达式的匹配。 | 1 | 4 |
| [replace](http://www.w3school.com.cn/jsref/jsref_replace.asp) | 替换与正则表达式匹配的子串。 | 1 | 4 |
| [split](http://www.w3school.com.cn/jsref/jsref_split.asp) | 把字符串分割为字符串数组。 | 1 | 4 |

JQuery

jQuery是一个JavaScript脚本库，不需要特别的安装，只需要我们在页面 <head> 标签内中，通过 script 标签引入 jQuery 库即可。

**jQuery的属性与样式之html()及.text()**

读取、修改元素的html结构或者元素的文本内容是常见的DOM操作，jQuery针对这样的处理提供了2个便捷的方法.html()与.text()

**.html()方法**

获取集合中第一个匹配元素的HTML内容 或 设置每一个匹配元素的html内容，具体有3种用法：

1. .html() 不传入值，就是获取集合中第一个匹配元素的HTML内容
2. .html( htmlString )  设置每一个匹配元素的html内容
3. .html( function(index, oldhtml) ) 用来返回设置HTML内容的一个函数

**注意事项：**

.html()方法内部使用的是DOM的innerHTML属性来处理的，所以在设置与获取上需要注意的一个最重要的问题，**这个操作是针对整个HTML内容（不仅仅只是文本内容）**

**.text()方法**

得到匹配元素集合中每个元素的文本内容结合，包括他们的后代，或设置匹配元素集合中每个元素的文本内容为指定的文本内容。，具体有3种用法：

1. .text() 得到匹配元素集合中每个元素的合并文本，包括他们的后代
2. .text( textString ) 用于设置匹配元素内容的文本
3. .text( function(index, text) ) 用来返回设置文本内容的一个函数

**jQuery的属性与样式之.val()**

jQuery中有一个.val()方法主要是用于处理表单元素的值，比如 input, select 和 textarea。

**.val()方法**

1. .val()无参数，获取匹配的元素集合中第一个元素的当前值
2. .val( value )，设置匹配的元素集合中每个元素的值
3. .val( function ) ，一个用来返回设置值的函数

**注意事项：**

1. 通过.val()处理select元素， 当没有选择项被选中，它返回null
2. .val()方法多用来设置表单的字段的值
3. 如果select元素有multiple（多选）属性，并且至少一个选择项被选中， .val()方法返回一个数组，这个数组包含每个选中选择项的值

**.html(),.text()和.val()的差异总结：**

1. .html(),.text(),.val()三种方法都是用来读取选定元素的内容；只不过.html()是用来读取元素的html内容（包括html标签），.text()用来读取元素的纯文本内容，包括其后代元素，.val()是用来读取表单元素的"value"值。其中.html()和.text()方法不能使用在表单元素上,而.val()只能使用在表单元素上；另外.html()方法使用在多个元素上时，只读取第一个元素；.val()方法和.html()相同，如果其应用在多个元素上时，只能读取第一个表单元素的"value"值，但是.text()和他们不一样，如果.text()应用在多个元素上时，将会读取所有选中元素的文本内容。
2. .html(htmlString),.text(textString)和.val(value)三种方法都是用来替换选中元素的内容，如果三个方法同时运用在多个元素上时，那么将会替换所有选中元素的内容。
3. .html(),.text(),.val()都可以使用回调函数的返回值来动态的改变多个元素的内容。

**jQuery的属性与样式之增加样式.addClass()**

通过动态改变类名（class），可以让其修改元素呈现出不同的效果。在HTML结构中里，多个class以空格分隔，当一个节点（或称为一个标签）含有多个class时，DOM元素响应的className属性获取的不是class名称的数组，而是一个含有空格的字符串，这就使得多class操作变得很麻烦。同样的jQuery开发者也考虑到这种情况，增加了一个.addClass()方法，用于动态增加class类名

**.addClass( className )方法**

1. .addClass( className ) : 为每个匹配元素所要增加的一个或多个样式名
2. .addClass( function(index, currentClass) ) : 这个函数返回一个或更多用空格隔开的要增加的样式名

**注意事项：**

.addClass()方法不会替换一个样式类名。它只是简单的添加一个样式类名到元素上

简单的描述下：在p元素增加一个newClass的样式

<p class="orgClass">

$("p").addClass("newClass")

那么p元素的class实际上是 class="orgClass newClass"样式只会在原本的类上继续增加，通过空格分隔

**jQuery的属性与样式之切换样式.toggleClass()**

在做某些效果的时候，可能会针对同一节点的某一个样式不断的切换，也就是addClass与removeClass的互斥切换，比如隔行换色效果

jQuery提供一个toggleClass方法用于简化这种互斥的逻辑，通过toggleClass方法动态添加删除Class，一次执行相当于addClass，再次执行相当于removeClass

**.toggleClass( )方法：**在匹配的元素集合中的每个元素上添加或删除一个或多个样式类,取决于这个样式类是否存在或值切换属性。即：如果存在（不存在）就删除（添加）一个类

1. .toggleClass( className )：在匹配的元素集合中的每个元素上用来切换的一个或多个（用空格隔开）样式类名
2. .toggleClass( className, switch )：一个布尔值，用于判断样式是否应该被添加或移除
3. .toggleClass( [switch ] )：一个用来判断样式类添加还是移除的 布尔值
4. .toggleClass( function(index, class, switch) [, switch ] )：用来返回在匹配的元素集合中的每个元素上用来切换的样式类名的一个函数。接收元素的索引位置和元素旧的样式类作为参数

**注意事项：**

1. toggleClass是一个互斥的逻辑，也就是通过判断对应的元素上是否存在指定的Class名，如果有就删除，如果没有就增加
2. toggleClass会保留原有的Class名后新增，通过空格隔开

**jQuery的属性与样式之样式操作.css()**

通过JavaScript获取dom元素上的style属性，我们可以动态的给元素赋予样式属性。在jQuery中我们要动态的修改style属性我们只要使用css()方法就可以实现了

**.css() 方法：获取元素样式属性的计算值或者设置元素的CSS属性**

**获取：**

1. .css( propertyName ) ：获取匹配元素集合中的第一个元素的样式属性的计算值
2. .css( propertyNames )：传递一组数组，返回一个对象结果

**设置：**

1. .css(propertyName, value )：设置CSS
2. .css( propertyName, function )：可以传入一个回调函数，返回取到对应的值进行处理
3. .css( properties )：可以传一个对象，同时设置多个样式

**注意事项：**

1. 浏览器属性获取方式不同，在获取某些值的时候都jQuery采用统一的处理，比如颜色采用RBG，尺寸采用px
2. .css()方法支持驼峰写法与大小写混搭的写法，内部做了容错的处理
3. 当一个数只被作为值（value）的时候， jQuery会将其转换为一个字符串，并添在字符串的结尾处添加px，例如 .css("width",50}) 与 .css("width","50px"})一样

JQ DOM

## DOM内部插入append()与appendTo()

动态创建的元素是不够的，它只是临时存放在内存中，最终我们需要放到页面文档并呈现出来。那么问题来了，怎么放到文档上？

这里就涉及到一个位置关系，常见的就是把这个新创建的元素，当作页面某一个元素的子元素放到其内部。针对这样的处理，jQuery就定义2个操作的方法

[![http://img.mukewang.com/56cc12f800017b4104480146.jpg](data:image/png;base64,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)](http://img.mukewang.com/56cc12f800017b4104480146.jpg)

append：这个操作与对指定的元素执行原生的appendChild方法，将它们添加到文档中的情况类似。

appendTo：实际上，使用这个方法是颠倒了常规的$(A).append(B)的操作，即不是把B追加到A中，而是把A追加到B中。

简单的总结就是：

.append()和.appendTo()两种方法功能相同，主要的不同是语法——内容和目标的位置不同

append()前面是被插入的对象，后面是要在对象内插入的元素内容

appendTo()前面是要插入的元素内容，而后面是被插入的对象

**DOM内部插入prepend()与prependTo()**

在元素内部进行操作的方法，除了在被选元素的结尾（仍然在内部）通过append与appendTo插入指定内容外，相应的还可以在被选元素之前插入，jQuery提供的方法是prepend与prependTo

选择器的描述：
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通过右边代码可以看到prepend与prependTo的使用及区别：

* .prepend()方法将指定元素插入到匹配元素里面作为它的第一个子元素 (如果要作为最后一个子元素插入用.append()).
* .prepend()和.prependTo()实现同样的功能，主要的不同是语法，插入的内容和目标的位置不同
* 对于.prepend() 而言，选择器表达式写在方法的前面，作为待插入内容的容器，将要被插入的内容作为方法的参数
* 而.prependTo() 正好相反，将要被插入的内容写在方法的前面，可以是选择器表达式或动态创建的标记，待插入内容的容器作为参数。

这里总结下内部操作四个方法的区别：

* append()向每个匹配的元素内部追加内容
* prepend()向每个匹配的元素内部前置内容
* appendTo()把所有匹配的元素追加到另一个指定元素的集合中
* prependTo()把所有匹配的元素前置到另一个指定的元素集合中

**DOM外部插入after()与before()**

节点与节点之前有各种关系，除了父子，祖辈关系，还可以是兄弟关系。之前我们在处理节点插入的时候，接触到了内部插入的几个方法，这节我们开始讲外部插入的处理，也就是兄弟之间的关系处理，这里jQuery引入了2个方法，可以用来在匹配I的元素前后插入内容

选择器的描述：
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* before与after都是用来对相对选中元素外部增加相邻的兄弟节点
* 2个方法都是都可以接收HTML字符串，DOM 元素，元素数组，或者jQuery对象，用来插入到集合中每个匹配元素的前面或者后面
* 2个方法都支持多个参数传递after(div1,div2,....) 可以参考右边案例代码

注意点：

* after向元素的后边添加html代码，如果元素后面有元素了，那将后面的元素后移，然后将html代码插入
* before向元素的前边添加html代码，如果元素前面有元素了，那将前面的元素前移，然后将html代码插

**DOM外部插入insertAfter()与insertBefore()**

与内部插入处理一样，jQuery由于内容目标的位置不同，然增加了2个新的方法insertAfter与insertBefore

[![http://img.mukewang.com/57481d230001b0f305170241.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgUAAADxCAIAAADUYlN8AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABIOSURBVHhe7drddaM5joDhCWjvKq0OoC8ngI5mQ+k0NohaiIBgiH+gVbLqK+N9LnRAEKQ958DElNv/+QkAwM+fzAMAwA3zAABwwzwAANw8zIP/AgDKsKf/rp8H/wMAqMGe/rvJPLAF8GeijYHU9MeEeYDvhjYGUswDlEAbAynmAUqgjYEU8wAl0MZAinmAEmhjIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKIE2BlLMA5RAGwMp5gFKoI2BFPMAJdDGQIp5gBJoYyDFPEAJtDGQYh6gBNoYSDEPUAJtDKSYByiBNgZSzAOUQBsDKebBl/r3nx/in39t6Vb5kVZ++OffPnN2T3W08XvFDl/FG63sr//9P1viTZgHrzJt+lX3dwUjP9Jfe58HH5lQjCXa+L1WXTp27LSHW/Kvv/6abOELMQ9eyDt7DDoxv4pVv8s8eA5t/F7emRpMed+Obdwyt38f0OFvxTx4ofRnYLplyceH3vX1/L7oObTxu6w6Vrt00+Qx2TL8vujtmAcvl3a/WPwATCpXPltfHW38Xk/0px5ZodXfgXnwpVY/FV3+tgz/x3/T+vHg6nJM0Mbv5c3pXd1Jm3xfgy/BPHiJ0PT2H8FWuqd8bP2YCdcm+MlJ0Mbv1XX4NPCy5uO3QyFJY78X8+CFWh8/tnX2XwU8Py2LYkFajB5t/F7W4aH/x8C1jP3g3GI7xd8XvR3z4IViW9tymAe6bMIPwKPuB8ALhh+hPokl2vhdYj9Lc47trYZmnswDyehxmvxNmAcv1Ld1+HnoGjpWqnXZJO/SAhja+L28nzeBa5mH198z992HenwV5sELjW19T/Y/Bl7p4m6k+Q/3f3BE/KjkaOP38n7eBK5lHn47pBnmwbsxD15obGulDa1iu3/qvzxb/PgLqBhjhzZ+L+/MTeBaZvy/Rw8ZvAPz4FVuHTz814KVxQ/A5GDMj19idQo92vi9vDM1GHnTjl2N34Z58BKxm1c/AOrvvy341Dz4wO+LnkMbv0vsT+nMsbFjZoxXaPJ3YB6gBNoYSDEPUAJtDKSYByiBNgZSzAOUQBsDKeYBSqCNgRTzACXQxkCKeYASaGMgxTxACbQxkGIeoATaGEgxD1ACbQykmAcogTYGUswDlEAbAynmAUqgjYEU8wAl0MZAinmAEmhjIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpE7ngXwCfzTaGEgdzQMAQAX29N/x+yJ8N7QxkDr994EtgD8TbQykmAcogTYGUswDlEAbAynmAUqgjYEU8wAl0MZAinmAEmhjIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKIE2BlLMA5RAGwMp5gFKoI2BFPMAJdDGQIp5gBJoYyDFPEAJtDGQYh6gBNoYSDEPUAJtDKSYByiBNgZSzAOU8Ee08Y8fPyyakd09q2u65VfYf4nV7vh9nrDqxbVaI2wdTJNTXvnEkdR55e/FPEAJ32MeWDTT7fpSgpFuOcvOWEVjqTWruzvJjPY1viuB08xKWqBi2ckRrXni8itjHqCEa7axPBMnvFiDqW53X/wSqy8h+RNW/WiVd2PBE0dGUrNndXcxM+6KdmjH6i6GeYASrt/G6RuxL/Dd22MTaPJV7NIZq/g8O782LdOkiPHKvqbd91CwqR+LxZj81PI6mAco4eJtfPJeSHLP6ppu+RU2X6J9Ow9so1ktY36aFDE/pbudVV7oVju65JUeT8WCrnK/vA7mAUr4HvPAopnpDfK54mUnPlWpxRooXe53YyDSYjdmOlqwL0u/SiS7I9u76zL75XUwD1DCldv49pwcvBfTpIu7t+saWzfdchQLNsUn105rPLm6QYLIkxqouNTYPzUYeYEup9rpJSv6jO7UfnkdzAOUcNk21qfBP0et6ibGo65Sl6vPqbi1KpN8xzYe2V6gSd/VQE3zm2LNeH4MopicFqhua1N5aH/hr9//RZgHKOGabezvwsl7Ick9L/NP1WXiVjQe2egKTpaeXBXH/JiUQPlyFUQxOS1QsrVnddtKq2gstWZ1F8M8QAkXb+PugZi+F/tHZHXDJohWxyNJ7lnd4jZPTnc1iDypgYp5jf1Tg+gko2J+VaNObhCfWl4H8wAlMA9iwXjV6vjG5ojEHU36rgZqmj8vXlWKw8wJq57doFZ5td+9DuYBSqg5D2JyFYtuKU4Oerw/Lg6XMT9NijGfVnZWeaFb8XP0xLViv3sdzAOUcP15sHFSI7RMdUsxZtQ0H5Med5XTGvXZ5Z7VNb7UrY5uiRiPxt12+uNmDzx2mpyyipn97nUwD1DC9eeBRWufenHiUmJl62CaVHpE6VLzQpPC1k1cetyqbqZL1S07vtvO3fhSA7fZGsXirn5cxky361Z5td+9DuYBSqCNgRTzACXQxkCKeYASaGMgxTxACbQxkGIeoATaGEgxD1ACbQykmAcogTYGUsyD3u/6S2H5upFlt6z0D/nT5t+LeQCkmAe/zfiOx0z6ynsB8+AEbQykmAe/zavmAU7QxkCKefBBXlhl63smBk4zylLDDbYYbtDYaVLYurFUY6nsuLDUUOmx5oUuha2/O+YBkGIe9LonMj6aYyD2SSFxXLoxGTMeT5Pi8LiQOC5Ft2vRt8Y8AFLMg97h0ylxXArNOMsOF7oxPz0lQaRJEWO12p1WRpb91pgHQIp50Ovex7gcn879rjrPT2/7xeNiX1kE8wBIMQ963Vs5fVjPkyLG0ZifnlpddXhcnFd+Y8wDIMU8+CAvYxQzq1jcTt5Z6p60xZ0mo5jX2GlSWSokbd1YqrHUU3d+b8wDIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKIE2BlLMA5RAGwMp5gFKoI2BFPMAJdDG6rm/MP5df5fcfd3Xfht1/tj6HPMAJdDG6uXzQLZSq7Iu3+570CWnNaKdnrOKxlJrVlcY8wAl0MbKXr4FK3qk+f2u8viJq8bkNBNZ9lm/fsP3wzxACbSxeOIFjEemx6cFqy+k+fQeIctIM7qluuWhdtmcVdTGPEAJtLE+efr2TWlZNCb3GY+nZSPbazbLVju50KJn/foN3w/zACXQxsofwe413D+4q1hMt7oaoZnx022W3ZbyS058qrIy5gFKoI1VfPI2cVyKcemZuDVNKs1MP50sXVx6PE26/a7rtjaVBTEPUAJtLA/fCat+tMqLuOXxWC+ZmPRlTEZa4Cwb6mNSTcs6ku/YBhrmAUqgjdXqBdy/jJvduOXxJnCaGfMq5qfxeHB1ZKorSOuLYB6gBNpYbF7M/YO42Z3eOQ1GsaAT89OaLrlfKknuWV1hzAOUQBuL7smLy/1ruNn1rfFy5UsNnGbGvIr5aU2X3C+nnjjy7TEPUAJtLOTJ27O6Qbq1KVBjwXjwJHb7gpOrPB6Pl8U8QAm08d7+TdzsHj6mUjbSvBaILo4sG3hyvytWldOa4pgHKIE2XpGnMH0NNwV6fE/LtN55ppUYzYhVLFrhx1kNRlqmdKl5oUlh66Zb1sQ8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKIE2BlLMA5RAGwMp5gFKoI2BFPMAJdDGQIp5gBJoYyDFPEAJtDGQYh6gBNoYSDEPUAJtDKSYByiBNgZSzAOUQBsDKeYBSqCNgRTzACXQxkCKeYASaGMgxTxACbQxkGIeoATaGEidzgP5BP5otDGQOpoHAIAK7Om/4/dF+G5oYyB1+u8DWwB/JtoYSDEPUAJtDKSYByiBNgZSzAOUQBsDKeYBSqCNgRTzACXQxkCKeYASaGMgxTxACbQxkGIeoATaGEgxD1ACbQykmAcogTYGUswDlEAbAynmAUqgjYEU8wAl0MZAinmAEmhjIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKOGPaOMfP35YNCO7e1bXdMuv8MSXaN/mja0P/kcpq158Ua0Rtg6mySmvfOJI6rzy92IeoITvMQ8smul2fSnBSLecZWesorHUmtU1lnpke1v7Mt9t9xnNrKQFKpadHNGaJy6/MuYBSrhmG8szccKLNZjqdvfFL/Gp7+dQemoseOLISGr2rO4uZsZd0Q7tWN3FMA9QwvXbOH0j9gW+e3tsAk2+il06YxV3Y2ZFj29MyzQpYryyr2n3PRRs6sdiMSY/tbwO5gFKuHgbn7wXktyzuqZbfoX9l2jf0Y7VhXvSpIj5Kd3trPJCt9rRJa/0eCoWdJX75XUwD1DC95gHFs1Mb5DPFS878alKFeM9r5we7+4Zrx0zHS3Yl6VfJZLdke3ddZn98jqYByjhym18e04O3otp0sXd23WNrZtuOYoFm+LDa9Mv57xSgsiTGqi41Ng/NRh5gS6n2uklK/qM7tR+eR3MA5Rw2TbWp8E/R63qJsajrlKXq8+puLUqk3zHNga6pTUjrVG+jPlpUshSM54fgygmpwWq29pUHtpf+Ov3fxHmAUq4Zhv7u3DyXkhyz8v8U3WZuBWNRza6grFeM9N7VmdjfkxKoHy5CqKYnBYo2dqzum2lVTSWWrO6i2EeoISLt3H3QEzfi/0jsrphE0Sr45Ek96yu0WWXVNNKDSJPaqBiXmP/1CA6yaiYX9WokxvEp5bXwTxACcyDWDBetTq+sTni8fSe1cGTG8b8qlIcZk5Y9ewGtcqr/e51MA9QQs15EJOrWHRLcXLQ483xcUt0yWnx6oYxn1Z2VnmhW/Fz9MS1Yr97HcwDlHD9ebBxUiO0THVLMWbUNB+THneV0xrRxVO23VhqzeoaX+pWR7dEjEfjbjv9cbMHHjtNTlnFzH73OpgHKOH688CitU+9OHEpsbJ1ME0qPaJ0qXmhSWHrpluqk+S0xvmuBMqXGrjN1igWd/XjMma6XbfKq/3udTAPUAJtDKSYByiBNgZSzAOUQBsDKeYBSqCNgRTzACXQxkCKeYASaGMgxTxACbQxkGIeLP32PxmefgOSVLbGGeYBkGIeXML0fR+Tnum2GA8p2hhIMQ8uYfX0H777zIMUbQykmAcT8rwqW98zMYg0qSw1XGKL4RKNnSaFxp5pmx80KWx9Z9nGUsMNHmu+COYBkGIeLHUvZnxD49Y03hTEpRuTmuny07NidVx1cVzWwTwAUsyDpe7djMtxa5pxlh0OujHfzt3YuumWbsy3ox8su77h22MeACnmwVL3dKav6smze5hfXXV+7XllEcwDIMU8WOqezrhM45PiqMv/4nHx2Ru+PeYBkGIeTMijGcVMF8el0Iyy1KxMaDLyvAZiFYvbgUdjXjOiWypN1sE8AFLMA5RAGwMp5gFKoI2BFPMAJdDGQIp5gBJoYyDFPEAJtDGQYh6gBNoYSDEPUAJtrJ77U+Pf9QfK3dd97bdR8K+uU8wDlEAbq5fPA9lKrcq6fLvvQZec1oh2es4qGkutWV1hzAOUQBsre/kWrOiR5ve7yuMnrhqT00xk2Wf9+g3fD/MAJdDG4okXMB6ZHp8WrL6Q5tN7hCwjzeiW6paH2mVzVlEb8wAl0Mb65OnbN6Vl0ZjcZzyelo1sr9ksW+3kQoue9es3fD/MA5RAGyt/BLvXcP/grmIx3epqhGbGT7dZdlvKLznxqcrKmAcogTZW8cnbxHEpxqVn4tY0qTQz/XSydHHp8TTp9ruu29pUFsQ8QAm0sTx8J6z60Sov4pbHY71kYtKXMRlpgbNsqI9JNS3rSL5jG2iYByiBNlarF3D/Mm5245bHm8BpZsyrmJ/G48HVkamuIK0vgnmAEmhjsXkx9w/iZnd65zQYxYJOzE9ruuR+qSS5Z3WFMQ9QAm0suicvLvev4WbXt8bLlS81cJoZ8yrmpzVdcr+ceuLIt8c8QAm0sZAnb8/qBunWpkCNBePBk9jtC06u8ng8XhbzACXQxnv7N3Gze/iYStlI81ogujiybODJ/a5YVU5rimMeoATaeEWewvQ13BTo8T0t03rnmVZiNCNWsWiFH2c1GGmZ0qXmhSaFrZtuWRPzACXQxkCKeYASaGMgxTxACbQxkGIeoATaGEgxD1ACbQykmAcogTYGUswDlEAbAynmAUqgjYEU8wAl0MZAinmAEmhjIMU8QAm0MZBiHqAE2hhIMQ9QAm0MpJgHKIE2BlLMA5RAGwMp5gFKoI2BFPMAJdDGQIp5gBJoYyB1Og/kE/ij0cZA6mgeAAAqsKf/7mEeAADKYh4AAG6YBwCAG+YBAODnz58//x8mXa18gZD9TQAAAABJRU5ErkJggg==)](http://img.mukewang.com/57481d230001b0f305170241.jpg)

* .before()和.insertBefore()实现同样的功能。主要的区别是语法——内容和目标的位置。 对于before()选择表达式在函数前面，内容作为参数，而.insertBefore()刚好相反，内容在方法前面，它将被放在参数里元素的前面
* .after()和.insertAfter() 实现同样的功能。主要的不同是语法——特别是（插入）内容和目标的位置。 对于after()选择表达式在函数的前面，参数是将要插入的内容。对于 .insertAfter(), 刚好相反，内容在方法前面，它将被放在参数里元素的后面
* before、after与insertBefore。insertAfter的除了目标与位置的不同外，后面的不支持多参数处理

注意事项：

* insertAfter将JQuery封装好的元素插入到指定元素的后面，如果元素后面有元素了，那将后面的元素后移，然后将JQuery对象插入；
* insertBefore将JQuery封装好的元素插入到指定元素的前面，如果元素前面有元素了，那将前面的元素前移，然后将JQuery对象插入；

## DOM节点删除之empty()的基本用法

要移除页面上节点是开发者常见的操作，jQuery提供了几种不同的方法用来处理这个问题，这里我们开仔细了解下empty方法

empty 顾名思义，清空方法，但是与删除又有点不一样，因为它只移除了 指定元素中的所有子节点。

这个方法不仅移除子元素（和其他后代元素），同样移除元素里的文本。因为，根据说明，元素里任何文本字符串都被看做是该元素的子节点。请看下面的HTML：

<div class="hello"><p>慕课网</p></div>

如果我们通过empty方法移除里面div的所有元素，它只是清空内部的html代码，但是标记仍然留在DOM中

//通过empty处理

$('.hello').empty()

//结果：<p>慕课网</p>被移除

<div class="hello"></div>

可以参考右边的代码区域：

通过empty移除了当前div元素下的所有p元素

但是本身id=test的div元素没有被删除

## DOM节点删除之remove()的有参用法和无参用法

remove与empty一样，都是移除元素的方法，但是remove会将元素自身移除，同时也会移除元素内部的一切，包括绑定的事件及与该元素相关的jQuery数据。

例如一段节点，绑定点击事件

<div class="hello"><p>慕课网</p></div>

$('.hello').on("click",fn)

如果不通过remove方法删除这个节点其实也很简单，但是同时需要把事件给销毁掉，这里是为了防止"内存泄漏"，所以前端开发者一定要注意，绑了多少事件，不用的时候一定要记得销毁

通过remove方法移除div及其内部所有元素，remove内部会自动操作事件销毁方法，所以使用使用起来非常简单

//通过remove处理

$('.hello').remove()

//结果：<div class="hello"><p>慕课网</p></div> 全部被移除

//节点不存在了,同事事件也会被销毁

**remove表达式参数：**

remove比empty好用的地方就是可以传递一个选择器表达式用来过滤将被移除的匹配元素集合，可以选择性的删除指定的节点

我们可以通过$()选择一组相同的元素，然后通过remove（）传递筛选的规则，从而这样处理

对比右边的代码区域，我们可以通过类似于这样处理

$("p").filter(":contains('3')").remove()

## DOM节点删除之保留数据的删除操作detach()

如果我们希望临时删除页面上的节点，但是又不希望节点上的数据与事件丢失，并且能在下一个时间段让这个删除的节点显示到页面，这时候就可以使用detach方法来处理

detach从字面上就很容易理解。让一个web元素托管。即从当前页面中移除该元素，但保留这个元素的内存模型对象。

来看看jquery官方文档的解释：

这个方法不会把匹配的元素从jQuery对象中删除，因而可以在将来再使用这些匹配的元素。与remove()不同的是，所有绑定的事件、附加的数据等都会保留下来。

$("div").detach()这一句会移除对象，仅仅是显示效果没有了。但是内存中还是存在的。当你append之后，又重新回到了文档流中。就又显示出来了。

当然这里要特别注意，detach方法是JQuery特有的，所以它只能处理通过JQuery的方法绑定的事件或者数据

参考右边的代码区域，通过 $("p").detach()把所有的P元素删除后，再通过append把删除的p元素放到页面上，通过点击文字，可以证明事件没有丢失

**DOM节点删除之detach()和remove()区别**

JQuery是一个很大强的工具库，在工作开发中，有些方法因为不常用到，或是没有注意到而被我们忽略。

remove()和detach()可能就是其中的一个，可能remove()我们用得比较多，而detach()就可能会很少了

 通过一张对比表来解释2个方法之间的不同

|  |  |  |  |
| --- | --- | --- | --- |
| 方法名 | 参数 | 事件及数据是否也被移除 | 元素自身是否被移除 |
| remove | 支持选择器表达 | 是 | 是（无参数时），有参数时要根据参数所涉及的范围 |
| detach | 参数同remove | 否 | 情况同remove |

**remove：**移除节点

* 无参数，移除自身整个节点以及该节点的内部的所有节点，包括节点上事件与数据
* 有参数，移除筛选出的节点以及该节点的内部的所有节点，包括节点上事件与数据

**detach：**移除节点

* 移除的处理与remove一致
* 与remove()不同的是，所有绑定的事件、附加的数据等都会保留下来
* 例如：$("p").detach()这一句会移除对象，仅仅是显示效果没有了。但是内存中还是存在的。当你append之后，又重新回到了文档流中。就又显示出来了。

具体可以参考右边的代码区域的对比

**DOM拷贝clone()**

克隆节点是DOM的常见操作，jQuery提供一个clone方法，专门用于处理dom的克隆

.clone()方法深度 复制所有匹配的元素集合，包括所有匹配元素、匹配元素的下级元素、文字节点。

clone方法比较简单就是克隆节点，但是需要注意，如果节点有事件或者数据之类的其他处理，我们需要通过clone(ture)传递一个布尔值ture用来指定，这样不仅仅只是克隆单纯的节点结构，还要把附带的事件与数据给一并克隆了

例如：

HTML部分

<div></div>

JavaScript部分

$("div").on('click', function() {//执行操作})

//clone处理一

$("div").clone() //只克隆了结构，事件丢失

//clone处理二

$("div").clone(true) //结构、事件与数据都克隆

使用上就是这样简单，使用克隆的我们需要额外知道的细节：

* clone()方法时，在将它插入到文档之前，我们可以修改克隆后的元素或者元素内容，如右边代码我 $(this).clone().css('color','red') 增加了一个颜色
* 通过传递true，将所有绑定在原始元素上的事件处理函数复制到克隆元素上
* clone()方法是jQuery扩展的，只能处理通过jQuery绑定的事件与数据
* 元素数据（data）内对象和数组不会被复制，将继续被克隆元素和原始元素共享。深复制的所有数据，需要手动复制每一个

**DOM替换replaceWith()和replaceAll()**

之前学习了节点的内插入、外插入以及删除方法，这节会学习替换方法replaceWith

**.replaceWith( newContent )**：用提供的内容替换集合中所有匹配的元素并且返回被删除元素的集合

简单来说：用$()选择节点A，调用replaceWith方法，传入一个新的内容B（HTML字符串，DOM元素，或者jQuery对象）用来替换选中的节点A

看个简单的例子：一段HTML代码

<div>

<p>第一段</p>

<p>第二段</p>

<p>第三段</p>

</div>

替换第二段的节点与内容

$("p:eq(1)").replaceWith('<a style="color:red">替换第二段的内容</a>')

通过jQuery筛选出第二个p元素，调用replaceWith进行替换，结果如下

<div>

<p>第一段</p>

<a style="color:red">替换第二段的内容</a>'

<p>第三段</p>

</div>

**.replaceAll( target ) ：**用集合的匹配元素替换每个目标元素

.replaceAll()和.replaceWith()功能类似，但是目标和源相反，用上述的HTML结构，我们用replaceAll处理

$('<a style="color:red">替换第二段的内容</a>').replaceAll('p:eq(1)')

总结：

* .replaceAll()和.replaceWith()功能类似，主要是目标和源的位置区别
* .replaceWith()与.replaceAll() 方法会删除与节点相关联的所有数据和事件处理程序
* .replaceWith()方法，和大部分其他jQuery方法一样，返回jQuery对象，所以可以和其他方法链接使用
* .replaceWith()方法返回的jQuery对象引用的是替换前的节点，而不是通过replaceWith/replaceAll方法替换后的节点

## DOM包裹wrap()方法

如果要将元素用其他元素包裹起来，也就是给它增加一个父元素，针对这样的处理，JQuery提供了一个wrap方法

**.wrap( wrappingElement )：**在集合中匹配的每个元素周围包裹一个HTML结构

简单的看一段代码：

<p>p元素</p>

给p元素增加一个div包裹

$('p').wrap('<div></div>')

最后的结构，p元素增加了一个父div的结构

<div>

<p>p元素</p>

</div>

**.wrap( function ) ：**一个回调函数，返回用于包裹匹配元素的 HTML 内容或 jQuery 对象

使用后的效果与直接传递参数是一样，只不过可以把代码写在函数体内部，写法不同而已

以第一个案例为例：

$('p').wrap(function() {

return '<div></div>'; //与第一种类似，只是写法不一样

})

**注意：**

.wrap()函数可以接受任何字符串或对象，可以传递给$()工厂函数来指定一个DOM结构。这种结构可以嵌套了好几层深，但应该只包含一个核心的元素。每个匹配的元素都会被这种结构包裹。该方法返回原始的元素集，以便之后使用链式方法。

## DOM包裹wrapInner()方法

如果要将合集中的元素内部所有的子元素用其他元素包裹起来，并当作指定元素的子元素，针对这样的处理，JQuery提供了一个wrapInner方法

**.wrapInner( wrappingElement )：**给集合中匹配的元素的内部，增加包裹的HTML结构

听起来有点绕，可以用个简单的例子描述下，简单的看一段代码：

<div>p元素</div>

<div>p元素</div>

给所有元素增加一个p包裹

$('div').wrapInner('<p></p>')

最后的结构，匹配的di元素的内部元素被p给包裹了

<div>

<p>p元素</p>

</div>

<div>

<p>p元素</p>

</div>

**.wrapInner( function ) ：**允许我们用一个callback函数做参数，每次遇到匹配元素时，该函数被执行，返回一个DOM元素，jQuery对象，或者HTML片段，用来包住匹配元素的内容

以上面案例为例，

$('div').wrapInner(function() {

return '<p></p>';

})

以上的写法的结果如下，等同于第一种处理了

<div>

<p>p元素</p>

</div>

<div>

<p>p元素</p>

</div>

注意：

当通过一个选择器字符串传递给.wrapInner() 函数，其参数应该是格式正确的 HTML，并且 HTML 标签应该是被正确关闭的。

## jQuery遍历之children()方法

jQuery是一个合集对象，如果想快速查找合集里面的第一级子元素，此时可以用children()方法。这里需要注意：.children(selector) 方法是返回匹配元素集合中每个元素的所有子元素（仅儿子辈，这里可以理解为就是父亲-儿子的关系）

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

代码如果是$("div").children()，那么意味着只能找到ul，因为div与ul是父子关系，li与div是祖辈关系，因此无法找到。

**children()无参数**

允许我们通过在DOM树中对这些元素的直接子元素进行搜索，并且构造一个新的匹配元素的jQuery对象

**注意：jQuery是一个合集对象，所以通过children是匹配合集中每一给元素的第一级子元素**

.**children()方法选择性地接受同一类型选择器表达式**

$("div").children(".selected")

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

具体的操作，请参考右边的代码

**jQuery遍历之find()方法**

jQuery是一个合集对象，如果想快速查找DOM树中的这些元素的后代元素，此时可以用find()方法，这也是开发使用频率很高的方法。这里要注意 children与find方法的区别，children是父子关系查找，find是后代关系（包含父子关系）

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

代码如果是$("div").find("li")，此时，li与div是祖辈关系，通过find方法就可以快速的查找到了。

**.find()方法要注意的知识点：**

* find是遍历当前元素集合中每个元素的后代。只要符合，不管是儿子辈，孙子辈都可以。
* 与其他的树遍历方法不同，选择器表达式对于 .find() 是必需的参数。如果我们需要实现对所有后代元素的取回，可以传递通配选择器 '\*'。
* find只在后代中遍历，不包括自己。
* 选择器 context 是由 .find() 方法实现的；因此，$('.item-ii').find('li') 等价于 $('li', '.item-ii')(找到类名为item-ii的标签下的li标签)。

**注意重点：**

.find()和.children()方法是相似的

1.children只查找第一级的子节点

2.find查找范围包括子节点的所有后代节点

**jQuery遍历之closest()方法**

以选定的元素为中心，往内查找可以通过find、children方法。如果往上查找，也就是查找当前元素的父辈祖辈元素，jQuery提供了closest()方法，这个方法类似parents但是又有一些细微的区别，属于使用频率很高的方法

**closest()方法接受一个匹配元素的选择器字符串**

从元素本身开始，在DOM 树上逐级向上级元素匹配，并返回最先匹配的祖先元素

例如：在div元素中，往上查找所有的li元素，可以这样表达

$("div").closet("li')

**注意：jQuery是一个合集对象，所以通过closest是匹配合集中每一个元素的祖先元素**

**closest()方法给定的jQuery集合或元素来过滤元素**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个jQuery的对象

**注意事项：**在使用的时候需要特别注意下

粗看.parents()和.closest()是有点相似的，都是往上遍历祖辈元素，但是两者还是有区别的，否则就没有存在的意义了

1. 起始位置不同：.closest开始于当前元素 .parents开始于父元素
2. 遍历的目标不同：.closest要找到指定的目标，.parents遍历到文档根元素，closest向上查找，直到找到一个匹配的就停止查找，parents一直查找到根元素，并将匹配的元素加入集合
3. 结果不同：.closest返回的是包含零个或一个元素的jquery对象，parents返回的是包含零个或一个或多个元素的jquery对象

## jQuery遍历之next()方法

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素紧邻的后面同辈元素的元素集合，此时可以用next()方法

**理解节点查找关系：**

如下class="item-1"元素就是红色部分，那蓝色的class="item-2"就是它的兄弟元素

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**next()无参数**

允许我们找遍元素集合中紧跟着这些元素的直接兄弟元素，并根据匹配的元素创建一个新的 jQuery 对象。

**注意：jQuery是一个合集对象，所以通过next匹配合集中每一个元素的下一个兄弟元素**

**next()方法选择性地接受同一类型选择器表达式**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

**$(selector).closest(element)**

**element包括：选择器(字符串)、DOM元素(Element)、jQuery对象。**

## jQuery遍历之prev()方法

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素紧邻的前面同辈元素的元素集合，此时可以用prev()方法

**理解节点查找关系：**

如下蓝色的class="item-2"的li元素，红色的节点就是它的prev兄弟节点

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**prev()无参数**

取得一个包含匹配的元素集合中每一个元素紧邻的前一个同辈元素的元素集合

**注意：jQuery是一个合集对象，所以通过prev是匹配合集中每一个元素的上一个兄弟元素**

**prev()方法选择性地接受同一类型选择器表达式**

**同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式**

## jQuery遍历之siblings()

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素的同辈元素，此时可以用siblings()方法

**理解节点查找关系：**

如下蓝色的class="item-2"的li元素，红色的节点就是它的siblings兄弟节点

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**siblings()无参数**

取得一个包含匹配的元素集合中每一个元素的同辈元素的元素集合

**注意：jQuery是一个合集对象，所以通过siblings是匹配合集中每一个元素的同辈元素**

**siblings()方法选择性地接受同一类型选择器表达式**

**同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式**

## jQuery遍历之add()方法

jQuery是一个合集对象，通过$()方法找到指定的元素合集后可以进行一系列的操作。$()之后就意味着这个合集对象已经是确定的，如果后期需要再往这个合集中添加一新的元素要如何处理？jQuery为此提供add方法，用来创建一个新的jQuery对象 ，元素添加到匹配的元素集合中

.add()的参数可以几乎接受任何的$()，包括一个jQuery选择器表达式，DOM元素，或HTML片段引用。

简单的看一个案例：

操作：选择所有的li元素，之后把p元素也加入到li的合集中

<ul>

<li>list item 1</li>

<li>list item 3</li>

</ul>

<p>新的p元素</p>

处理一：传递选择器

$('li').add('p')

处理二：传递dom元素

$('li').add(document.getElementsByTagName('p')[0])

还有一种方式，就是动态创建P标签加入到合集，然后插入到指定的位置，但是这样就改变元素的本身的排列了

$('li').add('<p>新的p元素</p>').appendTo(目标位置)

**JQ基础之事件篇**

**jQuery鼠标事件之click与dbclick事件**

用交互操作中，最简单直接的操作就是点击操作。jQuery提供了两个方法一个是click方法用于监听用户单击操作，另一个方法是dbclick方法用于监听用户双击操作。这两个方法的用法是类似的，下面以click()事件为例

使用上非常简单：

**方法一：$ele.click()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，用的比较少

<div id="test">点击触发<div>

$("ele").click(function(){

alert('触发指定事件')

})

$("#test").click(function(){

$("ele").click() //手动指定触发事件

});

**方法二：$ele.click( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数，这样可以针对事件的反馈做很多操作了，方法中的this是指向了绑定事件的元素

<div id="test">点击触发<div>

$("#test").click(function() {

//this指向 div元素

});

**方法三：$ele.click( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").click(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

dblclick()的用法和click()的用法是类似的，可以参考以上click()的用法。

**dbclick与click事件不同的是：**

**click事件触发需要以下几点：**

* click事件其实是由mousedown与mouseup 2个动作构成，所以点击的动作只有在松手后才触发

PS:mousedown和mouseup下一节会讲到

**dblclick事件触发需要以下几点：**

dblclick又是由2个click叠加而来的，所以dblclick事件只有在满足以下条件的情况下才能被触发

* 鼠标指针在元素里面时点击。
* 鼠标指针在元素里面时释放。
* 鼠标指针在元素里面时再次点击，点击间隔时间，是系统而定。
* 鼠标指针在元素里面时再次释放。

**注意：**在同一元素上同时绑定 click 和 dblclick 事件是不可取的。各个浏览器事件触发的顺序是不同的，一些浏览器在dblclick之前接受两个 click 事件 ，而一些浏览器只接受一个 click 事件。用户往往可通过不同的操作系统和浏览器配置双击灵敏度

**jQuery鼠标事件之mousedown与mouseup事件**

用户交互操作中，最简单直接的操作就是点击操作，因此jQuery提供了一个mousedown的快捷方法可以监听用户鼠标按下的操作，与其对应的还有一个方法mouseup快捷方法可以监听用户鼠标弹起的操作。**两种方法用法类似**，下面以mousedown()为例

使用上非常简单：

**方法一：$ele.**mousedown**()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，可能一般用的比较少

<div id="test">点击触发<div>

$("ele").mousedown(function(){

alert('触发指定事件')

})

$("#test").mousedown(function(){

$("ele").mousedown() //手动指定触发事件

});

**方法二：$ele.mousedown( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">点击触发<div>

$("#test").mousedown(function() {

//this指向 div元素

});

**方法三：$ele.mousedown( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").mousedown(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

**mousedown事件触发需要以下几点：**

* mousedown强调是按下触发
* 如果在一个元素按住了鼠标不放，并且拖动鼠标离开这个元素，并释放鼠标键，这仍然是算作mousedown事件
* 任何鼠标按钮被按下时都能触发mousedown事件
* 用event 对象的which区别按键，敲击鼠标左键which的值是1，敲击鼠标中键which的值是2，敲击鼠标右键which的值是3

**mouseup事件触发需要以下几点：**

* mouseup强调是松手触发，与mousedown是相反的
* mouseup与mousedown组合起来就是click事件
* 如果用户在一个元素上按下鼠标按键，并且拖动鼠标离开这个元素，然后释放鼠标键，这仍然是算作mouseup事件
* 任何鼠标按钮松手时都能触发mouseup事件
* 用event 对象的which区别按键，敲击鼠标左键which的值是1，敲击鼠标中键which的值是2，敲击鼠标右键which的值是3

**另外需要注意的是：**

**click与mousedown的区别：**

* click事件其实是由mousedown于mouseup 2个动作构成，所以点击的动作只有在松手后才触发

**jQuery鼠标事件之mousemove事件**

用交互操作中，经常需要知道用户是否有移动的操作。基于移动的机制可以做出拖动、拖拽一系列的效果出来。针对移动事件，jQuery提供了一个mousemove的快捷方法可以监听用户移动的的操作

使用上非常简单：

**方法一：$ele.mousemove()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，用的比较少

<div id="test">点击触发<div>

$("ele").mousemove(function(){

alert('触发指定事件')

})

$("#test").click(function(){

$("ele").mousemove() //指定触发事件

});

**方法二：$ele.mousemove( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">滑动触发<div>

$("#test").mousemove(function() {

//this指向 div元素

});

**方法三：$ele.mousemove( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").mousemove(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

**mousemove事件触发需要以下几点：**

* mousemove事件是当鼠标指针移动时触发的，即使是一个像素
* 如果处理器做任何重大的处理，或者如果该事件存在多个处理函数，这可能造成浏览器的严重的性能问题

## jQuery鼠标事件之mouseover与mouseout事件

在学JS的时候，大家还记得有两个方法叫移入移出事件吗？onmouseover()与onmouseout()事件~

jQuery当中同样提供了这样的事件来监听用户的移入移出操作，mouseover()与mouseout()事件，两者用法类似，下面一mouseover为例：

**方法一：$ele.mouseover()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，用的比较少

<div id="test">点击触发<div>

$("ele").mouseover(function(){

alert('触发指定事件')

})

$("#test").click(function(){

$("ele").mouseover() //指定触发事件

});

**方法二：$ele.mouseover( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">滑动触发<div>

$("#test").mouseover(function() {

//this指向 div元素

});

**方法三：$ele.mouseover( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").mouseover(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

**jQuery鼠标事件之mouseenter与mouseleave事件**

用交互操作中，经常需要知道用户操作鼠标是否有移到元素内部或是元素外部，因此jQuery提供了一个mouseenter和mouseleave的快捷方法可以监听用户移动到内部的操作

使用上非常简单，三种参数传递方式与mouseover和mouseout是一模一样的，所以这里不再重复，主要讲讲区别，下面以mouseenter为例：

mouseenter JavaScript事件是Internet Explorer专有的。由于该事件在平时很有用，jQuery的模拟这一事件，以便它可用于所有浏览器。该事件在鼠标移入到元素上时被触发。任何HTML元素都可以接受此事件。

**mouseenter事件和mouseover的区别**

**关键点就是：冒泡的方式处理问题**

简单的例子：

mouseover为例：

<div class="aaron2">

<p>鼠标离开此区域触发mouseleave事件</p>

</div>

如果在p元素与div元素都绑定mouseover事件，鼠标在离开p元素，但是没有离开div元素的时候，触发的结果:

1. p元素响应事件
2. div元素响应事件

这里的问题是div为什么会被触发？ 原因就是事件冒泡的问题，p元素触发了mouseover，他会一直往上找父元素上的mouseover事件，如果父元素有mouseover事件就会被触发

所以在这种情况下面，jQuery推荐我们使用 mouseenter事件

mouseenter事件只会在绑定它的元素上被调用，而不会在后代节点上被触发

这就是最本质的区别，具体的对应可以参考右边的案例：

PS：同学可以根据右侧代码，自己写出mouseout与mouseleave的区别哦~

**jQuery鼠标事件之hover事件**

学了mouseover、mouseout、mouseenter、mouseleave事件，也理解了四个事件的相同点与不同点，现在可以用来给元素做一个简单的切换效果

在元素上移进移出切换其换色，一般通过2个事件配合就可以达到，这里用mouseenter与mouseleave，这样可以避免冒泡问题

$(ele).mouseenter(function(){

$(this).css("background", '#bbffaa');

})

$(ele).mouseleave(function(){

$(this).css("background", 'red');

})

这样目的是达到了，代码稍微有点多，对于这样的简单逻辑jQuery直接提供了一个hover方法，可以便捷处理

只需要在hover方法中传递2个回调函数就可以了，不需要显示的绑定2个事件

$(selector).hover(handlerIn, handlerOut)

* handlerIn(eventObject)：当鼠标指针进入元素时触发执行的事件函数
* handlerOut(eventObject)：当鼠标指针离开元素时触发执行的事件函数

## jQuery鼠标事件之focusin事件

当一个元素，或者其内部任何一个元素获得焦点的时候，例如：input元素，用户在点击聚焦的时候，如果开发者需要捕获这个动作的时候，jQuery提供了一个focusin事件

使用上非常简单：

**方法一：$ele.focusin()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，一般用的比较少

<div id="test">点击触发<div>

$("ele").focusin(function(){

alert('触发指定事件')

})

$("#test").mouseup(function(){

$("ele").focusin() //指定触发事件

});

**方法二：$ele.focusin( handler )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">点击触发<div>

$("#test").focusin(function() {

//this指向 div元素

});

**方法三：$ele.focusin( [eventData ], handler )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").focusin(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

## jQuery鼠标事件之focusin事件

当一个元素，或者其内部任何一个元素获得焦点的时候，例如：input元素，用户在点击聚焦的时候，如果开发者需要捕获这个动作的时候，jQuery提供了一个focusin事件

使用上非常简单：

**方法一：$ele.focusin()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，一般用的比较少

<div id="test">点击触发<div>

$("ele").focusin(function(){

alert('触发指定事件')

})

$("#test").mouseup(function(){

$("ele").focusin() //指定触发事件

});

**方法二：$ele.focusin( handler )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">点击触发<div>

$("#test").focusin(function() {

//this指向 div元素

});

**方法三：$ele.focusin( [eventData ], handler )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").focusin(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

## jQuery鼠标事件之focusout事件

当一个元素，或者其内部任何一个元素失去焦点的时候，比如input元素，用户在点击失去焦的时候，如果开发者需要捕获这个动作，jQuery提供了一个focusout事件

使用上非常简单：

**方法一：$ele.focusout()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，可能一般用的比较少

<div id="test">点击触发<div>

$("ele").focusout(function(){

alert('触发指定事件')

})

$("#test").mouseup(function(){

$("ele").focusout() //指定触发事件

});

**方法二：$ele.focusout( handler )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<div id="test">点击触发<div>

$("#test").focusout(function() {

//this指向 div元素

});

**方法三：$ele.focusout( [eventData ], handler )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<div id="test">点击触发<div>

$("#test").focusout(11111,function(e) {

//this指向 div元素

//e.date => 11111 传递数据

});

## jQuery表单事件之blur与focus事件

在之前2.8与2.9节我们学过了表单处理事件focusin事件与focusout事件，同样用于处理表单焦点的事件还有blur与focus事件

它们之间的本质区别:

是否支持冒泡处理

举个简单的例子

<div>

<input type="text" />

</div>

其中input元素可以触发focus()事件

div是input的父元素，当它包含的元素input触发了focus事件时，它就产生了focusin()事件。

focus()在元素本身产生，focusin()在元素包含的元素中产生

blur与focusout也亦是如此

## jQuery表单事件之change事件

<input>元素，<textarea>和<select>元素的值都是可以发生改变的，开发者可以通过change事件去监听这些改变的动作

**input元素**

监听value值的变化，当有改变时，失去焦点后触发change事件。对于单选按钮和复选框，当用户用鼠标做出选择时，该事件立即触发。

**select元素**

对于下拉选择框，当用户用鼠标作出选择时，该事件立即触发

**textarea元素**

多行文本输入框，当有改变时，失去焦点后触发change事件

change事件很简单，无非就是注意下触发的先后行为，可以看看右边代码参考

## jQuery表单事件之select事件

当 textarea 或文本类型的 input 元素中的文本被选择时，会发生 select 事件。  
这个函数会调用执行绑定到select事件的所有函数，包括浏览器的默认行为。可以通过在某个绑定的函数中返回false来防止触发浏览器的默认行为。

select事件只能用于<input>元素与<textarea>元素

使用上非常简单：

**方法一：.select()**

触发元素的select事件:

$("input").select();

**方法二：$ele.select( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<input id="test" value="文字选中"></input>

$("#test").select(function() { //响应文字选中回调

//this指向 input元素

});

**方法三：$ele.select( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<input id="test" value="文字选中"></input>

$("#test").select(11111,function(e) {//响应文字选中回调

//this指向 div元素

//e.date  => 11111 传递数据

});

**jQuery表单事件之submit事件**

提交表单是一个最常见的业务需求，比如用户注册，一些信息的输入都是需要表单的提交。同样的有时候开发者需要在表单提交的时候过滤一些的数据、做一些必要的操作（例如：验证表单输入的正确性，如果错误就阻止提交，从新输入）此时可以通过submit事件，监听下提交表单的这个动作

使用上非常简单，与基本事件参数处理保持一致

**方法一：$ele.submit()**

绑定$ele元素，不带任何参数一般是用来指定触发一个事件，用的比较少

<div id="test">点击触发<div>

$("ele").submit(function(){

alert('触发指定事件')

})

$("#text").click(function(){

$("ele").submit() //指定触发事件

});

**方法二：$ele.submit( handler(eventObject) )**

绑定$ele元素，每次$ele元素触发点击操作会执行回调 handler函数

这样可以针对事件的反馈做很多操作了

<form id="target" action="destination.html">

  <input type="submit" value="Go" />

</form>

$("#target").submit(function() { //绑定提交表单触发

//this指向 from元素

});

**方法三：$ele.submit( [eventData ], handler(eventObject) )**

使用与方法二一致，不过可以接受一个数据参数，这样的处理是为了解决不同作用域下数据传递的问题

<form id="target" action="destination.html">

  <input type="submit" value="Go" />

</form>

$("#target").submit(11111,function(data) { //绑定提交表单触发

//data => 1111 //传递的data数据

});

通过在<form>元素上绑定submit事件，开发者可以监听到用户的提交表单的的行为

具体能触发submit事件的行为：

* <input type="submit">
* <input type="image">
* <button type="submit">
* 当某些表单元素获取焦点时，敲击Enter（回车键）

上述这些操作下，都可以截获submit事件。

这里需要特别注意：

form元素是有默认提交表单的行为，如果通过submit处理的话，需要禁止浏览器的这个默认行为

传统的方式是调用事件对象 e.preventDefault() 来处理， jQuery中可以直接在函数中最后结尾return false即可

jQuery处理如下：

$("#target").submit(function(data) {

return false; //阻止默认行为，提交表单

});

**键盘事件**

**jQuery键盘事件之keydown()与keyup()事件**

鼠标有mousedown,mouseup之类的事件，这是根据人的手势动作分解的2个触发行为。相对应的键盘也有这类事件，将用户行为分解成2个动作，键盘按下与松手，针对这样的2种动作，jQuery分别提供了对应keydown与keyup方法来监听

**keydown事件：**

当用户在一个元素上第一次按下键盘上字母键的时候，就会触发它。使用上非常简单，与基本事件参数处理保持一致，这里使用不在重复了，列出使用的方法

//直接绑定事件

$elem.keydown( handler(eventObject) )

//传递参数

$elem.keydown( [eventData ], handler(eventObject) )

//手动触发已绑定的事件

$elem.keydown()

**keyup事件：**

当用户在一个元素上第一次松手键盘上的键的时候，就会触发它。使用方法与keydown是一致的只是触发的条件是方法的

**注意：**

* keydown是在键盘按下就会触发
* keyup是在键盘松手就会触发
* 理论上它可以绑定到任何元素，但keydown/keyup事件只是发送到具有焦点的元素上，不同的浏览器中，可获得焦点的元素略有不同，但是表单元素总是能获取焦点，所以对于此事件类型表单元素是最合适的。

**jQuery键盘事件之keypress()事件**

在input元素上绑定keydown事件会发现一个问题：

每次获取的内容都是之前输入的，当前输入的获取不到

keydown事件触发在文字还没敲进文本框，这时如果在keydown事件中输出文本框中的文本，得到的是触发键盘事件前的文本，而keyup事件触发时整个键盘事件的操作已经完成，获得的是触发键盘事件后的文本

当浏览器捕获键盘输入时，还提供了一个keypress的响应，这个跟keydown是非常相似，这里使用请参考keydown这一节，具体说说不同点

keypress事件与keydown和keyup的主要区别

* 只能捕获单个字符，不能捕获组合键
* 无法响应系统功能键（如delete，backspace）
* 不区分小键盘和主键盘的数字字符

总而言之，

KeyPress主要用来接收字母、数字等ANSI字符，而 KeyDown 和 KeyUP 事件过程可以处理任何不被 KeyPress 识别的击键。诸如：功能键（F1-F12）、编辑键、定位键以及任何这些键和键盘换档键的组合等。

## on()的多事件绑定

之前学的鼠标事件，表单事件与键盘事件都有个特点，就是直接给元素绑定一个处理函数，所有这类事件都是属于快捷处理。翻开源码其实可以看到，所有的快捷事件在底层的处理都是通过一个"on"方法来实现的。jQuery on()方法是官方推荐的绑定事件的一个方法。

**基本用法：.on( events ,[ selector ] ,[ data ] ) 基本用法：.on( eventtypes ,[ selector ] ,[ data ] ,function)**

最常见的给元素绑定一个点击事件，对比一下快捷方式与on方式的不同

$("#elem").click(function(){}) //快捷方式

$("#elem").on('click',function(){}) //on方式

最大的不同点就是on是可以自定义事件名，当然不仅仅只是如何，继续往下看

**多个事件绑定同一个函数**

$("#elem").on("mouseover mouseout",function(){ });

通过空格分离，传递不同的事件名，可以同时绑定多个事件

**多个事件绑定不同函数**

$("#elem").on({

mouseover:function(){},

mouseout:function(){},

});

通过空格分离，传递不同的事件名，可以同时绑定多个事件，每一个事件执行自己的回调方法

**将数据传递到处理程序**

function greet( event ) {

alert( "Hello " + event.data.name ); //Hello 慕课网

}

$( "button" ).on( "click", {

name: "慕课网"

}, greet );

可以通过第二参数（对象），当一个事件被触发时，要传递给事件处理函数的

**卸载事件off()方法**

* 通过.on()绑定的事件处理程序
* 通过off() 方法移除该绑定

根据on绑定事件的一些特性，off方法也可以通过相应的传递组合的事件名，名字空间，选择器或处理函数来移除绑定在元素上指定的事件处理函数。当有多个过滤参数时，只有与这些参数完全匹配的事件处理函数才会被移除

绑定2个事件

$("elem").on("mousedown mouseup",fn)

删除一个事件

$("elem").off("mousedown")

删除所有事件

$("elem").off("mousedown mouseup")

快捷方式删除所有事件，这里不需要传递事件名了，节点上绑定的所有事件讲全部销毁

$("elem").off()

## jQuery事件对象的属性和方法

事件对象的属于与方法有很多，但是我们经常用的只有那么几个，这里我主要说下作用与区别

**event.type：获取事件的类型**

触发元素的事件类型

$("a").click(function(event) {

alert(event.type); // "click"事件

});

**event.pageX 和 event.pageY：获取鼠标当前相对于页面的坐标**

通过这2个属性，可以确定元素在当前页面的坐标值，鼠标相对于文档的左边缘的位置（左边）与 （顶边）的距离，简单来说是从页面左上角开始,即是以页面为参考点,不随滑动条移动而变化

**event.preventDefault() 方法：阻止默认行为**

这个用的特别多，在执行这个方法后，如果点击一个链接（a标签），浏览器不会跳转到新的 URL 去了。我们可以用 event.isDefaultPrevented() 来确定这个方法是否(在那个事件对象上)被调用过了

**event.stopPropagation() 方法：阻止事件冒泡**

事件是可以冒泡的，为防止事件冒泡到DOM树上，也就是不触发的任何前辈元素上的事件处理函数

**event.which：获取在鼠标单击时，单击的是鼠标的哪个键**

event.which 将 event.keyCode 和 event.charCode 标准化了。event.which也将正常化的按钮按下(mousedown 和 mouseupevents)，左键报告1，中间键报告2，右键报告3

**event.currentTarget : 在事件冒泡过程中的当前DOM元素**

冒泡前的当前触发事件的DOM对象, 等同于this.

**this和event.target的区别：**

js中事件是会冒泡的，所以this是可以变化的，但event.target不会变化，它永远是直接接受事件的目标DOM元素；

**.this和event.target都是dom对象**

如果要使用jquey中的方法可以将他们转换为jquery对象。比如this和$(this)的使用、event.target和$(event.target)的使用；

**jQuery自定义事件之trigger事件**

众所周知类似于mousedown、click、keydown等等这类型的事件都是浏览器提供的，通俗叫原生事件，这类型的事件是需要有交互行为才能被触发。

在jQuery通过on方法绑定一个原生事件

$('#elem').on('click', function() {

alert("触发系统事件")

});

alert需要执行的条件：必须有用户点击才可以。如果不同用户交互是否能在某一时刻自动触发该事件呢？ 正常来说是不可以的，但是jQuery解决了这个问题，提供了一个trigger方法来触发浏览器事件

所以我们可以这样：

$('#elem').trigger('click');

在绑定on的事件元素上，通过trigger方法就可以调用到alert了，挺简单！

**再来看看.trigger是什么？**

**简单来讲就是：根据绑定到匹配元素的给定的事件类型执行所有的处理程序和行为**

trigger除了能够触发浏览器事件，同时还支持自定义事件，并且自定义时间还支持传递参数

$('#elem').on('Aaron', function(event,arg1,arg2) {

    alert("自触自定义时间")

 });

$('#elem').trigger('Aaron',['参数1','参数2'])

**trigger触发浏览器事件与自定义事件区别？**

* **自定义事件对象，是jQuery模拟原生实现的**
* **自定义事件可以传递参数**

**jQuery自定义事件之triggerHandler事件**

trigger事件还有一个特性：**会在DOM树上冒泡**，所以如果要阻止冒泡就需要在事件处理程序中返回false或调用事件对象中的.stopPropagation() 方法可以使事件停止冒泡

trigger事件是具有触发原生与自定义能力的，但是存在一个不可避免的问题**： 事件对象event无法完美的实现**，毕竟一个是浏览器给的，一个是自己模拟的。尽管 .trigger() 模拟事件对象，但是它并没有完美的复制自然发生的事件，若要触发通过 jQuery 绑定的事件处理函数，而不触发原生的事件，使用.triggerHandler() 来代替

triggerHandler与trigger的用法是一样的，重点看不同之处：

* triggerHandler不会触发浏览器的默认行为，.triggerHandler( "submit" )将不会调用表单上的.submit()
* .trigger() 会影响所有与 jQuery 对象相匹配的元素，而 .triggerHandler() 仅影响第一个匹配到的元素
* 使用 .triggerHandler() 触发的事件，并不会在 DOM 树中向上冒泡。 如果它们不是由目标元素直接触发的，那么它就不会进行任何处理
* 与普通的方法返回 jQuery 对象(这样就能够使用链式用法)相反，.triggerHandler() 返回最后一个处理的事件的返回值。如果没有触发任何事件，会返回 undefined

Jq动画

## jQuery中隐藏元素的hide方法

让页面上的元素不可见，一般可以通过设置css的display为none属性。但是通过css直接修改是静态的布局，如果在代码执行的时候，一般是通过js控制元素的style属性，这里jQuery提供了一个快捷的方法.hide()来达到这个效果

$elem.hide()

**提供参数：**

.hide( options )

当提供hide方法一个参数时，.hide()就会成为一个动画方法。.hide()方法将会匹配元素的宽度，高度，以及不透明度，同时进行动画操作

**快捷参数：**

.hide("fast / slow")

这是一个动画设置的快捷方式，'fast' 和 'slow' 分别代表200和600毫秒的延时，就是元素会执行200/600毫秒的动画后再隐藏

**注意：**

jQuery在做hide操作的时候，是会保存本身的元素的原始属性值，再之后通过对应的方法还原的时候还是初始值。比如一个元素的display属性值为inline，那么隐藏再显示时，这个元素将再次显示inline。一旦透明度 达到0，display样式属性将被设置为none，这个元素将不再在页面中影响布局

**jQuery中显示元素的show方法**

css中有display:none属性，同时也有display:block，所以jQuery同样提供了与hide相反的show方法

方法的使用几乎与hide是一致的，hide是让元素显示到隐藏，show则是相反，让元素从隐藏到显示

看一段代码：使用上一致，结果相反

$('elem').hide(3000).show(3000)

让元素执行3秒的隐藏动画，然后执行3秒的显示动画。

show与hide方法是非常常用的，但是一般很少会基于这2个属性执行动画，大多情况下还是直接操作元素的显示与隐藏为主

**注意事项：**

* show与hide方法是修改的display属性，通过是visibility属性布局需要通过css方法单独设置
* 如果使用!important在你的样式中，比如display: none !important，如果你希望.show()方法正常工作，必须使用.css('display', 'block !important')重写样式
* 如果让show与hide成为一个动画，那么默认执行动画会改变元素的高度，高度，透明度

**jQuery中显示与隐藏切换toggle方法**

show与hide是一对互斥的方法。需要对元素进行显示隐藏的互斥切换，通常情况是需要先判断元素的display状态，然后调用其对应的处理方法。比如显示的元素，那么就要调用hide，反之亦然。 对于这样的操作行为，jQuery提供了一个便捷方法toggle用于切换显示或隐藏匹配元素

**基本的操作：toggle();**

这是最基本的操作，处理元素显示或者隐藏，因为不带参数，所以没有动画。通过改变CSS的display属性，匹配的元素将被立即显示或隐藏，没有动画。

* 如果元素是最初显示，它会被隐藏
* 如果隐藏的，它会显示出来

display属性将被储存并且需要的时候可以恢复。如果一个元素的display值为inline，然后是隐藏和显示，这个元素将再次显示inline

**提供参数：.toggle( [duration ] [, complete ] )**

同样的提供了时间、还有动画结束的回调。在参数对应的时间内，元素会发生显示/隐藏的改变，在改变的过程中会把元素的高、宽、不透明度进行一系列动画效果。这个元素其实就是show与hide的方法

**直接定位：.toggle(display)**

直接提供一个参数，指定要改变的元素的最终效果

其实就是确定是使用show还是hide方法

if ( display === true ) {

$( "elem" ).show();

} else if ( display === false ) {

$( "elem" ).hide();

}

toggle方法就是show与hide的相互切换的一个快捷方法

**jQuery中下拉动画slideDown**

对于隐藏的元素，在将其显示出来的过程中，可以对其进行一些变化的动画效果。之前学过了show方法，show方法在显示的过程中也可以有动画，但是.show()方法将会匹配元素的宽度，高度，以及不透明度，同时进行动画操作。这里将要学习一个新的显示方法slideDown方法

**.slideDown()：用滑动动画显示一个匹配元素**

.slideDown()方法将给匹配元素的高度的动画，这会导致页面的下面部分滑下去，弥补了显示的方式

常见的操作，提供一个动画是时间，然后传递一个回调，用于知道动画是什么时候结束

**.slideDown( [duration ] [, complete ] )**

持续时间（duration）是以毫秒为单位的，数值越大，动画越慢，不是越快。字符串 'fast' 和 'slow' 分别代表200和600毫秒的延时。如果提供任何其他字符串，或者这个duration参数被省略，那么默认使用400 毫秒的延时。

具体使用：

$("ele").slideDown(1000, function() {

//等待动画执行1秒后,执行别的动作....

});

**注意事项：**

* 下拉动画是从无到有，所以一开始元素是需要先隐藏起来的，可以设置display:none
* 如 果提供回调函数参数，callback会在动画完成的时候调用。将不同的动画串联在一起按顺序排列执行是非常有用的。这个回调函数不设置任何参数，但是 this会设成将要执行动画的那个DOM元素，如果多个元素一起做动画效果，那么要非常注意，回调函数会在每一个元素执行完动画后都执行一次，而不是这组 动画整体才执行一次

## jQuery中上卷动画slideUp

对于显示的元素，在将其隐藏的过程中，可以对其进行一些变化的动画效果。之前学过了hide方法，hide方法在显示的过程中也可以有动画，但 是.hide()方法将为匹配元素的宽度，高度，以及不透明度，同时进行动画操作。这里将要学习一个新的显示方法slideUp方法

最简单的使用：不带参数

**$("elem").slideUp();**

这个使用的含义就是：找到元素的高度，然后采用一个下滑动画让元素一直滑到隐藏，当高度为0的时候，也就是不可见的时，修改元素display 样式属性被设置为none。这样就能确保这个元素不会影响页面布局了

带参数：

**.slideUp( [duration ] [, easing ] [, complete ] )**

同样可以提供一个时间，然后可以使用一种过渡使用哪种缓动函数，jQuery默认就2种，可以通过下载插件支持。最后一个动画结束的回调方法。

**因为动画是异步的，所以要在动画之后执行某些操作就必须要写到回调函数里面，这里要特别注意**

**jQuery中上卷下拉切换slideToggle**

slideDown与slideUp是一对相反的方法。需要对元素进行上下拉卷效果的切换，jQuery提供了一个便捷方法slideToggle用滑动动画显示或隐藏一个匹配元素

**基本的操作：slideToggle();**

这是最基本的操作，获取元素的高度，使这个元素的高度发生改变，从而让元素里的内容往下或往上滑。

**提供参数：.slideToggle( [duration ] ,[ complete ] )**

同样的提供了时间、还有动画结束的回调。在参数对应的时间内，元素会完成动画，然后出发回调函数

同时也提供了时间的快速定义，字符串 'fast' 和 'slow' 分别代表200和600毫秒的延时

slideToggle("fast")

slideToggle("slow")

**注意：**

* display属性值保存在jQuery的数据缓存中，所以display可以方便以后可以恢复到其初始值
* 当一个隐藏动画后，高度值达到0的时候，display 样式属性被设置为none，以确保该元素不再影响页面布局

## jQuery中淡出动画fadeOut

让元素在页面不可见，常用的办法就是通过设置样式的display:none。除此之外还可以一些类似的办法可以达到这个目的。这里要提一个透明度的方法，设置元素透明度为0，可以让元素不可见，透明度的参数是0~1之间的值，通过改变这个值可以让元素有一个透明度的效果。常见的淡入淡出动画正是这样的原理。

**fadeOut()函数用于隐藏所有匹配的元素，并带有淡出的过渡动画效果**

所谓"淡出"隐藏的，元素是隐藏状态不对作任何改变，元素是可见的，则将其隐藏。

.fadeOut( [duration ], [ complete ] )

通过不透明度的变化来实现所有匹配元素的淡出效果，并在动画完成后可选地触发一个回调函数。这个动画只调整元素的不透明度，也就是说所有匹配的元素的高度和宽度不会发生变化。

字符串 'fast' 和 'slow' 分别代表200和600毫秒的延时。如果提供任何其他字符串，或者这个duration参数被省略，那么默认使用400毫秒的延时

## jQuery中淡入效果fadeTo

淡入淡出fadeIn与fadeOut都是修改元素样式的opacity属性，但是他们都有个共同的特点，变化的区间要么是0，要么是1

fadeIn：淡入效果，内容显示，opacity是0到1

fadeOut：淡出效果，内容隐藏，opacity是1到0

如果要让元素保持动画效果，执行opacity = 0.5的效果时，要如何处理？

如果不考虑CSS3，我们用JS实现的话，基本就是通过定时器，在设定的时间内一点点的修改opacity的值，最终为0.5，原理虽说简单，但是总不如一键设置这么舒服，jQuery提供了fadeTo方法，可以让改变透明度一步到位

**语法**

**.fadeTo( duration, opacity ,callback)**

必需的 duration参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。fadeTo() 方法中必需的 opacity 参数将淡入淡出效果设置为给定的不透明度（值介于 0 与 1 之间）。可选的 callback 参数是该函数完成后所执行的函数名称。

## jQuery中淡入淡出切换fadeToggle

fadeToggle()函数用于切换所有匹配的元素，并带有淡入/淡出的过渡动画效果。之前也学过toggle、slideToggle 也是类似的处理方式

**fadeToggle切换fadeOut与fadeIn效果，所谓"切换"，即如果元素当前是可见的，则将其隐藏(淡出)；如果元素当前是隐藏的，则使其显示(淡入)。**

**常用语法：.fadeToggle( [duration ] ,[ complete ] )**

可选的 **duration**参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。 可选的 callback 参数是 fadeToggle完成后所执行的函数名称。

fadeToggle() 方法可以在 fadeIn() 与 fadeOut() 方法之间进行切换。如果元素已淡出，则 fadeToggle() 会向元素添加淡入效果。如果元素已淡入，则 fadeToggle() 会向元素添加淡出效果。

## jQuery中动画animate(上)

有些复杂的动画通过之前学到的几个动画函数是不能够实现，这时候就需要强大的animate方法了

操作一个元素执行3秒的淡入动画，对比一下2组动画设置的区别

$(elem).fadeOut(3000)

$(elem).animate({

opacity:0

},3000)

显而易见，animate方法更加灵活了，可以精确的控制样式属性从而执行动画

**语法：**

.animate( properties ,[ duration ], [ easing ], [ complete ] )

.animate( properties, options )

.animate()方法允许我们在任意的数值的CSS属性上创建动画。2种语法使用，几乎差不多了，唯一必要的属性就是一组CSS属性键值对。这组属性和用于设置.css()方法的属性键值对类似，除了属性范围做了更多限制。第二个参数开始可以单独传递多个实参也可以合并成一个对象传递了

**参数分解：**

**properties**：一个或多个css属性的键值对所构成的Object对象。要特别注意所有用于动画的属性**必须是数字的**，除非另有说明；这些属性如果不是数字的将不能使用基本的jQuery功能。比如常见的，border、margin、padding、width、height、font、left、top、right、bottom、wordSpacing等等这些都是能产生动画效果的。background-color很明显不可以，因为参数是red或者GBG这样的值，非常用插件，否则正常情况下是不能只用动画效果的。注意，CSS 样式使用 DOM 名称（比如 "fontSize"）来设置，而非 CSS 名称（比如 "font-size"）。

特别注意单位，属性值的单位像素（px）,除非另有说明。单位em 和 %需要指定使用

.animate({

left: 50,

  width: '50px'

  opacity: 'show',

  fontSize: "10em",

}, 500);

除了定义数值，每个属性能使用'show', 'hide', 和 'toggle'。这些快捷方式允许定制隐藏和显示动画用来控制元素的显示或隐藏

.animate({

width: "toggle"

});

如果提供一个以+= 或 -=开始的值，那么目标值就是以这个属性的当前值加上或者减去给定的数字来计算的

.animate({

    left: '+=50px'

}, "slow");

**duration时间**

动画执行的时间，持续时间是以毫秒为单位的；值越大表示动画执行的越慢，不是越快。还可以提供'fast' 和 'slow'字符串，分别表示持续时间为200 和 600毫秒。

**easing动画运动的算法**

jQuery库中默认调用 swing。如果需要其他的动画算法，请查找相关的插件

**complete回调**

动画完成时执行的函数，这个可以保证当前动画确定完成后发会触发

<script type="text/javascript">

$("#exec").click(function() {

var v = $("#animation").val();

var $aaron = $("#aaron");

if (v == "1") {

//观察每一次动画的改变

$aaron.animate({

height: '50'

}, {

duration :2000,

//每一个动画都会调用

step: function(now, fx) {

$aaron.text('高度的改变值:'+now)

}

})

} else if (v == "2") {

//观察每一次进度的变化

$aaron.animate({

height: '50'

}, {

duration :2000,

//每一步动画完成后调用的一个函数，

//无论动画属性有多少，每个动画元素都执行单独的函数

progress: function(now, fx) {

$aaron.text('进度:'+arguments[1])

// var data = fx.elem.id + ' ' + fx.prop + ': ' + now;

// alert(data)

}

})

}

});

</script>

**主要在fx这个参数上：**

**step：**fx返回的是和css相关的属性；

**progress：** fx返回的是动画进度本身的属性；

now:是当前动画正在改变的属性的实时值；

fx: jQuery.fx 原型对象的一个引用,其中包含了多项属性,比如

 执行动画的元素：elem;

动画正在改变的属性：prop;

正在改变属性的当前值：now;

正在改变属性的结束值：end;

 正在改变属性的单位：unit;等

   step:function(now,fx){

        console.log("返回的CSS属性是："+fx.prop);

        console.log("属性初始值："+fx.start);

        console.log("属性结束值："+fx.end);

        console.log("属性当前值："+fx.now);

    }

**jQuery中停止动画stop**

动画在执行过程中是允许被暂停的，当一个元素调用.stop()方法，当前正在运行的动画（如果有的话）立即停止

**语法：**

.stop( [clearQueue ], [ jumpToEnd ] )

.stop( [queue ], [ clearQueue ] ,[ jumpToEnd ] )

stop还有几个可选的参数，简单来说可以这3种情况

* .stop(); 停止当前动画，点击在暂停处继续开始
* .stop(true); 如果同一元素调用多个动画方法，尚未被执行的动画被放置在元素的效果队列中。这些动画不会开始，直到第一个完成。当调用.stop()的时候，队列中的下一个动画立即开始。如果clearQueue参数提供true值,那么在队列中的动画其余被删除并永远不会运行
* .stop(true,true); 当前动画将停止，但该元素上的 CSS 属性会被立刻修改成动画的目标值

简单的说：参考下面代码、

$("#aaron").animate({

height: 300

}, 5000)

$("#aaron").animate({

width: 300

}, 5000)

$("#aaron").animate({

opacity: 0.6

}, 2000)

1. stop()：只会停止第一个动画，第二个第三个继续
2. stop(true)：停止第一个、第二个和第三个动画
3. stop(true ture)：停止动画，直接跳到第一个动画的最终状态

## jQuery中each方法的应用

jQuery中有个很重要的核心方法each，大部分jQuery方法在内部都会调用each，其主要的原因的就是jQuery的实例是一个元素合集

如下：找到所有的div，并且都设置样式，css只是一个方法，所以内部会调用each处理这个div的合集，给每个div都设置style属性

$('div').css(...)

jQuery的大部分方法都是针元素合集的操作，所以jQuery会提供$(selector).each()来遍历jQuery对象

.each只是处理jQuery对象的方法，jQuery还提供了一个通用的jQuery.each方法，用来处理对象和数组的遍历

**语法**

jQuery.each(array, callback )

jQuery.each( object, callback )

第一个参数传递的就是一个对象或者数组，第二个是回调函数

$.each(["Aaron", "慕课网"], function(index, value) {

//index是索引,也就是数组的索引

//value就是数组中的值了

});

each就是for循环方法的一个包装，内部就是通过for遍历数组与对象，通过回调函数返回内部迭代的一些参数，第一个参数是当前迭代成员在对象或数组中的索引值(从0开始计数)，第二个参数是当前迭代成员(与this的引用相同

jQuery.each()函数还会根据每次调用函数callback的返回值来决定后续动作。如果返回值为false，则停止循环(相当于普通循环中的break)；如果返回其他任何值，均表示继续执行下一个循环。

$.each(["Aaron", "慕课网"], function(index, value) {

return false; //停止迭代

});

jQuery方法可以很方便的遍历一个数据，不需要考虑这个数据是对象还是数组

## jQuery中查找数组中的索引inArray

在PHP有in\_array()判断某个元素是否存在数组中，JavaScript却没有，但是jQuery封装了inArray()函数判断元素是否存在数组中。注意了：在ECMAScript5已经有数据的indexOf方法支持了，但是jQuery保持了版本向下兼容，所以封装了一个inArray方法

jQuery.inArray()函数用于在数组中搜索指定的值，并返回其索引值。如果数组中不存在该值，则返回 -1。

**语法：**

jQuery.inArray( value, array ,[ fromIndex ] )

用法非常简单，传递一个检测的目标值，然后传递原始的数组，可以通过fromIndex规定查找的起始值，默认数组是0开始

例如：在数组中查找值是5的索引

$.inArray(5,[1,2,3,4,5,6,7]) //返回对应的索引：4

注意：

**如果要判断数组中是否存在指定值，你需要通过该函数的返回值不等于(或大于)-1来进行判断**

**jQuery中去空格神器trim方法**

页面中，通过input可以获取用户的输入值，例如常见的登录信息的提交处理。用户的输入不一定是标准的，输入一段密码：'  1123456  "，注意了： 密码的前后会留空，这可能是用户的无心的行为，但是密码确实又没错，针对这样的行为，开发者应该要判断输入值的前后是否有空白符、换行符、制表符这样明显的无意义的输入值。

**jQuery.trim()函数用于去除字符串两端的空白字符**

**这个函数很简单，没有多余的参数用法**

**需要注意：**

* 移除字符串开始和结尾处的所有换行符，空格(包括连续的空格)和制表符（tab）
* 如果这些空白字符在字符串中间时，它们将被保留，不会被移除

通过右边的代码可以明显看到trim使用后的效果

## jQuery中DOM元素的获取get方法

jQuery是一个合集对象，如果需要单独操作合集中的的某一个元素，可以通过**.get()**方法获取到

以下有3个a元素结构：

<a>1</a>

<a>2</a>

<a>3</a>

通过jQuery获取所有的a元素合集$("a")，如果想进一步在合集中找到第二2个dom元素单独处理，可以通过get方法

**语法：**

.get( [index ] )

**注意2点**

1. get方法是获取的dom对象，也就是通过document.getElementById获取的对象
2. get方法是从0开始索引

所以第二个a元素的查找： $**(a).get(1)**

**负索引值参数**

get方法还可以从后往前索引，传递一个负索引值，**注意的负值的索引起始值是-1**

同样是找到第二元素，可以传递 $**(a).get(-2)**

**通过.get()方法获取到的元素会转换为DOM元素。**

**.css是JQ方法要用eq()获取JQ对象。**

## jQuery中DOM元素的获取index方法

get方法是通过已知的索引在合集中找到对应的元素。如果反过来，已知元素如何在合集中找到对应的索引呢？

.index()方法，从匹配的元素中搜索给定元素的索引值，从0开始计数。

**语法：参数接受一个jQuery或者dom对象作为查找的条件**

.index()

.index( selector )

.index( element )

* 如果不传递任何参数给 .index() 方法，则返回值就是jQuery对象中第一个元素相对于它同辈元素的位置
* 如果在一组元素上调用 .index() ，并且参数是一个DOM元素或jQuery对象， .index() 返回值就是传入的元素相对于原先集合的位置
* 如果参数是一个选择器， .index() 返回值就是原先元素相对于选择器匹配元素的位置。如果找不到匹配的元素，则 .index() 返回 -1

简单来说：

<ul>

    <a></a>

    <li id="test1">1</li>

    <li id="test2">2</li>

    <li id="test3">3</li>

</ul>

$("li").index() 没有传递参数，反正的结果是1，它的意思是返回同辈的排列循序，第一个li之前有a元素,同辈元素是a开始为0，所以li的开始索引是1

如果要快速找到第二个li在列表中的索引,可以通过如下2种方式处理

$("li").index(document.getElementById("test2")) //结果：1

$("li").index($("#test2")) //结果:1