# 一、实验目的

**实验三 树 和 二 叉 树**

# 1. 掌握二叉树的结构特征，以及各种存储结构的特点及适用范围。

2. 掌握用指针类型描述、访问和处理二叉树的运算。

二、实验要求

1. 认真阅读和掌握本实验的程序。

2. 上机运行本程序。

3. 保存和打印出程序的运行结果，并结合程序进行分析。

4. 按照二叉树的操作需要，重新改写主程序并运行，打印出文件清单和运 行结果。

三、实验内容

1. 输入字符序列，建立二叉链表。

2. 按先序、中序和后序遍历二叉树（递归算法）。

3. 按某种形式输出整棵二叉树。

4. 求二叉树的高度。

5. 求二叉树的叶节点个数。

6. 交换二叉树的左右子树。

7. 借助队列实现二叉树的层次遍历。

8. 在主函数中设计一个简单的菜单，分别调试上述算法。 为了实现对二叉树的有关操作，首先要在计算机中建立所需的二叉树。建立 二叉树有各种不同的方法。一种方法是利用二叉树的性质 5 来建立二叉树， 输入数据时要将节点的序号（按满二叉树编号）和数据同时给出：（序号， 数据元素 0）。另一种方法是主教材中介绍的方法，这是一个递归方法，与 先序遍历有点相似。数据的组织是先序的顺序，但是另有特点，当某结点的 某孩子为空时以字符“#”来充当，也要输入。若当前数据不为“#”，则申 请一个结点存入当前数据。递归调用建立函数，建立当前结点的左右子树。

四、解题思路

1、先序遍历：○1 访问根结点，○2 先序遍历左子树，○3 先序遍历右子树

2、中序遍历：○1 中序遍历左子树，○2 访问根结点，○3 中序遍历右子树

3、后序遍历：○1 后序遍历左子树，○2 后序遍历右子树，○3 访问根结点

# 4、层次遍历算法：采用一个队列 q，先将二叉树根结点入队列，然后退队列， 输出该结点；若它有左子树，便将左子树根结点入队列；若它有右子树，便将右 子树根结点入队列，直到队列空为止。因为队列的特点是先进后出，所以能够达 到按层次遍历二叉树的目的。

五、程序清单

#include<stdio.h>

#include<stdlib.h>

#define M 100

typedef char Etype; //定义二叉树结点值的类型为字符型

typedef struct BiTNode //树结点结构

{

Etype data;

struct BiTNode \*lch,\*rch;

}BiTNode,\*BiTree; BiTree que[M];

int front=0,rear=0;

//函数原型声明 BiTNode \*creat\_bt1(); BiTNode \*creat\_bt2();

void preorder(BiTNode \*p); void inorder(BiTNode \*p); void postorder(BiTNode \*p); void enqueue(BiTree); BiTree delqueue( );

void levorder(BiTree); int treedepth(BiTree); void prtbtree(BiTree,int); void exchange(BiTree); int leafcount(BiTree); void paintleaf(BiTree); BiTNode \*t;

int count=0;

//主函数 void main()

{

char ch; int k; do{

printf("\n\n\n"); printf("\n===================主菜单===================");

printf("\n\n 1.建立二叉树方法 1");

printf("\n\n 2.建立二叉树方法 2"); printf("\n\n 3.先序递归遍历二叉树"); printf("\n\n 4.中序递归遍历二叉树"); printf("\n\n 5.后序递归遍历二叉树"); printf("\n\n 6.层次遍历二叉树"); printf("\n\n 7.计算二叉树的高度"); printf("\n\n 8.计算二叉树中叶结点个数"); printf("\n\n 9.交换二叉树的左右子树"); printf("\n\n 10.打印二叉树");

printf("\n\n 0.结束程序运行"); printf("\n============================================");

printf("\n 请输入您的选择(0,1,2,3,4,5,6,7,8,9,10)");

scanf("%d",&k);

switch(k)

{

case 1:t=creat\_bt1( );break; //调用性质 5 建立二叉树算法

case 2:printf("\n 请输入二叉树各结点值:");fflush(stdin);

t=creat\_bt2();break; //调用递归建立二叉树算法 case 3:if(t)

{printf("先序遍历二叉树:");

preorder(t); printf("\n");

}

else printf("二叉树为空!\n"); break;

case 4:if(t)

{printf("中序遍历二叉树:"); inorder(t);

printf("\n");

}

else printf("二叉树为空!\n"); break;

case 5:if(t)

{printf("后序遍历二叉树:"); postorder(t);

printf("\n");

}

else printf("二叉树为空!\n"); break;

case 6:if(t)

{printf("层次遍历二叉树："); levorder(t);

printf("\n");

}

else printf("二叉树为空！\n"); break;

case 7:if(t)

{printf("二叉树的高度为：%d",treedepth(t)); printf("\n");

}

else printf("二叉树为空！\n"); break;

case 8:if(t)

{printf("二叉树的叶子结点数为：%d\n",leafcount(t)); printf("二叉树的叶结点为：");paintleaf(t); printf("\n");

}

else printf("二叉树为空！\n"); break;

case 9:if(t)

{printf("交换二叉树的左右子树：\n"); exchange(t);

prtbtree(t,0); printf("\n");

}

else printf("二叉树为空！\n"); break;

case 10:if(t)

{printf("逆时针旋转 90 度输出的二叉树：\n"); prtbtree(t,0);

printf("\n");

}

else printf("二叉树为空！\n"); break;

case 0:exit(0);

} //switch

}while(k>=1&&k<=10);

printf("\n 再见！按回车键，返回„\n"); ch=getchar();

} //main

//利用二叉树性质 5，借助一维数组 V 建立二叉树

BiTNode \*creat\_bt1()

{ BiTNode \*t,\*p,\*v[20];int i,j;Etype e;

/\*输入结点的序号 i、结点的数据 e\*/

printf("\n 请输入二叉树各结点的编号和对应的值（如 1，a）："); scanf("%d,%c",&i,&e);

while(i!=0&&e!='#') //当 i 为 0，e 为'#'时，结束循环

{

p=(BiTNode\*)malloc(sizeof(BiTNode)); p->data=e;

p->lch=NULL; p->rch=NULL; v[i]=p; if(i==1)

t=p; //序号为 1 的结点是根

else

{

j=i/2;

if(i%2==0)v[j]->lch=p; //序号为偶数，作为左孩子

else v[j]->rch=p; //序号为奇数，作为右孩子

}

printf("\n 请继续输入二叉树各结点的编号和对应的值："); scanf("%d,%c",&i,&e);

}

return(t);

}//creat\_bt1;

//模仿先序递归遍历方法，建立二叉树 BiTNode \*creat\_bt2()

{

BiTNode \*t; Etype e; scanf("%c",&e);

if(e=='#')t=NULL; //对于'#'值，不分配新结点

else{

return(t);

t=(BiTNode \*)malloc(sizeof(BiTNode)); t->data=e;

t->lch=creat\_bt2(); //左孩子获得新指针值

t->rch=creat\_bt2(); //右孩子获得新指针值

}

} //creat\_bt2

//先序递归遍历二叉树 void preorder(BiTNode \*p)

{if(p){

printf("%3c",p->data); preorder(p->lch); preorder(p->rch);

}

} //preorder

//中序递归遍历二叉树 void inorder(BiTNode \*p)

{if(p){

inorder(p->lch); printf("%3c",p->data); inorder(p->rch);

}

} //inorder

//后序递归遍历二叉树

void postorder(BiTNode \*p)

{ if(p){ postorder(p->lch);

postorder(p->rch); printf("%3c",p->data);

}

} //postorder

void enqueue(BiTree T)

{

if(front!=(rear+1)%M)

{rear=(rear+1)%M; que[rear]=T;}

}

BiTree delqueue( )

{

if(front==rear)return NULL; front=(front+1)%M; return(que[front]);

}

void levorder(BiTree T) //层次遍历二叉树

{

BiTree p; if(T)

{enqueue(T); while(front!=rear){ p=delqueue( ); printf("%3d",p->data);

if(p->lch!=NULL)enqueue(p->lch); if(p->rch!=NULL)enqueue(p->rch);

}

}

}

int treedepth(BiTree bt) //计算二叉树的高度

{

int hl,hr,max; if(bt!=NULL)

{ hl=treedepth(bt->lch); hr=treedepth(bt->rch); max=(hl>hr)?hl:hr; return (max+1);

}

else return (0);

}

void prtbtree(BiTree bt,int level) //逆时针旋转 90 度输出二叉树树形

{int j;

if(bt)

{prtbtree(bt->rch,level+1); for(j=0;j<=6\*level;j++)printf(" "); printf("%c\n",bt->data);

prtbtree(bt->lch,level+1);

}

}

void exchange(BiTree bt) //交换二叉树左右子树

{BiTree p; if(bt)

{p=bt->lch;bt->lch=bt->rch;bt->rch=p; exchange(bt->lch);exchange(bt->rch);

}

}

int leafcount(BiTree bt) //计算叶结点数

{

if(bt!=NULL)

{leafcount(bt->lch); leafcount(bt->rch);

if((bt->lch==NULL)&&(bt->rch==NULL)) count++;

}

return(count);

}

void paintleaf(BiTree bt) //输出叶结点

{if(bt!=NULL)

{if(bt->lch==NULL&&bt->rch==NULL) printf("%3c",bt->data);

paintleaf(bt->lch);

paintleaf(bt->rch);

}

}

图 11.2 所示二叉树的输入数据顺序应该是：abd#g###ce#h##f##。

![](data:image/jpeg;base64,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)图 11.2 二叉树示意图

运行结果：

===================主菜单===================

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 1

请输入二叉树各结点的编号和对应的值（如 1，a）：1，a 请继续输入二叉树各结点的编号和对应的值：2，b 请继续输入二叉树各结点的编号和对应的值：3，c 请继续输入二叉树各结点的编号和对应的值：4，d 请继续输入二叉树各结点的编号和对应的值：6，e 请继续输入二叉树各结点的编号和对应的值：7，f 请继续输入二叉树各结点的编号和对应的值：9，g 请继续输入二叉树各结点的编号和对应的值：13，h 请继续输入二叉树各结点的编号和对应的值：0，#

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 3

先序遍历二叉树：a b d g c e h f

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 4

中序遍历二叉树：d g b a e h c f

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 5

后序遍历二叉树：g d b h e f c a

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 6

层次遍历二叉树： 97 98 99100101102103104

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 7

二叉树的高度为：4

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 8

二叉树的叶子结点数为：3 二叉树的叶结点为： g h f

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 9

交换二叉树的左右子树：

d

g

b

a

e

h

c

f

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 10

逆时针旋转 90 度输出的二叉树：

d

g

b

a

e

h

c

f

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 2

请输入二叉树各结点值：abd#g###ce#h##f##

===================主菜单===================");

1.建立二叉树方法 1

2.建立二叉树方法 2

3.先序递归遍历二叉树

4.中序递归遍历二叉树

5.后序递归遍历二叉树

6.层次遍历二叉树

7.计算二叉树的高度

8.计算二叉树中叶结点个数

9.交换二叉树的左右子树

10.打印二叉树

0.结束程序运行

============================================

请输入您的选择(0,1,2,3,4,5,6,7,8,9,10) 0

请按任意键继续. . .

# 六、调试心得及收获