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1. **实验目的**

本次实验的目的掌握顺序表的存储结构形式及其描述和基本运算的实现；掌握动态链表结构及相关算法设计

1. **实验内容**

2.1 实现顺序表的创建、插入、删除和输出功能。

2.2线性表的单链表设计以及各种基本操作的实现。

2.3 实现两个有序单链表的合并。

**三 、实验步骤与结果**

2.1实验步骤

* 建立main函数。

int main()

{

SeqList L;

int i,e;

initlist(&L);

creatlist(&L);

printf("创建的顺序表为:\n");

printlist(&L);

printf("请输入要插在第几个数以及要插入的数\n");

scanf("%d%d",&i,&e);

InsList(&L,i,e);

printf("插入后的链表为:\n");

printlist(&L);

printf("请输入要删除第几个数\n");

scanf("%d",&i);

dellist(&L,i,&e);

printf("删除后的链表为:\n");

printlist(&L);

return 0;

}

* 输入42页 线性表SeqList的定义和相关的常量定义。

typedef struct

{

int a[max];

int last;

}SeqList;

* 输入调试算法2.2 InsList 方法，为顺序表插入元素。

int InsList(SeqList \*L,int i,int e) //插入

{

int k;

if((i<1)||(i>L->last+2))

{

printf("插入位置i值不合法");

return 0;

}

if(L->last>=max-1)

{

printf("表已满，无法插入\n");

return 0;

}

for(k=L->last;k>=i-1;k--)

L->a[k+1]=L->a[k];

L->a[i-1]=e;

L->last++;

return 1;

}

* 在main函数中调用InsList为顺序表插入多个数据。
* 编写线性表输出函数，通过循环依次输出SqList中的各个元素的内容。

void printlist(SeqList \*L) //输出顺序表

{

int i;

for(i=0;i<=L->last;i++)

printf("%d ",L->a[i]);

printf("\n");

}

* 输入调试算法2.3，删除元素（在删除元素方法前后分别输出顺序表，观察删除结果是否正确）。

int dellist(SeqList \*L,int i,int \*e) //删除

{

int k;

if(i<1||i>L->last+1)

{

printf("删除位置不合法\n");

return 0;

}

\*e=L->a[i-1];

for(k=i-1;k<L->last;k++)

L->a[k]=L->a[k+1];

L->last--;

return 1;

}

2.2实验步骤

* 建立main函数。

int main()

{

int i,e;

Linklist L,\*p;

initlist(&L);

creatlist(&L);

printf("创建的链表为:");

printlist(&L);

printf("请输入要查找链表中的第几个数\n");

scanf("%d",&i);

p=get(&L,i);

printf("第%d个元素为%d\n",i,p->date);

printf("请输入插在第几个数以及要插入的值\n");

scanf("%d%d",&i,&e);

insertlist(&L,i,e);

printf("插入后的链表为:");

printlist(&L);

printf("请输入要删除第几个数\n");

scanf("%d",&i);

dellist(&L,i,&e);

printf("删除后的链表为\n");

printlist(&L);

return 0;

}

* 输入48页链表LinkList和结点Node的定义。

typedef struct node

{

int date;

struct node \*next;

}Node,Linklist;

* 实现算法2.5，初始化单链表。

void initlist(Linklist \*L) //初始化链表

{

L=(Linklist \*)malloc(sizeof(struct node));

L->next=NULL;

}

* 实现算法2.6 或2.7 ，初始化链表数据。
* 编写链表表输出函数，通过While循环依次输出LinkList中的各个元素的内容。输出刚创建的链表。

void printlist(Linklist \*L) //输出链表

{

Linklist \*p;

p=L->next;

while(p!=NULL)

{

printf("%d ",p->date);

p=p->next;

}

printf("\n");

}

* 实现算法2.8，获得第i个数据元素

Linklist \* get(Linklist \*L,int i) //在链表中查找第i个元素

{

Linklist \*p;int j;

if(i<0)

{printf("查找不合法");return NULL;}

p=L;j=0;

while(p->next!=NULL&&j<i)

{

p=p->next;

j++;

}

if(i==j)

return p;

else

return NULL;

}

* 实现算法2.11，在链表中插入数据元素，可通过输入链表检查结果。

int insertlist(Linklist \*L,int i,int e) //插入操作

{

Linklist \*p,\*s;

int k;

if(i<0) return 0;

p=L;k=0;

while(p!=NULL&&k<i-1)

{

p=p->next;

k++;

}

if(p==NULL)

{

printf("插入位置不合法\n");return 0;

}

s=(Linklist \*)malloc(sizeof(struct node));

s->date=e;

s->next=p->next;

p->next=s;

return 1;

}

* 实现算法2.12，在链表中删除元素，可通过输入链表检查结果。

int dellist(Linklist \*L,int i,int \*e) //删除操作

{

Linklist \*p,\*s;

int k;

p=L;k=0;

while(p->next!=NULL&&k<i-1)

{

p=p->next;k++;

}

if(p->next==NULL)

{

printf("删除结点的位置i不合理");

return 0;

}

s=p->next;

p->next=s->next;

\*e=s->date;

free(s);

return 1;

}

1. **实验总结**

线性表的特点:

1. 同一性。线性表由同类数据元素组成，每一个ai必须属于同一个数据类型。
2. 有穷性。线性表由有限个数据元素组成，表长度就是表中数据元素。
3. 有序性。线性表中相邻数据元素之间存在着序偶关系<ai,ai+1>.

线性表的顺序存储

 优点： 具有简单、运算方便等优点，特别是对于小线性表或长度固定的线性表，采用顺序存储结构的优越性更为突出；

 缺点：1.顺序存储插入与删除一个元素，必须移动大了的数据元素，以此对大的线性表，特别是在元素的插入和删除很频繁的情况下，采取顺序存储很是不方便，效率低；

2.顺序存储空间容易满，出现上溢，程序访问容易出问题，顺序存储结构下，存储空间不便扩充；

3.顺序存储空间的分配问题，分多了浪费，分少了空间不足上溢。

单链表的优点：①元素的存储单元是任意的，可连续也可不连续。②不需要限定长度。

单链表的缺点：①其查找时间复杂度为O(n)。②存放元素时需要另外开辟一个指针域的空间。

分析下列情况下，采用何种存储结构更好些。

（1）若线性表的总长度基本稳定，且很少进行插入和删除，但要求以最快的速度存取线性表中的元素。采用顺序存储结构，其插入和删除操作需要移动大量元素，但可按数组下标直接查找元素。

（2）如果n个线性表同时并存，并且在处理过程中各表的长度会动态发生变化。

采用链接存储结构，链表的长度不需要限制，可动态发生变化。

（3）描述一个城市的设计与规划。

采用链接存储结构，因为城市的设计与规划过程中的变化大，需要不断的插入和删除操作。