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**1.问题描述**

给定一个具有m个约束条件（c1,c2,……，cm）的背包，n个物品，rij表示物品j对背包的约束i的消耗，物品价值P=[p1,p2,……,pn]，xj表示物品j是否放入背包，xj=1时表示物品放入背包，当xj=0时表示物品不放入背包，求当各约束条件均满足时，背包内所装入物品的价值最大的解。m个约束条件可以看成是m维限制。

**2.数学模型**

j · xj

i j · xj ci

xj=1 or xj =0

**3. 回溯法**

回溯法（英语：backtracking），又称为试探法，是一个既带有系统性又带有跳跃性的搜索算法。它在问题的解空间树中，按深度优先策略，从根节点出发搜索解空间树。算法搜索至解空间树的任一结点时，先判断该节点是否包含问题的解。如果肯定不包含，则跳过对以该节点为根的子树的搜索，逐层向其祖先节点回溯。否则，进入该子树，继续按深度优先的策略搜索。回溯法求问题的所有解时，要回溯到根，且根节点的所有子树都已经被搜索遍才结束。

回溯法搜索解空间树时，为了提高搜索效率，通常采用剪枝函数避免无效搜索。一种是用约束函数在扩展节点处剪去不满足约束的子树；另一种是用限界函数剪去得不到最优解的子树。

回溯法解题一般包括以下三个步骤：

（1）针对所给问题，定义问题的解空间；

（2）确定易于搜索的解空间解构；

（3）以深度优先的方式搜索解空间，并在搜索过程中用剪枝函数避免无效搜索。

**4.子集树**

当所给问题是从n个元素的集合S中找出满足某种性质的子集时，相应的解空间是一棵子集树。例如，n个物品的多维背包问题所相应的解空间树就是一棵子集树。这类子集树通常有2n个叶节点，其节点总个数为2n+1-1，由于具有m个维度，所以遍历此子集树的任何算法均需要O (m\*2n)的计算时间。

教材习题5-21子集树探究的是装载问题，由于装载问题是等价值的特殊0-1背包问题，所以本算法是在习题5-21子集树基础上修改得到。

回溯法搜索多维背包问题解的子集树的Java算法描述如下：

**private** **static** **void** backtrack(**int** t){

if(t > *n*)

*record*();

**else**

{

**for**(**int** i=0; i<=1; i++)

{

*x*[t] = i; //是否装入物品t，i的值为0时不装入，值为1时装入

**if**(*constraint*(t) && *bound*(t)) //没有超过上界，且有可能取得最优值

{

*change*(t); //change()方法改变当前各属性的值

*backtrack*(t+1); //递归调用自己，进行深度搜索

*restore*(t); //向上层回溯

}

}

}

}

其中，形参t表示递归深度，即当前扩展节点在解空间树中的深度。n用来控制递归深度，当t>n时，算法已搜索到叶节点。此时，由record()记录得到的可行解。i表示在当前扩展节点处x[t]的可选值（i的取值可为0或1，值为0时表示物品t不装入背包，值为1时表示将物品t装入背包）。constraint(t)和bound(t)表示在当前扩展节点处的约束函数和限界函数。当constraint(t)返回的值为true时，在当前扩展节点处x[1:t]的取值满足问题的约束条件，否则不满足问题的约束条件，可以剪去相应的子树。当bound(t) 返回的值为true时，在当前扩展节点处x[1:t]的取值未使目标函数越界，还需由backtrack(t+1)对其相应的子树做进一步的搜索。否则，在当前扩展节点处x[1:t]的取值使目标函数越界，可以剪去相应的子树。执行了算法的for循环后，已搜索遍当前节点的所有未搜索过的子树。backtrack(t)执行完毕，调用restore(t)方法返回t-1层继续执行，对还没有测试过的x[t-1]的值继续搜索。当t=1时，若已测试完x[t]=1的所有可选值，外层调用就全部结束。显然，这一搜索过程按深度优先方式进行，且调用一次backtrack(1)即可完成整个回溯搜索过程。

**5.数据输入**

在每组数据的第一行有三个数字，分别表示物品个数n，约束条件个数m，以及期望的所装入背包的物品最大价值P。数据第二行是以上n个物品所对应的价值。接下来会有n\*m个数据，每个数据分别对应第i个物品的第j个属性（1≤i≤n，1≤j≤m）；最后一行有m个数据，分别表示各约束条件的上限值。

**6.程序输出**

本程序将输出背包在装入满足各项约束条件的物品时最大价值，以及各个物品此时的装入情况（0表示不装入背包，1表示装入背包），装入背包的物品及物品个数。

**7.运行实例**

**输入：**

6 10 3800

8 12 13 75 22 41

3 6 4 18 6 4

5 10 8 32 6 12

5 13 8 42 6 20

5 13 8 48 6 20

0 0 0 0 8 0

3 0 4 0 8 0

3 2 4 0 8 4

3 2 4 8 8 4

80 96 20 36 44 48 10 18 22 24

**输出：**

装入背包的最大价值为：3800

各物品的装入情况为：0 1 1 0 0 1

即：将第2、3、6、共3个物品装入背包

**8.复杂度分析**

**（1）时间复杂度：**

每个物品只有装入或不装入两种状态总共有n个物品，遍历这些物品的子集树算法时间复杂度为O(2n)，但由于每个物品有m个约束，所以算法中执行次数最多的语句为m\*2n次，即算法的时间复杂性为O(m\*2n)。

**（2）空间复杂度：**

算法开辟了一个二维数组存储n个物品的m种属性，所以算法的空间复杂度为O(n\*m)。

**9.算法改进**

对于此算法，可以按物品价值大小进行排序，使得每次要装入物品时，装入的物品都是当前可装入的具有最大价值的物品，这样可以更好地利用约束函数进行剪枝。但是需要排序的不只是价值，物品的各个属性也需要跟着其所对应的价值更改。因为回溯法的时间复杂度是O(m\*2n)，排序算法的时间复杂度小于O(m\*2n)，所以整体时间复杂度不变，但是需要开辟额外的辅助存储空间。