Garbage Collection

Algorithms for automatic dynamic memory management

# Introduction

*“One of LISP’s most lasting contributions is a non-language feature namely the term and technique garbage collection, which refers to the system’s method of automatically dealing with storage.”*

**Jean E. Sammet**

**Programming Languages: History and Fundamentals, 1969**

Over the last dozen years, garbage collection has come of age. Whereas it was once confined to realm of Lisp and functional languages, today garbage collection is an important part of the memory management system of many modern programming languages, imperative as well as declarative. Although garbage collection has had a reputation for sloth and for disrupting interactive programs, modern implementation techniques have reduced its overheads substantially, to the point where garbage collected heaps are a realistic option even for traditional languages like C.

Despite the rapid growth in memory sizes of even the most modest computers, the supply of storage is not inexhaustible. Like all limited resources it requires careful conservation and recycling. Many programming languages tiday allow the programmer to allicate and reclaim memory for data whose lifetimes are not determined by lexical scope. Such data is said to be dynamically allocated. Dynamic memory may be managed explicity by the programmer through invocations of built-in or library prcedures that allocate storage and that dispose or free that storage when it is no longer needed.

Manual reclamation of dynamically managed storage is often unsatisfactory. The alternative is to devolve ressponsibility for dynamic memory management to the program’s runtime system. The programmer must still request dynamically allocated storage to be reserved but no longer needs to determine when that memory is no longer required: it is recycled automatically. Garbage collection is precisely this – the automatic management iof dynamically allocated storage. Some authors prefer to distinguish between direct techniques, such as reference counting, and indirect, tracing techniques. However the term garbage collection is widely used to refer to all forms of automatic management of dynamically allocated storage, and we shall use it to refer to both reference counting and tracing methods. We shall need to distinguish between the garbage collcetor and the part of the program that does ‘useful’ work. Following Dijkstra’s terminology, we shall call the user program the mutator since, as far as the collector is concerned, its sole role is to chanhe or mutate the connectivity of the graph of active data structures in the heap.

In this introduction we seel to answer three questions. What problem does garbage collection solve? How costly is garbage collection? By which parameters may different garbage collection algorithms ne compared? We also outline a taxonomy of garbage collection techniques and explain the notation used in the rest of the book. Let us first briefly review the history of programming languages, and in particular the implemetation of storage management, from the 1940s to the present day.

## 1.1 History of storage allocation

The history of the development of programming languages can be considered to be an account of the provision of greater support for abstraction and the automation of actions that were previously manual or explicit.

In the early days of computing all communication between programmer and machine was on a bit-by-bit basis, which simple switches for input. Shortly afterwards, the introduction of simple input and output devices made the exchange of hexadecimal values between operator and machine easier. The next step was to allow programmers to use mnemonic codes that were mechanically translated into binary notation. Nevertheless, users were responsible for every detail of their program’s execution. For example, special attention was needed to count the number of words in the program and find the absolute address of instructions in order to determine whether there was enough space available to load the program and in order to specify the destination of jumps.

By the late 1940s and early 1950s, this book-keeping burden had been transferred to macro codes and assembly languages [Metropolis et al, 1980]. Symbolic programs are easier to write and to understand than machine-language programs primarily symbolic codes. Nevertheless the programmers must still be intimately concerned with how a specific computer operates, and how and where data is represented within the machine. The large number of small machine-dependent details continues to make assembly language programming an exacting task.

To overcome these problems, ideas for high-level programming languages, intended to make the programming task simpler, appeared during the mid to late 1940s. By 1952 the first experimental compilers had appeared, and the first Fortran compiler was delivered in early 1957. A compiler for a high-level language must allocate resources of the target machine to represent the data objects manipulated by the user’s program. There are three ways in which storage can be allocated.

### 1.1.1 Static allocation

The simplest allocation policy is static allocation. All names in the program are bound to storage locations at compile-time: these bindings do not change at run-time. This implies that the local variables of a procedure are bound to the same locations at every activation of the procedure. Static allocation was the origin implementation policy of Fortran, and it is still used by Fortran 77, for example, static allocation has three limitations.

* The size of each data structure must be known at compile-time.
* No procedure can be recursive since all its activations share the same locations for local names.
* Data structures cannot be created dynamically.

Nevertheless, static allocation does have two important benefits. Implementations of statically allocated languages are often fast since no data structures, such as stack frames, need to be created or destroyed during the program’s execution. Since the location of all data is known by the compiler, storage locations can be accessed directly rather than indirectly. Static allocation also offers a safety guarantee: the program cannot fail by running out of space at run-time since its memory requirements are known in advance.

### 1.1.2 Stack allocation

The first block-structured languages appeared in 1958 with Algol-58 and Atlas Autocode. Block-structured languages overcome some of the constraints of static allocation by allocating storage on a stack. An activation record or frame is pushed onto the system stack as each procedure is called, and popped when it returns. Stack organization has five implications.

* Different activations of a procedure do not share the same bindings for local variables. Recursive calls are possible, thereby greatly enhancing the expressivity of the language.
* The size of local data structured such as arrays may depend on a parameter passed to the procedure.
* The values of stack-allocated local names cannot persist from one activation to the next.
* A called activation record cannot outlive its caller.
* Only an object whose size is known at compile-time can be returned as the result of a procedure.

### 1.1.3 Heap allocation

Unlike the last-in, first-out discipline of a stack, data structures in a heap may be allocated and deallocated in any order. Thus activation records and dynamic data structures may outlive the procedure that created them. Heap allocation has a number of advantages.

* Design is about creating abstractions to model real-world problems and many of these are naturally hierarchical: the most common examples are lists and trees. Heap allocation allows the concrete representation of such abstractions to be recursive.
* The size of data structured is no longer fixed but can be varied dynamically. Exceeding built-in limits on the size of data structures, such as arrays, is one of the most common sources of program failure.
* Dynamically-sized objects can be returned as the result of a procedure.
* Many modern programming languages allow a procedure to be returned as the result of another procedure. Stack-allocated languages can do this if they prohibit nested procedures: the static address of the returned procedure is used. Functional and higher-order imperative languages may allow the result of a function to be a suspension or closure: a function paired with an environment of bindings of names to locations. These bindings will therefore outlive the activation of the function that created them.

## 1.2 State, liveness and pointer reachability

The values that a program can manipulate directly are those held in processor registers, those on the program stack (including local variables and temporaries), and those held in global variables. Such locations holding references to heap data form the roots of the computation. Automatic heap-memory management demands that certain rules be followed by the programmer, dynamically allocated data should only be accessible to the user program through the roots, or by following chains of pointers from these roots. In particular, the program should not access random locations in its address space, for example by picking an arbitrary offset from the base of the heap. This restriction is not unique to garbage collection. It is also enforced by strongly-typed languages such as Pascal. Safe use of C’s explicit *malloc/free* allocation mechanisms also demands that the user program does not access unallocated regions of memory.

An individually allocated piece of data in the heap will be called, interchangeably, a node, cell or object1. The rules above imply that the storage mechanism’s view of the liveness of the graph of objects in the heap is defined by pointer reachability. An object in the heap is live if its address is held in a root, or there is a pointer to it held in another live heap node. More formally, define → as the ‘points-to’ relation: for any node or root M and any heap node N, M→N if and only if M holds a reference to N. The set of live nodes in the heap is the transitive referential closure of the set of roots under this relation, i.e. the least set2 live where

1 It will be made clear where the latter term is meant in the object-oriented sense.

2 Mathematical note: such a least set exists by Tarski’s theorem, which states that any equation of the form where is a monotonic operation on sets, has a least fixed point.

For the moment, we note that this view of live cells in the heap is only a conservative estimate of the actual set of cells that are potentially accessible to the program. It may include cells that analysis of the program text or data flow analysis by an optimizing compiler would reveal to be dead. Typical examples include a local variable after its last use in a procedure, as yet uninitialized slots in a stack frame, or an obsolete pointer left in a register (to avoid the cost of clearing it). We shall return to this question later in this chapter and also when we consider techniques for conservative garbage collection in Chapter 9.

A node’s liveness may be determined either directly or indirectly. Direct methods require that a record be associated with each node in the heap, of all references to that node from other heap nodes or roots. The most common direct method is to store a count of the number of pointers to this cell, its reference count, in the cell itself. Direct algorithms for distributed systems may instead keep lists of the remote processors that contain references to each object. In either case, these records musts be kept up to date as the mutator alters the connectivity of the graph in the heap.

Indirect or tracing collectors typically regenerate the set of live nodes whenever a request by the user program for more memory fails. The collector starts from the roots and, by following pointers, visits all reachable nodes. These nodes are considered to be live and all memory occupied by other nodes is made available for recycling. If sufficient memory has been recovered, the user program’s request is satisfied and it is restarted.

## 1.3 Explicit allocation on the heap

### 1.3.1 A simple example

Traditionally, most imperative languages have placed the responsibility for the allocation and deallocation of objects on the heap with the programmer. In Pascal, memory is allocated in the heap by the new procedure. Given a pointer variable p, new(p) causes p to point to newly allocated storage for an object of the type to which p is declared to point. The object is deallocated or freed by calling dispose(p). The program fragment is Algorithm 1.1 on the following page creates a list [1,2,3].

### 1.3.2 Garbage

Dynamically allocated storage may become unreachable. Objects that are not live, but are not free either, are called garbage. With explicit deallocation, garbage cannot be reused; its space has leaked away. We could generate a space leak in the program in Algorithm 1.1 on the following page by adding a line

after the list is created(Diagram 1.2).

Now only the first element of list is accessible to the program; the memory containing items 2 and 3 is out of the program’s reach and can neither be used nor recovered. Automatic storage management can recover inaccessible memory: this is the subject of this book.
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**Diagram 1.1 The list built by algorithm 1.1**
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**Diagram 1.2 creates a space leak**

program pointer(input, output);

type ptr = ↑cell;

cell = record

value : integer;

next : ptr

end;

var myList : ptr;

function Insert (item : integer; list : ptr) : ptr;

var temp : ptr;

begin

new(temp);

temp↑.value := item;

temp↑.enxt := list;

Insert := temp;

end;

begin

myList := Insert(1, Insert(2, Insert(3, nil)))

end

**Algorithm 1.1 Dynamic allocation of a list in Pascal**

### 1.3.3 Dangling references

Memory can also be deallocated while there are still references to it. Suppose we replace the new line in Algorithm 1.1 by

to return item 2 to the heap manager. Again, item 3 has become garbage: this small leak will not harm our tiny program (see Diagram 1.3 on the page). However, the next field of item 1 refers to memory that has been deallocated. A dangling reference has been created.

The program has no control over the use to which the disposed storage is put. It may be cleared, used to store book-keeping information or recycled by the heap manager. If the program follows the dangling reference, the best that can be hoped for is that it will crash immediately. If the heap manager had reallocated the disposed memory to another of the program’s data structures, a single location would represent two different objects. If we are lucky, the program will eventually crash at some future point. If we are unlucky, it will continue to run but produce incorrect results.

**![](data:image/png;base64,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)**

**Diagram 1.3 creates a space leak and a dangling pointer**

### 1.3.4 Sharing

Garbage and dangling references are the two sides of the same coin of explicit allocation. Garbage is created by destroying the last reference before an object is deallocated. Dangling references are created by deallocating an object while references to it remain. It might appear that the solution is that both actions --- destruction of the last reference and deallocation of its target --- should be co-ordinated, but this is not easy in the presence of sharing.

Suppose two lists share a common suffix (see Diagram 1.4 on the following page). A well-behaved list disposal routine will recursively deallocate each item of a list when he pointer to the head of the list is destroyed. However, if either cat or mat were destroyed in this way, the other would consist of a single item and a dangling pointer. This was the problem that led to interest in automatic storage reclamation techniques in the late 1950s [McCarthy, 1981].
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**Diagram 1.4 Two lists may share a common suffix.**

### 1.3.5 Failures

Dynamic memory in complex programs is hard to manage correctly with explicit allocation and deallocation, and examples of failing programs are common. Programs crash unexpectedly and servers run out of memory for no apparent reason. The effect of such programming errors is indeterminate, particularly in multi-threaded environments. Dangling references may be benign if the hap manager does not reallocate that particular object. Space leaks may lie dormant under testing and even under normal conditions of use. Failures commonly only surface when the program is put under stress or left running for long periods. For example, the input to a complier may be machine generated and violate assumptions about the shape of code that a programmer might reasonably be expected to write. Space leaks may remain undiscovered when the code is run on the development machine. However, when executed on a machine with a smaller memory or on a long-running server, the leak may exhaust the memory. Debugging under these conditions is extremely difficult as failures are often unrepeatable.

## 1.4 Why garbage collect?

### 1.4.1 Language requirements

Garbage collection may be essential or merely highly desirable. It may be a language requirement: heap allocation is required for data structures that may survive the procedure that created them. If these data structures re then passed to further procedures or functions, it may be impossible for the programmer or compiler to determine the point at which it is safe to deallocate them. The prevalence of sharing and delayed execution of suspensions means that functional languages often have particularly unpredictable execution orders. Garbage collection is mandatory.

### 1.4.2 Problem requirements

Garbage collection may be a problem requirement. Boehm and Chase offer a helpful illustration [Boehm and Chase, 1992]. Suppose a general stack data type is to be implemented is C as A linked list. Each node on the stack contains two pointer fields: data and next. The Pop operation is to deallocate the top of the stack, call it first, and return a pointer to the remainder of the stack. Should Pop deallocate the data referenced from the top element, first->data? If the data is statically allocated, the answer is ‘no’. Otherwise, if this is the last reference to the data, the answer is ‘yes’. If the data may be pushed on to more than one stack --- it is in Diagram 1.5 on the preceding page --- the answer is ‘maybe’. Some convention is required for deallocation even for such a simple abstraction. This will either complicate the interface to the stack, reduce its applicability or force unnecessary copying (so that deallocation decisions can be made locally).
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**Diagram 1.5 Should the data object be deallocated when the stack is popped?**

### 1.4.3 Software engineering issues

Software engineering is most succinctly described as the management of complexity in large scale software systems. Two of the most powerful tools available to the software engineer are abstraction and modularity. We strongly believe that explicit memory management cuts against these principles. Automatic memory management gives increased abstraction to the programmer. The model of memory allocation is less low-level and programmers are relieved of the burden of book-keeping detail: their time is better spent on higher-level details of the design, and implementation of the programming problem at hand. Memory management by the run- time system is adopted by all high-level programming languages for static and stack-allocated data. Abstracting away from such low-level issues is universally recognized by designers of high-level programing languages to be essential for global and lexically-scoped data. Programmers do not have to worry where to place global data, or how to set up or take down procedure activation frames on the stack. We believe that the case for abstraction applies equally strongly to heap-allocated data in complex programs.

Reliable code is understandable code. At the level of the module, this means that a programmer should be able to understand its behavior from the module itself, or, in the worst case, a few neighbouring modules. It should not be necessary to understand an entire program before being able to develop a single module. This is clearly essential for large-scale projects involving teams of developers. In contrast, explicit allocation can allow one module to cause the failure of another through space leaks or premature reclamation of storage. The behavior of the module is no longer independent from the context in which it is used.

The oft-cited goal of allowing software components to be combined in the same way as hardware components requires that interfaces should be simple and well-defined. Modules that are extensible may be composed more easily with other modules: the module is reusable in different contexts. Increasing module cohesion also makes programs easier to maintain. Meyer suggests that every module should communicate with as few others as possible, and if any two modules do communicate, they should exchange as little information as possible [Meyer, 1988]. Wilson correctly observes that ‘liveness is a global property’ [Wilson, 1994]. Adding book-keeping detail to module interfaces weakens abstractions and reduces the extensibility of modules. Modifications to the functionality of a module might entail alteration of its memory management code. Since liveness is a non-local matter, changes to book-keeping code might radiate beyond the module being developed.

While global explicit dynamic memory management may be efficient and appropriate for monolithic systems built from hierarchical designs by stepwise refinement, this approach to design seems at odds with the philosophy of object-orientation. It conflicts with the principle of minimal communication and clutters interfaces. If objects are to be reused in different contexts, the new context must understand these rules of engagement, but this reduces the freedom of composition of objects. One author has suggested that the problem of memory management in complex systems may only be solvable without garbage collection if programs are designed with correct memory management as their prime goal [Nagle, 1995]. Garbage collection, on the other hand, uncouples the problem of memory management from class interfaces, rather than dispersing it throughout the code. This is why it has been a fundamental component of many object-oriented languages.

A further indication of the extent of this problem is the range of tools available to assist with checking correct usage of heap memory: the best-known examples include CenterLine [CenterLine, 1992] and Purify [Purify, 1992]. The very existence of tools of this kind reveals the importance of correct memory management and the difficulty of getting it right. However, such tools are only practically useful as debugging aids since they impose a considerable run-time overhead on programs (the CenterLine interpreter by a factor of fifty, the Puriy link-time library by a factor of two to four [Ellis, 1993]).

Although these tools are often very useful for tracking down programming errors, they do not address the heart of the problem. Debugging tools do nothing to simplify the interfaces of complicated systems, nor do they enhance the reusability of software components. Considerable effort still must be devoted to correcting an implementation or, even worse, a design after a leak or a dangling reference is discovered. Debugging tools tackle the symptoms rather than the disease itself. Garbage collection, on the other hand, is an effective software engineering tool because it relieves the programmer from the burden of discovering memory management errors by ensuring that they cannot arise.

Work by Rovner suggests that a considerable proportion of development time may be spent on memory management bugs [Rovner, 1985]. He estimated that forty percent of the time developing the Mesa system was spent on memory management3. Today, object-oriented programming languages are increasingly commonly used. Programs written in these languages typically allocate a greater proportion of their data on the heap than their conventional procedural counterparts. The data structures generated, and the problems tackled, by object-oriented programs are often more complex. These factors can only increase the intricacy of explicit storage management.

Designers and programmers are tempted to be over-defensive in order to overcome the complexities of explicit dynamic memory management. Data is allocated statically or copied between modules rather than being shared: each module is then free to destroy its copy of the object at will --- the global liveness decision is transformed into a local one. Unnecessary copying and static allocation are, at best, wasteful of space since cautions overestimates of memory requirements must be made. If used on large problems, however, static limits may prove inadequate and the programs will fail.

A commonly used alternative is to build a domain-specific garbage collector. Domain-specific collection often fails to take advantage of advances in garbage collection techniques. Because their applicability is by definition limited, the costs of development of such collectors cannot be amortized over a wide set applications. This means that testing is likely to be less thorough. Wilson notes that the very existence of such weakly engineered collectors is testimony to the importance of garbage collection [Wilson, 1994]. The solution is to make garbage collection part of system rather than a ‘bolt-on’ extra.

3 There is a real need for more research to be published on the cost of memory management bugs to development time.

### 1.4.4 No silver bullet

We do not argue that garbage collection is a mandatory requirement for the solution of every problem in every language. Programs with straightforward dynamic memory requirements may be supported at lower run-time cost by explicit deallocation4. However, beware solutions to simple problems that are reused in more complicated programs: the short-term gain may have a longer-term cost. Problem specifications may make demands that garbage collection may not be able to satisfy. Hard real-time systems demand guarantees that memory requests be small. The problem of garbage collection for hard real-time programming has yet to be solved without the use of special hardware.

Nor do we argue that garbage collection is a panacea for all memory management problems. Garbage collection has its own costs, in terms of both time and space, and we introduce these in the next two sections. Furthermore, although garbage collection removes the two classic bugs of explicit storage management – dangling pointers and space leaks – it is still vulnerable to other errors, and moreover raises debugging problems of its own.

Garbage collection has no solution for the problem of data structures that grow without bound. Detlefs and Kalsow report that such data structures are ‘surprising common’, with one example being the caching of intermediate results to avoid recomputation [Detlefs and Kalsow, 1995]. Such growth is often begin in programs under test or used in a short-lived context, as the program is likely to terminate normally and exit before it run out of memory. However, if the size of the program is increase or the code is used as part of a long-running server, the program, may crash.

We argue above that one of the major strengths of garbage collection is its support for abstraction leading to simple interfaces between software components. Unfortunately this abstraction may hide another source of errors if the concrete representation of an object references heap data that its abstract representation does not. The most common example of this behavior is a stack of references to heap-allocated data implemented as an array. What should Pop do? The choice suggested by the abstract representation of the stack is to return a reference to the heap object pointed at by the top of the stack, and then decrement the top-of-stack pointer. However, this leaves the heap data still accessible from the concrete representation of the stack, the array (see Diagram 1.6 on the following page). The safe solution is that Pop should null the pointer held at the top of the stack before it returns a reference to the heap data.

Tracing garbage collectors identify live data by following pointers from the roots of the computation, including the program stack. Unfortunately the stack can become polluted by obsolete pointers: if these pointers are traced, a space leak might occur. One source of the stack-frame pollution is failure to null local variables after their last use. However, one frame may inherit obsolete data from another frame’s death. Suppose a procedure A calls procedures B and C, and that B stores a pointer x to heap data in its stack frame. If B returns without clearing its frame – and this would be expensive and so is never done –- and C then reserves work-space that overlaps x in its stack frame, again without first clearing this work-space, the heap object will become reachable again – it has been resurrected! Although this program is well known to implementors of conservative garbage collectors (see Chapter 9), Detlefs and Kalsow point out that it is more widespread since x is a perfectly valid pointer [Detlefs and Kalsow, 1995]. Normally, this kind of error is not too severe since the work-space holding x is likely to be used before the next collection. However, Detlefs and Kalsow suggest that multi-threaded environments are particularly vulnerable to leaks caused by stack-frame pollution since, in the example above, the thread executing C may be blocked, and several collections may occur before x is overwritten.

Detlefs and Kalsow have produced tools to help to diagnose these problems in Modula-3 program. Modula-3 is a strongly typed language in which each heap object is tagged with its type. Their tools allow heap allocation to be viewed by type, and heap usage to be viewed by the type and call-site (since some types are ubiquitous). The tools also allow the programmer to identify every object reachable from a single chosen root and to assert that an object is unreachable: if the assertion is false then the tool will print a path from a root to the object.

4 But note that this is not necessarily always true.

## 1.5 How costly is garbage collection?

Garbage collection has a reputation for placing a large overhead on the execution of programs. In the past this was certainly true for some applications though its costs are highly system-dependent. For example, studies from the 1970s and early 1980s found that large. Lisp program were typically spending up to 40 percent of their execution time in garbage collection [Steele, 1975, Foderaro and Fateman, 1981; Gabriel, 1985]. In the cases where they were comparable, programs written in conventional languages: garbage collection was an obvious scapegoat. However, implementations of these languages often ran slowly for reasons other than garbage collection, such as less efficient parameter passing mechanisms, or support for higher order functions or delayed evaluation of expressions.

Modern techniques have reduced garbage collection overheads substantially to the point where even languages used for systems programming, such as Modula-2+ and Modula-3, are supported by garbage collection. The cost of automatic memory management is highly application and language dependent so it is not possible to give simple prescriptions for its overhead. For example, the garbage collection overhead may be a much smaller proportion of overall execution time for an interpreted language than for an implementation of the same language that uses a highly optimizing compiler. The style of test program used (for example, whether it is written in a largely functional style) and language implementation details (for example, whether procedure activation records are heap- or stack-allocated) will also have a profound effect. Costs of collection will also be affected by object demograghics such as the distributions of object lifetimes and sizes. Finally, it is usually possible to trade space for speed. Certainly collection frequency can always be reduced by increasing the size of the region being collected.

Given these caveats, the overall execution time for garbage collection typically ranges between a few percent to around 20 percent. If a ball-park figure had to be chosen, 10 percent would not be unreasonable for a well-implemented system [Wilson, 1994]. However, simple headline figures for garbage collection overhead need to be treated with care.

## 1.6 Comparing garbage collection algorithms