Purpose

The goal of this lab is to give you some more experience writing functions in different ways, and to think more about how the running time of algorithms scales with the size of their inputs.

Preparation

If you have a Mac, grab a fresh copy of the grading utility script [me499.py![Preview the document](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAACE1BMVEUAAABBe544cZhHf6GeuctBe55DfJ8qaJAAACiBpr4kY4wZXYcRVYMKUoAETXwBSnsASnsASXoeUnXdYQBxIQCqVgSaXSp/OhH///////6WssXF0ef9//uSscSZtshOdLHU3e2VssaLrsNKcbJmgraAiKxcgsV2o96Drt5veqVAYZ1Ha6ORsMSGqcGBorl/hKlwpequ2vL8/f0VVH6Pr8Xj6O1DfJvY4eaYtcZLcbFSeLfk6/NJbatFaasvU5F7obXw9viXtMnC1OGgvtJ/pb7x9/uYtcj///3h5+iy1OmYvOOv5ft4eZTQ3uasxtOPsMJ1m6/V3u5Pb6hfhcqUtsr7//+82fHA5vXH6vmryNVecZ7L2eVkk6tmkKva3eJ3ot6ozufB3PLD5fXc8/zc9fzS5u2rrLvh6fE0bZJgka2rxdZEY596p+CWuOC93/PX9fzj+Pv2+//h4OFMZKHm7fGTscVYh6n09vNmcZqy5/603PHY9vvs+v5QZar/+eDh6/Hd5u9QgqNNc7M5XaAvO2eq1+bY///h5utNW4y+k3DxfADY2taat8dMgKHP3+b2+vmSj59oZn6Xm6n08ePrpjn//drbZQD4+fo/c5fX4O9Da6pLca5Lca9PdbFLcK1Jb605VIzCfTX//MCLr8Tx8/Y6b5Pv5N/WsnP//sXa3ePGzdc2bpSt1vA0bZMbRGnI1t/+/frn78KZAAAAGHRSTlMAANfm/ebmAAD92svLy8vLy8vJ+Bj79UD9QVyCAAAAxklEQVQYV2NiYPCXc1Ms1XWJYeJgZGBgYGJgsK1808zdpOZu8vs/I1hgzey6hbs7bizgZGQFigAFHr3r/PqE9fdvURsbtv/sQAHmnw/uafDk5Dz46svM9RMowMrOxXPvXl3d169zlcFaeH5+5ebmVgIDsICShZVKjQovGIAFeI/z8GzhgQCIFmaILELFX4jscqBJYAFuZm4wKIBr+TtrJkQIpqKxrp63H2qoCMiM+rramp/VVZUVrKxTGYECfZMDoICdPY8JAFfdOscRSm1SAAAAAElFTkSuQmCC)![View in a new window](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAKCAYAAACNMs+9AAAAa0lEQVQYV2NgwAJks07+R8fY1MEVi5rGcsPYDMZ9//+jY6giHmRNYIXoJomYxPEh8zEUggTEzOKUUPmxjCgKQRxh41heEFvcPI4HxEexDcYBSnLAfAc1iRWrQrBioCRyUOBUiA4wFOLDMHUAnod0XlHUwGMAAAAASUVORK5CYII=)](https://oregonstate.instructure.com/courses/1614112/files/66413075/download?wrap=1). Grab a copy of the grading rubrics with me499.py create lab4

Assignment

1. This lab is going to be all about sorting lists of numbers. First, implement the [bubblesort (Links to an external site.)](http://en.wikipedia.org/wiki/Bubble_sort" \t "_blank) algorithm in a new file named sort.py. Your function should be called bubblesort, take a list of numbers as it's single argument and it should return a sorted version of that list. The original list should remain the same. Do the sort 10 times and return the average time taken.
2. Write a function, called is\_sorted that tests if a list is sorted, returning True if it is, and False otherwise. Do not use the built-in function to do this. Use this to implement some tests for your sorting code for this lab.
3. Graph the performance of bubblesort for lists of random numbers of length 100, 200, ... 2000. Remember to give your graph a title and label the axes. Also plot the running time of the built-in function sorted as a comparison.  Put all of your graphing code for this assignment in graph.py. What do you notice about it, compared to bubblesort?
4. Quicksort is one of the most famous sorting algorithms. Implement it in sort.py, time it, and graph it. Call the function quicksort
5. **Graduate Students and Undergraduate Extra Credit:** Implement another sorting function, either insertion\_sort or mergesort. Implement it, time it, and graph it.

Grading

There are 10 points available for 499 students, with 3 possible extra credit points (2 for the sort, 1 for the graph). There are 13 points available for 599 students.  All scores will be normalized to a 10-point range in Canvas.

1. Code does not run: Zero points for the whole lab. We're very serious about this. You code must run without errors in order to get any points for this assignment.
2. Code not submitted to Canvas: Zero points for the whole lab.
3. 2 points for a working Bubblesort implementation. [2 points total]
4. 2 points for a working correctness function implementation. [2 points total]
5. 3 points for a working quicksort implementation. [3 points total]
6. **Graduate Students and Undergraduate Extra Credit:** 2 points for another working sort implementation. [2 points total]
7. 1 point each for the timing curve for each of the functions (Bubblesort, quicksort, sorted, another optional sort). [3 (+1 extra credit) points total for 499, 4 points total for 599]

Thoughts

1. Yes, all of the sorting algorithms in this lab are easily available on the web. Yes, we expect you to look them up. Yes, we expect that some of you will use some of the things that you find there. Don't use anything you don't understand, and don't use anything that's not yours without telling us about it. We *will* check, and will penalize such things harshly. If you're in doubt, **ask.**
2. Quicksort is defined recursively. Given a list, l, it a call to quicksort should return

quicksort(all elements less than l[0]) +  
[all elements equal to l[0]] +  
quicksort(all elements greater than l[0])

This is a bit tricky to get your head around. If you're having trouble with it, ask in class, and we'll talk about it more. You might find the filter function useful for implementing this sort.

1. Prove your sorts work by running them through your testing code.
2. Yes, we're asking you to implement algorithms that you don't know. Yes, this is fair. A lot of your programming career will involve implementing other people's algorithms. To do this, you're going to have to figure out how they work, find example code to work from, and adapt it to your own purposes. Implementations of all of these algorithms are widely available on the web, and the collaboration policy for the class allows you to use these, as long as you end up understanding them and you **disclose your sources**. This is what actual programmers do every day.  
     
   If you want to talk about the algorithms, ask the instructor and we'll go into them a bit in class. Ask the TAs. Use Google. An important part of learning a programming language is to learn how to glean help from the Web, and this is what we're trying to give you a feel for in this lab.

The Rules

Everything you do for this lab should be your own work. Don't copy from other people in the class. Remember the attribution policy when looking at the web for information.