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# Problem 1

Report the output of the following R codes and explain what each part did.

c(1, FALSE)

## [1] 1 0

This code snippet uses the concatenation function c in order to combine multiple values into a vector. In this case, it combines values 1 and FALSE to create a vector.

Throughout the examples in this section that uses the concatenate (c) function, we can see that when there are type conversions in cases where the concatenated values are different types.

According to the R documentation [help(c)], this type conversion is done in the hierarchy of (lowest to highest):

NULL < raw < logical < integer < double < complex < character < list < expression

In this example as we are trying to concatenate two different types -double with logic- and double is higher in the hierarchy, FALSE would be converted into 0.

c("a", 1)

## [1] "a" "1"

This code snippet uses the concatenate function in order to merge a **character** “a” and a **double** 1 into a vector. As we can see in the hierarchy I added above, character has a higher priority than double which would make 1 convert to “1”.

In the output we can see this as well.

c(list(1), "a")

## [[1]]  
## [1] 1  
##   
## [[2]]  
## [1] "a"

This code snippet creates a list with only one double 1, and merges this list and the character “a” in a list.

While the previous two examples concatenated values into vectors, this examples concatenates values in a list.

If we check the R documentation, we can see that the *recursive* argument in the **c** function is FALSE by default. If this was set to TRUE, the function would recursively descend through the lists and combine all elements in a vector.

As the recursive argument is FALSE, **c** function does not recursively converts the list into a vector and in order to keep a list and a double in the same structure, this function returns a new list rather than a vector.

c(TRUE, 1L)

## [1] 1 1

This code snippet merges a **logical** values (TRUE) and an **integer** 1L. Following the hierarchy I presented in the first example, we can say that TRUE is converted to 1 with a type of integer.

seq(4,10)

## [1] 4 5 6 7 8 9 10

This sequence generation function creates a sequence starting from 4 ending at 10 (both inclusive). The first argument is our starting value, and the second argument is our ending value.

seq(4,10,2)

## [1] 4 6 8 10

Similar to the previous example, this time we start from 4, end at 10 and generate this sequence with increments of 2. The added third argument gives us the increments we are creating the vector with.

oops = c(7,9,13)  
rep(oops,3)

## [1] 7 9 13 7 9 13 7 9 13

This code snippet starts by creating a vector of numbers (type of double) using the concatenate function and saves these values into a variable called oops.

Following this, it uses the **rep** function in order to replicate the **oops** vector for 3 times.

rep(1:2,c(10,15))

## [1] 1 1 1 1 1 1 1 1 1 1 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2

In this case, the **rep** function takes a vector of two element -1 2- as an input. It replicates each element for a specific amount of times.

In the documentation of this function, we can see that the third element (called times) can have a single integer value (like the previous example) to repeat the whole vector for that many times or it can have another vector (equal length of the input vector) which would determine how many times each element would be repeated.

In this case, 1 will be repeated for 10 times, while 2 will be repeated for 15 times.

x = matrix(1:12, nrow=3, byrow=T)  
t(x)

## [,1] [,2] [,3]  
## [1,] 1 5 9  
## [2,] 2 6 10  
## [3,] 3 7 11  
## [4,] 4 8 12

In the first part of this code snippet, the code creates a matrix (**x**) with a vector of doubles from 1 to 12.

If we look at the argument values of the matrix function, we can see that it is set to have 3 rows and being filled up by row (byrow argument is True). This means that the values will fill up a row first and then go to the next row.

In the second part of this code-snippet, the transpose function is called on the matrix x in order to return the transpose of x which is interchanging rows and columns of a matrix.

weight\_kg <- c(60,72,57,90,95,72)  
height\_m <- c(1.75,1.80,1.65,1.90,1.74,1.91)  
bmi <- weight\_kg/(height\_m^2)  
bmi>25

## [1] FALSE FALSE FALSE FALSE TRUE FALSE

This last code snippet creates a vector of weight values in kilograms. After this, it creates another vector with the same length, which stores the height values in meters.

To calculate the BMI for each value in weight and height vectors, the program writes the BMI formula (weight / (height \* height)) directly using the vectors. R would automatically create a new vector by running this formula for each pair of weight and height coming from the respective vectors thanks to the element-wise operation.

Lastly, this vector of BMI values is converted into an array of logical values using the element-wise comparison. The program would check for each element in the vector on whether they are larger than 25 or not. If so it will return TRUE for that element, otherwise FALSE.

From the output, we can see that only one of the values is larger than 25.

# Problem 2

Create a vector with three different names (characters).

name\_vector = c("derin", "johnny", "sababa")  
name\_vector

## [1] "derin" "johnny" "sababa"

# Problem 3

Report the outputs for f1 before and after modifying the levels of a factor.

f1 = factor(letters)  
f1

## [1] a b c d e f g h i j k l m n o p q r s t u v w x y z  
## Levels: a b c d e f g h i j k l m n o p q r s t u v w x y z

str(f1)

## Factor w/ 26 levels "a","b","c","d",..: 1 2 3 4 5 6 7 8 9 10 ...

In this code snippet we encode the vector of letters (a built-in R vector for lower-case letters) into a factor. When we view f1, we can see the values are lower-case letters and the correspondent levels (their labels) are also lower-case letters.

levels(f1) = rev(levels(f1))  
f1

## [1] z y x w v u t s r q p o n m l k j i h g f e d c b a  
## Levels: z y x w v u t s r q p o n m l k j i h g f e d c b a

str(f1)

## Factor w/ 26 levels "z","y","x","w",..: 1 2 3 4 5 6 7 8 9 10 ...

In this code snippet, we reverse the order of the level labels.

As the internal structure factor does not change, only the text labels would be reversed and first element in the un-reversed factor would be labeled as “z”.

If we check the structure of the new factor and compare it to the old structure, we can see that 1 corresponds to “z” now rather than “a”.

f2 <- rev(factor(letters))  
f2

## [1] z y x w v u t s r q p o n m l k j i h g f e d c b a  
## Levels: a b c d e f g h i j k l m n o p q r s t u v w x y z

str(f2)

## Factor w/ 26 levels "a","b","c","d",..: 26 25 24 23 22 21 20 19 18 17 ...

In this case, we create a new factor f2 using the same letters vector. The reverse function is called on this factor itself rather than only the levels of it like the previous example. It directly reverses the letters.

This would reverse the factor itself as we can see that a is now correspond to 26 rather than 1.

f3 <- factor(letters, levels = rev(letters))  
f3

## [1] a b c d e f g h i j k l m n o p q r s t u v w x y z  
## Levels: z y x w v u t s r q p o n m l k j i h g f e d c b a

str(f3)

## Factor w/ 26 levels "z","y","x","w",..: 26 25 24 23 22 21 20 19 18 17 ...

In this last example we create a factor from the built-in letters vector but the levels of this vector is the reverse letters vector.

This means that the letter “a” belongs to levels “z” (encoded as 26), etc.

# Problem 4

weekday\_factor <- factor(c('M', 'T', 'W', 'Th', 'F', 'M', 'W'),  
 levels = c('M', 'T', 'W', 'Th', 'F'),  
 labels = c('Monday', 'Tuesday', 'Wednesday', 'Thursday', 'Friday'))  
weekday\_factor

## [1] Monday Tuesday Wednesday Thursday Friday Monday Wednesday  
## Levels: Monday Tuesday Wednesday Thursday Friday

This code snippet creates a new factor from a vector (‘M’, ‘T’, ‘W’, ‘Th’, ‘F’, ‘M’, ‘W’).

The levels of this factor is set to the weekday abbreviations (‘M’, ‘T’, ‘W’, ‘Th’, ‘F’) and the labels of these levels are set to the full names of these weekdays.

When we view the weekday\_factor, we can see that we see the full names of the weekdays as they are the labels of this factor.

str(weekday\_factor)

## Factor w/ 5 levels "Monday","Tuesday",..: 1 2 3 4 5 1 3

In this part the structure function is called on the weekday which can be used to inspect on the weekday\_factor object.

The first part of the output shows that the factor has 5 levels and returns the first two of these level labels “Monday” and “Tuesday”.

The second part of the output shows the specific integer values representing the level of each element in the factor.

summary(weekday\_factor)

## Monday Tuesday Wednesday Thursday Friday   
## 2 1 2 1 1

The summary function shows each level of the factor (using their labels) in the first row, and in the second row, it shows the frequency count of each level.

# Problem 5

event\_indicator <- c(1, 0, 0, 1, 0, 0)  
event\_fct <- factor(event\_indicator,  
 levels = c(0, 1),  
 labels = c('No', 'Yes'))  
summary(event\_fct)

## No Yes   
## 4 2

In this code-snippet, R converts a vector of 1 and 0s into a factor.

The levels are set to 0 (label - No) and 1 (label - Yes).

If we check the summary of this factor, we can see that No comes before Yes as it is set before Yes in the generation of the factor.

event\_fct\_2 <- factor(event\_indicator,  
 levels = c(1, 0),  
 labels = c('Yes', 'No'))  
summary(event\_fct\_2)

## Yes No   
## 2 4

In this second example, we can see that the same factor is created with a slight difference in the order of labels and levels.

We can see this difference of ordering in the summary of the factor as well.

levels(event\_fct)

## [1] "No" "Yes"

levels(event\_fct\_2)

## [1] "Yes" "No"

In this code-snippet, we individually view the factor levels and can see that they differ in the ordering of the factor levels.

fct\_from\_chr <- factor(c('Yes', 'No', 'No', 'Yes'))  
str(fct\_from\_chr)

## Factor w/ 2 levels "No","Yes": 2 1 1 2

fct\_from\_num <- factor(c(1, 1, 1, 4, 5))  
str(fct\_from\_num)

## Factor w/ 3 levels "1","4","5": 1 1 1 2 3

In this final code-snippet, we can see that two different factors are created.

In the first factor, there are two levels (Yes and No).

In the second part, we can see that another factor with numerical variables is created. In this factor, there are three levels: 1, 4, and 5.

It is important to note that, if the label and levels are not inputted as an argument, R would automatically assign the levels by numerical / alphabetical order.

# Problem 6

The survey vector below represents survey responses where people indicated their level of comfort with data analysis.

survey <- c(1, 3, 3, 2, 2, 1, 1, 1, 1)

The numeric values have the following meaning: 1 represents ‘not comfortable’ 2 represents ‘moderately comfortable’ 3 represents ‘very comfortable’

Use the factor() function to label this vector.

In the previous examples, we used the factor function to create a factor and specify label & levels.

In this case, we can see that the levels are 1,2, and 3. On the other side, the respective labels where these levels are ‘not comfortable’, ‘moderately comfortable’ and ‘very comfortable’.

survey\_factor = factor(survey,  
 levels = c(1, 2, 3),   
 labels = c("Not Comfortable", "Moderately Comfortable", "Very Comfortable"))  
  
str(survey\_factor)

## Factor w/ 3 levels "Not Comfortable",..: 1 3 3 2 2 1 1 1 1

summary(survey\_factor)

## Not Comfortable Moderately Comfortable Very Comfortable   
## 5 2 2

Using the factor function, and the level/label information we got from the question, we can create a factor and name it survey\_factor.

When we check the structure of the factor, we can see that there are three levels, first label in the factor, and the factor itself.

The summary function shows us the frequency of each label in the factor.

# Problem 7

Suppose you track your commute times for 10 days and you find the following times in minutes: 17, 16, 20, 24, 22, 15, 21, 15, 17, 22.

Enter this data into R and find the longest commute time (use function max), minimum commute time (use function min) and the average commute time (use function mean).

Oops you realize that 24 was a mistake and it should have been 18. Correct one value in the data. Find the new maximum, minimum and average commute time after fixing this error.

commute\_times = c(17, 16, 20, 24, 22, 15, 21, 15, 17, 22)  
commute\_times

## [1] 17 16 20 24 22 15 21 15 17 22

In this part of the code, we first create a vector of commute times to work with while tackling the rest of the task.

max\_commute\_time = max(commute\_times)  
max\_commute\_time

## [1] 24

Using the max function, we can see that the maximum commute time is 24.

min\_commute\_time = min(commute\_times)  
min\_commute\_time

## [1] 15

Using the min function, we can see that the minimum commute time is 15.

mean\_commute\_time = mean(commute\_times)  
mean\_commute\_time

## [1] 18.9

Using the mean function, we can see that the mean commute time is 18.9.

To replace 24 by 18, we can have two different approaches

commute\_times[4] = 18  
commute\_times

## [1] 17 16 20 18 22 15 21 15 17 22

In this methodology, we can replace 24 in the 4th index with 18.

commute\_times = c(17, 16, 20, 24, 22, 15, 21, 15, 17, 22)  
commute\_times[commute\_times == 24] = 18  
commute\_times

## [1] 17 16 20 18 22 15 21 15 17 22

In this alternative way, we can check for **all the** indexes that is equal to 24 and replace these indexes of the commute\_times with 18.

# Project Problem

Share your broad areas of interest, and some specific research questions of interest in these areas with me. Investigate the datasets available in your area(s) of interest. I have shared data resources on Moodle Share the potential datasets with me.

During my research of different datasets, I found multiple dataset areas that interested me. In this part, I will share these areas of interest, a short description of why this area interested me, some sample datasets I found in these areas and my potential research questions.

## Crime Data Analysis

This is the first area I would like to work on. I think that there can be many different research questions on this topic. The datasets I found so far are mostly Year to Date so I have to look for more datasets for more long-range research questions.

### Datasets Available

[Los Angeles Crime Data](https://catalog.data.gov/dataset/crime-data-from-2020-to-present) (2020-Present)

[NY Complaint Data](https://data.cityofnewyork.us/Public-Safety/Crime/dh86-g558/about_data) (Year to date)

[NYPD Arrest Data](https://catalog.data.gov/dataset/nypd-arrest-data-year-to-date) (Year to date)

### Possible Research Questions

* Which neighborhood in each city has the highest crime rate?
* Are certain types of crimes clustered in the same areas of the city?
* Does the crime rate / complaints have a timely pattern? (Specific days of the year/day of the week, etc.)
* COVID-19 restrictions and the crime rates.

## Car Crash Data

Similar to the crime data, this topic has the potential to be very interesting depending on the offerings of the dataset we use. There are many research questions that can be used.

### Datasets Available

[NY Car Crash Data](https://catalog.data.gov/dataset/motor-vehicle-collisions-crashes)

[IL, Chicago Car Crash Data](https://catalog.data.gov/dataset/traffic-crashes-crashes)

### Possible Research Questions

* How do crash rates fluctuate in relation to time?
* Does major events affect the car-crash rates?
* Where are the top crash locations?
* Investigating if the crashes are more because of driver-related reasons or external reasons

## Traffic Stops Data

This is another area I would like to work on during the semester. In my opinion this is the most fun topic as there is immense amount of data offerings.

If I choose this project, at the later phases, we can even associate data from this project with the car crash data to have interesting visual elements.

### Datasets Available

[Traffic stop data in Connecticut](http://trafficstops.ctdata.org)

[Stanford Open Policing Project](https://openpolicing.stanford.edu/data/) (Traffic stops data from all around the USA)

[Washington DC traffic stops data](https://catalog.data.gov/dataset/stop-data-2019-to-2022)

### Possible Research Questions

* How do traffic stop rates vary by driver demographic characteristics?
* How do traffic stop frequencies and outcomes vary by the time factor?
* Which types of violations are most likely to result in more severe outcomes (arrest, vehicle searches, warrants, etc.)?
* Comparing the traffic stop statistics between multiple states.

## Amazon Product Reviews

In this last category, I have extremely large datasets of Amazon Reviews including many important information about the reviewed products. I think that it can give important insights about the product categories, public opinion about a general category, etc.

### Datasets Available

[2013 Amazon Product Reviews](https://snap.stanford.edu/data/web-Amazon-links.html) (34.69M Reviews in Total)

[2014 Amazon Product Reviews](https://cseweb.ucsd.edu/~jmcauley/datasets/amazon/links.html) (82.83M Reviews in Total)

[2018 Amazon Product Reviews](https://cseweb.ucsd.edu/~jmcauley/datasets/amazon_v2/) (233.1M Reviews in Total)

[2023 Amazon Product Reviews](https://amazon-reviews-2023.github.io) (571.54M Reviews in Total)

All these four datasets start from May 1996

[Amazon Customer Review](https://dataverse.harvard.edu/dataset.xhtml?persistentId=doi:10.7910/DVN/W96OFO) (Specific Products)

### Possible Research Questions

* How have average ratings changed over time?
* Relationship between the big events (2008 crisis, COVID-19) and the review frequency, score, etc.
* Which product categories has the most ratings / highest ratings / highest variance in ratings?

As I mentioned, among all these areas, the traffic stops data interested me the most. I think that the Stanford Police Dataset is a very strong data source I can use during my semester-long project. The dataset includes many interesting information about specific attributes of a traffic (or pedestrian) stop including the date&time of the stop, the demographics of the person stopped, the reason and the outcome of the stop. Depending on how extended I would like to make the project, I can compare two counties in the same state or in different states. I think that this dataset has a huge potential of telling many stories depending on my research questions.

I wanted to include these other areas interested me as a backup plan if my project does not go as planned due to restrictions in the dataset, etc.