Destin Krepps Cmsc313 AssemBullet: Prof Potteiger

This is the name of the language I’ve created that’s based from assembly

Content-

**Language documentation** (intro and how to write an AssemBullet program)

**VM documentation** (how to work the vm and how its code works)

Language Documentation

Intro:

The name of the language is based off how the call function works. Because you load the call command before invoking the call, it resembles actions of a gun. You load the call then fire it by calling ‘Call’ itself.

How to begin creating the program.

‘Start:’ must lead every program to be recognized by the runtime environment.
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After start is called

You can initialize your variables by leading the section with ‘Vars: ‘ but it is not necessary

You write in your variable names line by line (I will go into how this system works in the VM code later)
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\*you do not need a vars section this is optional, and you may place this section wherever as long as its not within another section\*

‘Code:’ is a mandatory section and must be prefaced with that on a line

Within code you can use the following commands

**Mov** (this will move something from the second param into the first)

(‘Mov parameter1,parameter2’) - parameter 1 must be a register (call, printer, r1-10,) printer is what will be outed in the system write sys call

- parameter 2 can be register r1-10, a variable initialized previously, a method name, or an input of your choice (this will be considered a string and if used for int properties it will be dealt with within the VM)

Notes on mov (please structure this with the with a space after the mov command and a comma and no spaces between the parameters), and moving a 0, 1, or method name, will load/cock the call register.

**Set** (this command is specifically for variables within the vars section)

(‘set parameter1, parameter2’) -parameter1 must be a variable name previously initialized

- parameter2 is a string of your choice and if you’re using this for an int purpose it will be dealt with within the vm code

Structured the same way as mov though the parameter two may have spaces (no commas however as this was the delimiter)

**Inp**  (This is the system call for scanning input and will accept input into variables previously initialized )

(‘inp paremeter1’) - parameter 1 must be a variable name previously initialized in the vars section

(this will be stored on the data space right after the name of the var provided as a system to keep track of variable names and what they hold because C++ sucks and you can run text strings as code)

**Jmp** (this will jump to a specific instruction (instructions are on each line of code section) index, each instruction is held in a stack like data structure and can be indexed based off of the line they written in for example the first instruction is index 0 the next line is index1, after you jump to that index you will rerun through all the code up until jump was called then you will continue as if jump was not there.)

(‘jmp 0’) - parameter1 must be an integer index that does not exceed the number of lines before the command call
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0

1

2

3

4

5

6

7

8

**add & sub** (this will add two parameters together and will store the sum or difference in the first parameter)

(‘add parameter1,parameter2’) || (sub parameter1,parameter2)

- parameter1 must be a variable or general-purpose register because the calculation must be stored

-parameter2 can be a variable, general purpose, or an integer (will be converted from string);

**func** (This is how a function is called anything within the function will not be ran till the method header is called using the call command. The method must be enclosed by a ‘endFunc’ command)

(‘func parameter1’) - parameter 1 is the method name/header

for example -> (img3) ![](data:image/png;base64,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) this method will run once called and will print whatever the text variable is.

**Call** (This command pulls the trigger on whatever was loaded within the command from the previous mov instruction within it)

(‘Call’) - no parameters Call will be used as a finalization on what was inside

What can be called : ‘0’ – system exit, if 0 is inside of call the program will exit

‘1’ – system write, if 1 is called it will print whats inside the printer register for example of usage see ‘img1’

‘a method name’ – this invokes the method called to be used and the method name will be the parameter of the ‘func’ command . for example (mov call,method1) is what you can load it with.

Language Notes:

As the text file is being parsed it is important to follow the syntax closely as to not receive errors when running the file on the vm. ‘Start:’ and ‘Code:’ must be present in every assembullet program and is .txt

**VM documentation**

Intro: Im really happy with this program, it was one of those you’re a given a lot of room for creativity, and although I ran into issues in my choice of c++ like you cant name variables from strings from text files I used a data system instead to keep track of things like that it was fun and frustrating. Im happy with my work and im happy its over as well lol.

**How to work the environment:**

When you start the VM (run the c++ code) you will be prompted with a welcome and an asking of the file you’d like to run ( you will write for example HelloWorld.txt). If you’ve entered a valid File it will parse the file and translate it and run it based on its content similar to an assembler and assembly. If you’ve entered an invalid file you will be met with an error message saying you did something wrong and maybe you forgot your .txt or .Start at the beginning of the file.

**How the environment works behind the scenes/code explanation (in order of appearance):**

**Prework [**

-Started by including every library I may need for this program to work

-A prototype called reparse that takes in a single instruction and runs it as an instruction is created early in the file and will be used later with the call command to run a function later and not right away so the code wont always be read line by line if a function appears, also if jmp command appears you want to go back to where you jumped and reload the old files this is done with this method taking in instructions form the instruction data holder that’s indexed from a vector.

- I then used 3 vectors of string type because the txt file pulls everything as a string , this is for global vars. in the variables vector it takes from the txt files sets them to first index and initializes them with “” empty quotations on the second index

* instructionTracker – this vector indexes the instructions so I can keep track of them and is essentially my RIP and will be used for jmp instructions later
* methods – this vector holds all the names of functions if they appear within the program
* Variables – this vector holds the name of the variable in index[i] and holds the data for it in index[i+1], I do this because c++ cant take in strings and dynamically name variables with them so this system will allow me grab variables based off the names given by the user later.

- Then we created an array stack to hold local memory and parameters as needed, this stack is used a lot in this program grabbing parameters from commands and making it easer to use them

-create a couple of Booleans one to end program other to remove a previous jump

-Initialize registers, ‘call’ to call things, ‘printer’ to print things, ‘input’ to input things, and general r1-r10

**]**

**Entering main (variable setting from assem file first after prompt user for the file in question)[**

**-**welcome user and prompt them for the file and set that variable to textFile to use for instream later,

- create a string called instructions and another for varSearch that does the same thing and set each line to them as you go

- if the file beings with ‘Start:’ its assumed to be a valid program if not tell user invalid file

- if is valid look for ‘vars:’ section

-if vars section is found get each line and initialize it to the variables vector by pushing back the variable name in the assem file and a blank space in the next index to initialize it and can be changed later

- if the ‘vars:’ section isn’t found it ends the first read of the file (vars can beat on top or bottom of code section because if another section or the end of file is found after ‘vars:’ it ends the first read )

**]**

**Second read through for code section now that variables may have been initialized[**

**-**instead of using varSearch as my instream use instruction and load lines into that variable

-if the instruction is ‘code:’ you’ve found the code section begin running command lines

-string command is the first item of the full instruction so if mov printer,helloWorld is the instruction the command is mov and we use that to identify how to handle it in c++

**call**

-first we check for the call instruction which is always by itself if the call instruction is found we first check to see if a function is loaded in call because we have to use an external c++ function to run this outside of line by line run I will explain this later when explaining that c++ function reparse (). Ill mark the explanation by a green

What is loaded in call?

* 0 – sets endRead to true stops the reading of the file and ends the c++ program gracefully simulates a exit syscall
* 1- prints what’s within printer register and simulates a syscall for writing to the terminal
* Method header- uses the instruction variable to search for the method name in the method vector then search the code using the instructionTracker (RIP) for the function header then you’re going to reparse the code within the function that was called using reparse line by line until you reach the line endFunc then you continue regular read through.

**func**

- if call wasn’t the instruction we check if it’s a function by looking for func command, if found were gonna cut the func command off the instruction and add the parameter which is the function name to methods vector to be used later when caller is looking for the function

- we also want to push the instructions from the function onto the tracker although we don’t want to actually run them until called to we push it onto the instructionTracker data holder (RIP) and then grab the next line until we reach the function closer instruction ‘endFunc’

**mov**

- if its not function we check for the mov command if found we check the cut off the mov instruction and check the first parameter using a comma delimiter we push the parameters onto the stack

* if the param 1 was call were going to be loading call and we set call whatever the second parameter is
* if param 1 is printer we set the printer to either a varaiable or you can hard write the printer text in for param 2
* if param 1 is a general register we check if param 2 is a register or variable set param 1 to what param 2 is if not just set the register to whatever is written in for param so you can write a number or any string into a register as well (comparing param 2 to registers is what takes up a good chunk of code space)

-after performed the mov we want to pop the two parameters off the stack as were not using them anymore by two pop() calls

**Set**

**-** if the command was a set command, we know were working with variables we do this because the initialized variables earlier were only set to its next index which is just empty quotes

- this is where we get a little creative because you cannot dynamically create variables with their names being strings, you can do this in other languages but c++ works at compile time unlike python which I can see now was recommended for a reason

- we grab the parameters and push the parameters onto the stack we then search the variables vector for names of the variables (i) and set the location to a integer that we got by using a find function we then want to set that variable by using the next index (i+1) and set that to parameter 2 from assem program

- were done with these params so we pop them off

**Inp**

- if input command is found we push the input parameter onto the stack

- this parameter must be a variable name initialized previously

- we then compare the variables vector to the parameter from the stack to find the location of the variable in the vector

- we get the input from the user

- we set that input to the location we found earlier in the variables vector +1 as it goes with the system we created

-pop the parameter off the stack as were done with it

**jmp**

-if the command is jmp it refers to a jump process for control flow

- we grab the parameter which refers to an index of a instruction

-we then track the instruction were going to by accessing it from the vector (RIP)

-we check if weve jumped before if we haven’t then we preform the jump, this is so we don’t infinitely loop back to this jump again and again. So if this jump has been preformed we set jumped to true

- next were going to reparse(old instructions), this goes to where we want to and re reads it and instruction by instruction we go back through and perform the commands until we reach the jump command we originally started with

- once we get back to the jump command we started with we ignore it and continue with the rest of the code

\* this emulates the assem jump function and does looping and recursion\*

**Add || Sub**

**-** im grouping these next two commands asthey are practically the same but signs are switched

- if the command add or subtract is found we push the params onto the stack

- the first parameter must be a register/variable because we store the total or difference in it

- the second parameter can be a register, a variable, or hard coded in the assem file as a string

- if param 1 is a register we check if param 2 is also a register if it is we convert first register and second register to ints using stoi() which is string to int, we do the calculation and store the total/diff back to the first parameter using to\_string(int) which turns an int to a string

- if param 2 is not a register we just do the math from the code

-the reason we can use variables so that we may do math on user inputs we set two variables to user input using the inp command then do math on them

-if it is two variables we find the first variable name mark its location find the second variable name mark its location as well then we use the variables location +1 to do the math then store it in the first variables name location+1

- pop the parameters off the stack as were done with them

**Else**

- and if there is no Start: or the files not right name we end the program

**]**

**Reparse method[**

- this method takes in a string as its parameter which will be an instruction that the program wants to run

-so we do the exact same things as above the only difference is, is that we use this for functions so we can run them when called and not line by line

- we also use jump functions here because we cannot restart the file completely based off index so instead I use this method to get around restarting completely just to jump to a location;

- this method takes in the command and runs the line after its done it goes back to the code and most likely the code will grab the next line and reparse again.

**]**

**End Notes**

Im sure my life would’ve been much easier had I used another language, but I am really happy with it.

If youre unsure about anything on this project feel free to email me [dkrepps1@umbc.edu](mailto:dkrepps1@umbc.edu).