React & Redux Interview Q & A…

**Q.1. How to create components in React?**

**Ans.** There are two possible ways to create a component.

**Functional Components**: This is the simplest way to create a component. Those are pure JavaScript functions that accept props object as first parameter and return React elements:

function Greeting({ message }) {

return <h1>{`Hello, ${message}`}</h1>;

}

**class Components**: You can also use ES6 class to define a component. The above function component can be written as:

class Greeting extends React.Component {

render() {

return <h1>{`Hello, ${this.props.message}`}</h1>;

}

}

**Q.2. What are the difference between a class component and functional component?**

**Ans.**

**class Components**

* Class-based Components uses ES6 class syntax. It can make use of the lifecycle methods.
* Class components extend from React.Component.
* In here you have to use this keyword to access the props and functions that you declare inside the class components.

**Functional Components**

* Functional Components are simpler comparing to class-based functions.
* Functional Components mainly focuses on the UI of the application, not on the behavior.
* To be more precise these are basically render function in the class component.
* Functional Components can have state and mimic lifecycle events using Reach Hooks

**Q.3. What is difference between controlled vs uncontrolled component?**  
**Ans.**

* **Controlled Components**  
  In HTML, form elements such as <input />, <textarea />, and <select /> typically maintain their own state and update it based on user input. When a user submits a form, the values from the elements mentioned above are sent with the form. With React it works differently. The component containing the form will keep track of the value of the input in its state and will re-render the component each time the callback function, e.g., onChange is fired as the state will be updated. An input form element whose value is controlled by React in this way is called a "controlled component". You could also call this a "dumb component".
* **Uncontrolled Components**A Uncontrolled Component is one that stores its own state internally, and you query the DOM using a ref to find its current value when you need it. This is a bit more like traditional HTML.
* Example
* // Controlled:
* <input type="text" value={value} onChange={handleChange} />
* // Uncontrolled:
* <input type="text" defaultValue="foo" ref={inputRef} />
* // Use `inputRef.current.value` to read the current value of <input>

**Q.4. What is children?**

**Ans.** In JSX expressions that contain both an opening tag and a closing tag, the content between those tags is passed to components automatically as a special prop:

props.children

There are some methods available in the React API to work with this prop. These include React.Children.map, React.Children.forEach, React.Children.count, React.Children.only, React.Children.toArray 👶

const MainContainer = React.createClass({

render: function () {

return <div>{this.props.children}</div>;

},

});

ReactDOM.render(

<MainContainer>

<span>{'Hello'}</span>

<span>{'World'}</span>

</MainContainer>,

node,

);

**Q.5. What is prop drilling and how can you avoid it?**

**Ans.** While passing a prop from each component to the next in the hierarchy from the source component to the deeply nested component. This is called **prop drilling**.

To avoid prop drilling, a common approach is to use React context. This allows a Provider component that supplies data to be defined, and allows nested components to consume context data via either a Consumer component or a useContext hook.

**Q.6. What is Pure Component?**

**Ans.** React.PureComponent is exactly the same as React.Component except that it handles the shouldComponentUpdate() method for you. When props or state changes, PureComponent will do a shallow comparison on both props and state. Component on the other hand won't compare current props and state to next out of the box. Thus, the component will re-render by default whenever shouldComponentUpdate is called.

**Q.7. Why should we not update the state directly?**

**Ans.** If you try to update state directly then it won't re-render the component.

//Wrong ❌

this.state.message = 'Not Updated';

Instead use setState() method. It schedules an update to a component's state object. When state changes, the component responds by re-rendering.

//Correct ✅

this.setState({ message: 'Updated' });

📝 Note: You can directly assign to the state object either in *constructor* or using latest javascript's class field declaration syntax.

**Q.8. What is the purpose of callback function as an argument of setState()**

**Ans.** The callback function is invoked when setState finished and the component gets rendered. Since setState() is **asynchronous** the callback function is used for any post action.

📝 Note: It is recommended to use lifecycle method rather than this callback function.

setState({ name: 'Supi' }, () => console.log('The name has updated and component re-rendered'));

**Q.9. What are synthetic events in React?**

**Ans.** Synthetic Event is a cross-browser wrapper around the browser's native event. It's API is same as the browser's native event, including stopPropagation() and preventDefault(), except the events work identically across all browsers.

**Q.10. What is "key" prop and what is the benefit of using it in arrays of elements 🗝?**

**Ans.** A key is a special string attribute you **should** include when creating arrays of elements.*Key* prop helps React identify which items have changed, are added, or are removed.

Most often we use ID from our data as *key*:

const todoItems = todos.map((todo) =><li key={todo.id}>{todo.text}</li>);

When you don't have stable IDs for rendered items, you may use the item *index* as a *key* as a last resort:

const todoItems = todos.map((todo, index) =><li key={index}>{todo.text}</li>);

📝 Note:

1. Using *indexes* for *keys* is **not recommended** if the order of items may change. This can negatively impact performance and may cause issues with component state.
2. If you extract list item as separate component then apply *keys* on list component instead of li tag.
3. There will be a warning message in the console if the key prop is not present on list items.

**Q.11. Why are String Refs legacy?**

**Ans.** If you worked with React before, you might be familiar with an older API where the ref attribute is a string, like ref={'textInput'}, and the DOM node is accessed as this.refs.textInput. We advise against it because *string refs have below issues*, and are considered legacy. String refs were **removed in React v16**.

1. They *force React to keep track of currently executing component*. This is problematic because it makes react module stateful, and thus causes weird errors when react module is duplicated in the bundle.
2. They are *not composable* — if a library puts a ref on the passed child, the user can't put another ref on it. Callback refs are perfectly composable.
3. They *don't work with static analysis* like Flow. Flow can't guess the magic that framework does to make the string ref appear on this.refs, as well as its type (which could be different). Callback refs are friendlier to static analysis.
4. It doesn't work as most people would expect with the "render callback" pattern (e.g. )

class MyComponent extends Component {

renderRow = (index) => {

// This won't work. Ref will get attached to DataTable rather than MyComponent:

return <input ref={'input-' + index} />;

// This would work though! Callback refs are awesome.

return <input ref={(input) => (this['input-' + index] = input)} />;

};

render() {

return <DataTable data={this.props.data} renderRow={this.renderRow} />;

}

}

**Q.12. What is the difference between createElement and cloneElement?**

**Ans.** JSX elements will be transpiled to React.createElement() functions to create React elements which are going to be used for the object representation of UI. Whereas cloneElement is used to clone an element and pass it new props.

**Q.13. What is reconciliation?**

**Ans.** When a component's props or state change, React decides whether an actual DOM update is necessary by comparing the newly returned element with the previously rendered one. When they are not equal, React will update the DOM. This process is called reconciliation.

**Q.14. Is lazy function supports named exports?**

**Ans.** No, currently React.lazy function supports default exports only. If you would like to import modules which are named exports, you can create an intermediate module that reexports it as the default. It also ensures that tree shaking keeps working and don’t pull unused components. Let's take a component file which exports multiple named components,

Example:

// FewComponents.js

export const SomeComponent = /\* ... \*/;

export const UnusedComponent = /\* ... \*/;

and reexport FewComponents.js components in an intermediate file IntermediateComponent.js

// IntermediateComponent.js

export { SomeComponent as default } from './FewComponents.js';

Now you can import the module using lazy function as below,

import React, { lazy } from 'react';

const SomeComponent = lazy(() => import('./IntermediateComponent.js'));

**Q.15. What are portals in React?**

**Ans.** Portal is a recommended way to render children into a DOM node that exists outside the DOM hierarchy of the parent component.

ReactDOM.createPortal(child, container);

The first argument is any render-able React child, such as an element, string, or fragment. The second argument is a DOM element.

**Q.16. What are stateless components?**

**Ans.** If the behaviour is independent of its state then it can be a stateless component. You can use either a function or a class for creating stateless components. But unless you need to use a lifecycle hook in your components, you should go for function components.

**Q.17. What are stateful components?**

**Ans.** If the behaviour of a component is dependent on the *state* of the component then it can be termed as stateful component. These *stateful components* are always *class components* and have a state that gets initialized in the constructor.

class App extends Component {

constructor(props) {

super(props);

this.state = { count: 0 };

}

render() {

// ...

}

}

**React 16.8 Update:**

Hooks let you use state and other React features without writing classes.

*The Equivalent Functional Component*

import React, {useState} from 'react';

const App = (props) => {

const [count, setCount] = useState(0);

return (

// JSX

)

}

**Q.18. What is the impact of indexes as keys?**

**Ans.** Keys should be stable, predictable, and unique so that React can keep track of elements.

In the below code snippet each element's key will be based on ordering, rather than tied to the data that is being represented. This limits the optimizations that React can do.

{

todos.map((todo, index) =><Todo {...todo} key={index} />)

}

If you use element data for unique key, assuming todo.id is unique to this list and stable, React would be able to reorder elements without needing to reevaluate them as much.

{

todos.map((todo) =><Todo {...todo} key={todo.id} />)

}

**Q.19. How do you memoize a component?**

**Ans.** Since React v16.6.0, we have a React.memo. It provides a higher order component which memoizes component unless the props change. To use it, simply wrap the component using React.memo before you use it.

const MemoComponent = React.memo(function MemoComponent(props) {

/\* render using props \*/

});

// OR

export default React.memo(MyFunctionComponent);

**Q.20. Why we need to pass a function to setState()?**

**Ans.** The reason behind for this is that setState() is an asynchronous operation. React batches state changes for performance reasons, so the state may not change immediately after setState() is called. That means you should not rely on the current state when calling setState() since you can't be sure what that state will be. The solution is to pass a function to setState(), with the previous state as an argument. By doing this you can avoid issues with the user getting the old state value on access due to the asynchronous nature of setState().

Let's say the initial count value is zero. After three consecutive increment operations, the value is going to be incremented only by one.

// assuming this.state.count === 0

this.setState({ count: this.state.count + 1 });

this.setState({ count: this.state.count + 1 });

this.setState({ count: this.state.count + 1 });

// this.state.count === 1, not 3

If we pass a function to setState(), the count gets incremented correctly.

this.setState((prevState, props) => ({

count: prevState.count + props.increment,

}));

// this.state.count === 3 as expected

**Q.21. Why should component names start with capital letter?**

**Ans.** If you are rendering your component using JSX, the name of that component has to begin with a capital letter otherwise React will throw an error as unrecognized tag. This convention is because only HTML elements and SVG tags can begin with a lowercase letter.

class OneComponent extends Component {

// ...

}

You can define component class which name starts with lowercase letter, but when it's imported it should have capital letter. Here lowercase is fine:

class myComponent extends Component {

render() {

return <div />;

}

}

export default myComponent;

While when imported in another file it should start with capital letter:

import MyComponent from './MyComponent';

**What are the exceptions on React component naming?**

The component names should start with a uppercase letter but there are few exceptions on this convention. The lowercase tag names with a dot (property accessors) are still considered as valid component names.

For example the below tag can be compiled to a valid component,

render() {

return (

<obj.component /> // `React.createElement(obj.component)`

)

}

**Q.22. Can you force a component to re-render without calling setState?**

**Ans.** By default, when your component's state or props change, your component will re-render. If your render() method depends on some other data, you can tell React that the component needs re-rendering by calling forceUpdate().

component.forceUpdate(callback);

It is recommended to avoid all uses of forceUpdate() and only read from this.props and this.state in render().

**Q.23. What is the difference between super() and super(props) in React usin ES6 classes?**

**Ans.** When you want to access this.props in constructor() then you should pass props to super() method.

**Using super(props):**

class MyComponent extends React.Component {

constructor(props) {

super(props);

console.log(this.props); // { name: 'Supi', ... }

}

}

**Using super():**

class MyComponent extends React.Component {

constructor(props) {

super();

console.log(this.props); // undefined

}

}

Outside constructor() both will display same value for this.props.

**Q.24. Is it mandatory to define constructor for React component?**

**Ans.** No, it is not mandatory. i.e, If you don’t initialize state and you don’t bind methods, you don’t need to implement a constructor for your React component.

**Q.25. What are default props?**

**Ans.** The defaultProps are defined as a property on the component class to set the default props for the class. This is used for undefined props, but not for null props.

For example, let us create color default prop for the button component,

class MyButton extends React.Component {

// ...

}

MyButton.defaultProps = {

color: 'blue',

};

If props.color is not provided then it will set the default value to 'red'. i.e, Whenever you try to access the color prop it uses default value

render() {

return <MyButton /> ; // props.color will be set to red

}

📝 Note: If you provide null value then it remains null value.

**Q.26. How to apply validation on props in React?**

**Ans.** When the application is running in *development mode*, React will automatically check all props that we set on components to make sure they have *correct type*. If the type is incorrect, React will generate warning messages in the console. It's disabled in *production mode* due to performance impact. The mandatory props are defined with isRequired.

The set of predefined prop types:

1. PropTypes.number
2. PropTypes.string
3. PropTypes.array
4. PropTypes.object
5. PropTypes.func
6. PropTypes.node
7. PropTypes.element
8. PropTypes.bool
9. PropTypes.symbol
10. PropTypes.any

We can define propTypes for User component as below:

import React from 'react';

import PropTypes from 'prop-types';

class User extends React.Component {

static propTypes = {

name: PropTypes.string.isRequired,

age: PropTypes.number.isRequired,

};

render() {

return (

<>

<h1>{`Welcome, ${this.props.name}`}</h1>

<h2>{`Age, ${this.props.age}`}</h2>

</>

);

}

}

📝 Note: In React v15.5 *PropTypes* were moved from React.PropTypes to prop-types library.

**Q.27. Why you can't update props in React?**

**Ans.** The React philosophy is that props should be immutable and top-down. This means that a parent can send any prop values to a child, but the child can't modify received props.

**Q.28. What are render props?**

**Ans.** Render Props is a simple technique for sharing code between components using a prop whose value is a function. The below component uses render prop which returns a React element.

<DataProvider render={(data) =><h1>{`Hello ${data.target}`}</h1>} />

Libraries such as React Router and DownShift are using this pattern.

**Q.29. What is Suspense component?**

**Ans.** If the module containing the dynamic import is not yet loaded by the time parent component renders, you must show some fallback content while you’re waiting for it to load using a loading indicator. This can be done using Suspense component.

Example

const OneComponent = React.lazy(() => import('./OneComponent'));

function MyComponent() {

return (

<div>

<Suspense fallback={<div>Loading...</div>}>

<OneComponent />

</Suspense>

</div>

);

}

As mentioned in the above code, Suspense is wrapped above the lazy component.

**Q.30. What is diffing algorithm?**

**Ans.** React needs to use algorithms to find out how to efficiently update the UI to match the most recent tree. The diffing algorithms is generating the minimum number of operations to transform one tree into another. However, the algorithms have a complexity in the order of O(n3) where n is the number of elements in the tree.

In this case, for displaying 1000 elements would require in the order of one billion comparisons. This is far too expensive. Instead, React implements a heuristic O(n) algorithm based on two assumptions:

1. Two elements of different types will produce different trees.
2. The developer can hint at which child elements may be stable across different renders with a key prop.

**Q.31. How to re-render the view when the browser is resized?**

**Ans.** You can listen to the resize event in componentDidMount() and then update the dimensions (width and height). You should remove the listener in componentWillUnmount() method.

class WindowDimensions extends React.Component {

constructor(props) {

super(props);

this.updateDimensions = this.updateDimensions.bind(this);

}

componentWillMount() {

this.updateDimensions();

}

componentDidMount() {

window.addEventListener('resize', this.updateDimensions);

}

componentWillUnmount() {

window.removeEventListener('resize', this.updateDimensions);

}

updateDimensions() {

this.setState({ width: window.innerWidth, height: window.innerHeight });

}

render() {

return (

<span>

{this.state.width} x {this.state.height}

</span>

);

}

}

**Q.32. What is React memo function?**

**Ans.** Class components can be restricted from rendering when their input props are the same using **PureComponent or shouldComponentUpdate**. Now you can do the same with function components by wrapping them in **React.memo**.

const MyComponent = React.memo(function MyComponent(props) {

/\* only rerenders if props change \*/

});

**Q.33. What is the methods order when component re-rendered?**

**Ans.** An update can be caused by changes to props or state. The below methods are called in the following order when a component is being re-rendered.

1. static getDerivedStateFromProps()
2. shouldComponentUpdate()
3. render()
4. getSnapshotBeforeUpdate()
5. componentDidUpdate()

**Q.34. What are loadable components?**

**Ans.** If you want to do code-splitting in a server rendered app, it is recommend to use Loadable Components because React.lazy and Suspense is not yet available for server-side rendering. Loadable lets you render a dynamic import as a regular component.

Lets take an example,

import loadable from '@loadable/component';

const OtherComponent = loadable(() => import('./OtherComponent'));

function MyComponent() {

return (

<div>

<OtherComponent />

</div>

);

}

Now OtherComponent will be loaded in a separated bundle

**Q.35. How to pretty print JSON with React?**

**Ans.** We can use <pre> tag so that the formatting of the JSON.stringify() is retained:

const data = { name: 'John', age: 42 };

class User extends React.Component {

render() {

return <pre>{JSON.stringify(data, null, 2)}</pre>;

}

}

React.render(<User />, document.getElementById('container'));

**Q.36. What is render hijacking in react?**

**Ans.** The concept of render hijacking is the ability to control what a component will output from another component. It actually means that you decorate your component by wrapping it into a Higher-Order component. By wrapping you can inject additional props or make other changes, which can cause changing logic of rendering. It does not actually enables hijacking, but by using HOC you make your component behave in different way.

**Q.37. How to use https instead of http in create-react-app?**

**Ans.** You just need to use HTTPS=true configuration. You can edit your package.json scripts section:

"scripts": {

"start": "set HTTPS=true && react-scripts start"

}

or just run set HTTPS=true &&npm start

**Q.38. How can we convert functional component to pure component?**

**Ans.** We can convert functional to pure component using React.memo.

Redux

**Q.1. What are reducers in redux?**

**Ans.** The reducer is a pure function that takes the previous state and an action, and returns the next state.

(previousState, action) =>newState

It's very important that the reducer stays *pure*. Things you should never do inside a reducer:

* Mutate its arguments;
* Perform side effects like API calls and routing transitions;
* Call non-pure functions, e.g. Date.now() or Math.random()

**Q.2. How is state changed in redux?**

**Ans.** The only way to change the state is to emit an action, an object describing what happened. This ensures that neither the views nor the network callbacks will ever write directly to the state. Instead, they express an intent to transform the state. Because all changes are centralized and happen one by one in a strict order, there are no subtle race conditions to watch out for. As actions are just plain objects, they can be logged, serialized, stored, and later replayed for debugging or testing purposes.

**Q.3. How Redux Form initialValues get updated from state?**

**Ans.** You need to add enableReinitialize : true setting.

const InitializeFromStateForm = reduxForm({

form: 'initializeFromState',

enableReinitialize: true,

})(UserEdit);

If your initialValues prop gets updated, your form will update too.

**Q.4. What is Redux Thunk?**

**Ans.** Redux Thunk middleware allows you to write action creators that return a function instead of an action. The thunk can be used to delay the dispatch of an action, or to dispatch only if a certain condition is met. The inner function receives the store methods dispatch and getState() as parameters.

**Q.5. What is the difference between mapStateToProps() and mapDispatchToProps()?**

**Ans.**

mapStateToProps() is a utility which helps your component get updated state (which is updated by some other components):

const mapStateToProps = (state) => {

return {

todos: getVisibleTodos(state.todos, state.visibilityFilter),

};

};

mapDispatchToProps() is a utility which will help your component to fire an action event (dispatching action which may cause change of application state):

const mapDispatchToProps = (dispatch) => {

return {

onTodoClick: (id) => {

dispatch(toggleTodo(id));

},

};

};

Recommend always using the "object shorthand" form for the mapDispatchToProps

Redux wrap it in another function that looks like (…args) =>dispatch(onTodoClick(…args)), and pass that wrapper function as a prop to your component.

const mapDispatchToProps = {

onTodoClick,

};

**Q.6. How to add multiple middlewares to Redux?**

**Ans.** You can use applyMiddleware where you can pass each piece of middleware as a new argument. So you just need to pass each piece of middleware you'd like. For example, you can add Redux Thunk and logger middlewares as an argument as below,

import { createStore, applyMiddleware } from 'redux'

const createStoreWithMiddleware = applyMiddleware(ReduxThunk, logger)(createStore);

**Q.7. What is React context vs React redux?**

**Ans.** You can use Context in your application directly and is going to be great for passing down data to deeply nested components which what it was designed for. Whereas Redux is much more powerful and provides a large number of features that the Context Api doesn't provide.

Also, **React Redux** uses context internally but it doesn’t expose this fact in the public API. So you should feel much safer using Context via React Redux than directly because if it changes, the burden of updating the code will be on React Redux instead developer responsibility.

**Q.8. Why React uses className over class attribute?**

**Ans.** *class* is a keyword in javascript and JSX is an extension of javascript. That's the principal reason why React uses className instead of class.

render() {

return <span className="menu navigation-menu">Menu</span>

}

**Q.9. What is Relay?**

**Ans.** Relay is a JavaScript framework for providing a data layer and client-server communication to web applications using the React view layer.

**Q.10. How Relay is different from Redux?**

**Ans.** Relay is similar to Redux in that they both use a single store. The main difference is that relay only manages state originated from the server, and all access to the state is used via GraphQL queries (for reading data) and mutations (for changing data). Relay caches the data for you and optimizes data fetching for you, by fetching only changed data and nothing more.

**Q.11. What is Combine Reducer?**

**Ans.** The combineReducers helper function turns an object whose values are different reducing functions into a single reducing function you can pass to createStore . The resulting reducer calls every child reducer, and gathers their results into a single state object.

React:

**Q1. How React works? How Virtual-DOM works in React?**

React creates a virtual DOM. When state changes in a component it firstly runs a “diffing” algorithm, which identifies what has changed in the virtual DOM. The second step is reconciliation, where it updates the DOM with the results of diff.

The HTML DOM is always tree-structured — which is allowed by the structure of HTML document. The DOM trees are huge nowadays because of large apps. Since we are more and more pushed towards dynamic web apps (Single Page Applications — SPAs), we need to modify the DOM tree incessantly and a lot. And this is a real performance and development pain.

The Virtual DOM is an abstraction of the HTML DOM. It is lightweight and detached from the browser-specific implementation details. It is not invented by React but it uses it and provides it for free. ReactElements lives in the virtual DOM. They make the basic nodes here. Once we defined the elements, ReactElements can be render into the "real" DOM.

Whenever a ReactComponent is changing the state, diff algorithm in React runs and identifies what has changed. And then it updates the DOM with the results of diff. The point is - it’s done faster than it would be in the regular DOM.

**Q2. What is JSX?**

JSX is a syntax extension to JavaScript and comes with the full power of JavaScript. JSX produces React “elements”. You can embed any JavaScript expression in JSX by wrapping it in curly braces. After compilation, JSX expressions become regular JavaScript objects. This means that you can use JSX inside of if statements and for loops, assign it to variables, accept it as arguments, and return it from functions. Eventhough React does not require JSX, it is the recommended way of describing our UI in React app.

For example, below is the syntax for a basic element in React with JSX and its equivalent without it.
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Equivalent of the above using React.createElement
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**Q3. What is React.createClass?**

React.createClass allows us to generate component "classes." But with ES6, React allows us to implement component classes that use ES6 JavaScript classes. The end result is the same -- we have a component class. But the style is different. And one is using a "custom" JavaScript class system (createClass) while the other is using a "native" JavaScript class system.

When using React’s createClass() method, we pass in an object as an argument. So we can write a component using createClass that looks like this:
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Using an ES6 class to write the same component is a little different. Instead of using a method from the react library, we extend an ES6 class that the library defines, Component.
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constructor() is a special function in a JavaScript class. JavaScript invokes constructor() whenever an object is created via a class.

**Q4. What is ReactDOM and what is the difference between ReactDOM and React?**

Prior to v0.14, all ReactDOM functionality was part of React. But later, React and ReactDOM were split into two different libraries.

As the name implies, ReactDOM is the glue between React and the DOM. Often, we will only use it for one single thing: mounting with ReactDOM. Another useful feature of ReactDOM is ReactDOM.findDOMNode() which we can use to gain direct access to a DOM element.

For everything else, there’s React. We use React to define and create our elements, for lifecycle hooks, etc. i.e. the guts of a React application.

**Q5. What are the differences between a class component and functional component?**

Class components allows us to use additional features such as local state and lifecycle hooks. Also, to enable our component to have direct access to our store and thus holds state.

When our component just receives props and renders them to the page, this is a ‘stateless component’, for which a pure function can be used. These are also called dumb components or presentational components.

From the previous question, we can say that our Booklist component is functional components and are stateless.
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On the other hand, the BookListContainer component is a class component.

**Q6. What is the difference between state and props?**

The state is a data structure that starts with a default value when a Component mounts. It may be mutated across time, mostly as a result of user events.

Props (short for properties) are a Component’s configuration. Props are how components talk to each other. They are received from above component and immutable as far as the Component receiving them is concerned. A Component cannot change its props, but it is responsible for putting together the props of its child Components. Props do not have to just be data — callback functions may be passed in as props.

There is also the case that we can have default props so that props are set even if a parent component doesn’t pass props down.
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Props and State do similar things but are used in different ways. The majority of our components will probably be stateless. Props are used to pass data from parent to child or by the component itself. They are immutable and thus will not be changed. State is used for mutable data, or data that will change. This is particularly useful for user input.

**Q7. What are controlled components?**

In HTML, form elements such as <input>, <textarea>, and <select> typically maintain their own state and update it based on user input. When a user submits a form the values from the aforementioned elements are sent with the form. With React it works differently. The component containing the form will keep track of the value of the input in it's state and will re-render the component each time the callback function e.g. onChange is fired as the state will be updated. A form element whose value is controlled by React in this way is called a "controlled component".

With a controlled component, every state mutation will have an associated handler function. This makes it straightforward to modify or validate user input.

**Q8. What is a higher order component?**

A higher-order component (HOC) is an advanced technique in React for reusing component logic. HOCs are not part of the React API. They are a pattern that emerges from React’s compositional nature.

A higher-order component is a function that takes a component and returns a new component.

HOC’s allow you to reuse code, logic and bootstrap abstraction. HOCs are common in third-party React libraries. The most common is probably Redux’s connect function. Beyond simply sharing utility libraries and simple composition, HOCs are the best way to share behavior between React Components. If you find yourself writing a lot of code in different places that does the same thing, you may be able to refactor that code into a reusable HOC.

**Q9. What is create-react-app?**

create-react-app is the official CLI (Command Line Interface) for React to create React apps with no build configuration.

We don’t need to install or configure tools like Webpack or Babel. They are preconfigured and hidden so that we can focus on the code. We can install easily just like any other node modules. Then it is just one command to start the React project.
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It includes everything we need to build a React app:

* React, JSX, ES6, and Flow syntax support.
* Language extras beyond ES6 like the object spread operator.
* Autoprefixed CSS, so you don’t need -webkit- or other prefixes.
* A fast interactive unit test runner with built-in support for coverage reporting.
* A live development server that warns about common mistakes.
* A build script to bundle JS, CSS, and images for production, with hashes and sourcemaps.

**Q10. What is Redux?**

The basic idea of Redux is that the entire application state is kept in a single store. The store is simply a javascript object. The only way to change the state is by firing actions from your application and then writing reducers for these actions that modify the state. The entire state transition is kept inside reducers and should not have any side-effects.

Redux is based on the idea that there should be only a single source of truth for your application state, be it UI state like which tab is active or Data state like the user profile details.

![https://miro.medium.com/max/60/1*UixQj8JaMzLmXOsHocWYeA.png?q=20](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAANCAIAAAB6uJotAAABbUlEQVR42tSVT6vTUBDFZ+bOTSht0yStbcRqqYuKIELc+e3dim7cqlAEW2yVmsS0af6OJNrC4719mtnkQO6F3xzOzOXViyV0rQgAxo7TPWjWunvQP3Y7AJj254zEpHs8FBGDTCZDk6mIEZH7oBSwhvFTVCyWRyKtQTMAIAIC9Wg47y+04WZFvj2uV/ZLgyd2FW3hsEnWUXxijc/fsutJ8gs/vSsdZxQEUSvQeB1EkQoAAQQAB8YozgJpdN1R/UEREJHmBBIBgkjzqx2nG3h8/GRRZmfXtb98/jp7NrFOA9uy/iTJz833tCyXvjqnkIRVlUm4b5psifiO042Xtbkj24mi4GL/A8k1DTPN0hYHka/03vTROcvzLA+Cg++/0UTvP34govt32iX+vz0AhI3eq9f+bOIppRDxd3gM4rjO801WHQ8mKsqyKAuimrjOSVVBI253Ty89GxCZNRH9A8WLuF3ob/uwWy/i3wAAAP//1p2At5BOZ/gAAAAASUVORK5CYII=)

![https://miro.medium.com/max/638/1*UixQj8JaMzLmXOsHocWYeA.png](data:image/png;base64,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)

All of these data is retained by redux in a closure that redux calls a store . It also provides us a recipe of creating the said store, namely createStore(x).

The createStore function accepts another function, x as an argument. The passed in function is responsible for returning the state of the application at that point in time, which is then persisted in the store. This passed in function is known as the reducer.

This is a valid example reducer function:
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This store can only be updated by dispatching an action. Our App dispatches an action, it is passed into reducer; the reducer returns a fresh instance of the state; the store notifies our App and it can begin it's re render as required.

**Q11. What is Redux Thunk used for?**

Redux thunk is middleware that allows us to write action creators that return a function instead of an action. The thunk can then be used to delay the dispatch of an action if a certain condition is met. This allows us to handle the asyncronous dispatching of actions. The inner function receives the store methods dispatch and getState as parameters.

To enable Redux Thunk, we need to use applyMiddleware() as below
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**Q12. What is PureComponent? When to use PureComponent over Component?**

PureComponent is exactly the same as Component except that it handles the shouldComponentUpdate method for us. When props or state changes, PureComponent will do a shallow comparison on both props and state. Component on the other hand won't compare current props and state to next out of the box. Thus, the component will re-render by default whenever shouldComponentUpdate is called.

When comparing previous props and state to next, a shallow comparison will check that primitives have the same value (eg, 1 equals 1 or that true equals true) and that the references are the same between more complex javascript values like objects and arrays.

It is good to prefer PureComponent over Component whenever we never mutate our objects.
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**Q13. How Virtual-DOM is more efficient than Dirty checking?**

In React, each of our components have a state. This state is like an observable. Essentially, React knows when to re-render the scene because it is able to observe when this data changes. Dirty checking is slower than observables because we must poll the data at a regular interval and check all of the values in the data structure recursively. By comparison, setting a value on the state will signal to a listener that some state has changed, so React can simply listen for change events on the state and queue up re-rendering.

The virtual DOM is used for efficient re-rendering of the DOM. This isn’t really related to dirty checking your data. We could re-render using a virtual DOM with or without dirty checking. In fact, the diff algorithm is a dirty checker itself.

We aim to re-render the virtual tree only when the state changes. So using an observable to check if the state has changed is an efficient way to prevent unnecessary re-renders, which would cause lots of unnecessary tree diffs. If nothing has changed, we do nothing.

**Q14. Is setState() is async? Why is setState() in React Async instead of Sync?**

setState() actions are asynchronous and are batched for performance gains. This is explained in documentation as below.

setState() does not immediately mutate this.state but creates a pending state transition. Accessing this.state after calling this method can potentially return the existing value. There is no guarantee of synchronous operation of calls to setState and calls may be batched for performance gains.

This is because setState alters the state and causes rerendering. This can be an expensive operation and making it synchronous might leave the browser unresponsive. Thus the setState calls are asynchronous as well as batched for better UI experience and performance.

**Q15. What is render() in React? And explain its purpose?**

Each React component must have a render() mandatorily. It returns a single React element which is the representation of the native DOM component. If more than one HTML element needs to be rendered, then they must be grouped together inside one enclosing tag such as <form>, <group>, <div> etc. This function must be kept pure i.e., it must return the same result each time it is invoked.

**Q16. What are controlled and uncontrolled components in React?**

This relates to stateful DOM components (form elements) and the difference:

* A **Controlled Component** is one that takes its current value through props and notifies changes through callbacks like onChange. A parent component “controls” it by handling the callback and managing its own state and passing the new values as props to the controlled component. You could also call this a “dumb component”.
* A Uncontrolled Component is one that stores its own state internally, and you query the DOM using a ref to find its current value when you need it. This is a bit more like traditional HTML.

In most (or all) cases we should use controlled components.

**Q17. Explain the components of Redux.**

Redux is composed of the following components:

* **Action** — Actions are payloads of information that send data from our application to our store. They are the only source of information for the store. We send them to the store using store.dispatch(). Primarly, they are just an object describes what happened in our app.
* **Reducer** — Reducers specify how the application’s state changes in response to actions sent to the store. Remember that actions only describe what happened, but don’t describe how the application’s state changes. So this place determines how state will change to an action.
* **Store** — The Store is the object that brings Action and Reducer together. The store has the following responsibilities: Holds application state; Allows access to state via getState(); Allows state to be updated via dispatch(action); Registers listeners via subscribe(listener); Handles unregistering of listeners via the function returned by subscribe(listener).

It’s important to note that we’ll only have a single store in a Redux application. When we want to split your data handling logic, we’ll use reducer composition instead of many stores.

**Q18. What is React.cloneElement? And the difference with this.props.children?**

React.cloneElement clone and return a new React element using using the passed element as the starting point. The resulting element will have the original element's props with the new props merged in shallowly. New children will replace existing children. key and ref from the original element will be preserved.

React.cloneElement only works if our child is a single React element. For almost everything {this.props.children} is the better solution. Cloning is useful in some more advanced scenarios, where a parent send in an element and the child component needs to change some props on that element or add things like ref for accessing the actual DOM element.

**Q19. What is the second argument that can optionally be passed to setState and what is its purpose?**

A callback function which will be invoked when setState has finished and the component is re-rendered.

Since the setState is asynchronous, which is why it takes in a second callback function. With this function, we can do what we want immediately after state has been updated.

**1. How is Stateless component different from a Stateful component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The stateless component calculates the internal state of the component but does not have the authority to change state. There is no knowledge about the past, current, or future but receives props from the Stateful component, which are treated as a callback function.

**2. What is the difference between state and props?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Both props and state are plain JavaScript objects. While both of them hold information that influences the output of render, they are different in their functionality with respect to component. ie:

* Props get passed to the component similar to function parameters.
* State is managed within the component similar to variables declared within a function.

**3. What can you do if the expression contains more than one line?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

In such a situation, enclosing the multi-line JSX expression is an option. If you are a first time user, it may seem awkward but later you can understand everything very easily. Many times it becomes necessary to avoid multi-lines to perform the task reliably and for getting the results as expected.

**4. What kind of information controls a segment in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

There are mainly two sorts of information that control a segment: State and Props.

* State: State information that will change, we need to utilize State.
* Props: Props are set by the parent and which are settled all through the lifetime of a part.

**5. Explain DOM Diffing in React.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The process of checking the difference between the new VDOM tree and the old VDOM tree is called "diffing". Diffing is accomplished by a heuristic O(n) algorithm. During this process, React will deduce the minimum number of steps needed to update the real DOM, eliminating unnecessary costly changes. This process is also referred to as reconciliation.

**6. What do you understand by the term polling?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The server needs to be monitored to for updates with respect to time. The primary aim in most of the cases is to check whether novel comments are there or not. This process is basically considered as pooling. It checks for updates approximately every 5 seconds. It is possible to change this time period easily. Pooling help keeping an eye on the users and always make sure that no negative information is present on the servers. Actually, it can create issues related to several things and thus pooling is considered.

**7. What’s the difference between an Element and a Component in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Simply put, a React element describes what you want to see on the screen. Not so simply put, a React element is an object representation of some UI.

A React component is a function or a class which optionally accepts input and returns a React element (typically via JSX which gets compiled to a createElement invocation).

**8. Why should we not call setState in componentWillUnmount?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

You should not call setState() in componentWillUnmount() because the component will never be re-rendered.

**9. What is the difference between React Native and React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

React is a JavaScript library, supporting both front end web and being run on the server, for building user interfaces and web applications.

React Native is a mobile framework that compiles to native app components, allowing you to build native mobile applications (iOS, Android, and Windows) in JavaScript that allows you to use React to build your components, and implements React under the hood.

**10. What are React Hooks?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Hooks are a new addition in React 16.8. They let you use state and other React features without writing a class. With Hooks, you can extract stateful logic from a component so it can be tested independently and reused. Hooks allow you to reuse stateful logic without changing your component hierarchy. This makes it easy to share Hooks among many components or with the community.

**11. When would you use a Class Component over a Functional Component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

If your component has state or a lifecycle method(s), use a Class component (or Hooks). Otherwise, use a Functional component.

**12. How to prevent a function from being called multiple times?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

If you use an event handler such as onClick or onScroll and want to prevent the callback from being fired too quickly, then you can limit the rate at which callback is executed. This can be achieved in the below possible ways:

* Throttling: Changes based on a time based frequency. For example, it can be used using \_.throttlelodash function.
* Debouncing: Publish changes after a period of inactivity. For example, it can be used using \_.debouncelodash function.
* RequestAnimationFrame throttling: Changes based on requestAnimationFrame. For example, it can be used using raf-schdlodash function.

**13. Describe how events are handled in React.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The event handlers in React will be passed instances of SyntheticEvent to solve cross-browser compatibility issues. As we mentioned earlier, SyntheticEvent is React’s cross-browser wrapper around the browser’s native event. The synthetic events have the same interface as the native ones but they work identically across all browsers.

However, React doesn’t actually attach events to the child nodes themselves. Instead, it uses a single event listener in order to listen to all events at the top level which. Not only is this great for the performance but it also means that React doesn’t have to keep track of the event listeners when updating the DOM.

**14. How to dispatch the data in-store?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

We can dispatch the data to another component which should be based on the action which stores the parent component.

**15. What do you understand by “Single source of truth”?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Single source of truth (SSOT) is the practice of structuring information models and associated data schema such that every data element is mastered (or edited) in only one place. Redux uses Store to store the entire state of the application at one location. So all the state of the component is stored in the store and the store itself receives updates. The single state tree makes tracking modifications simpler over time and debugging or inspecting the request.

**16. Why is switch keyword used in React Router v4?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Within the Switch component, Route and Redirect components are nested inside. Starting from the top Route/Redirect component in the Switch, to bottom Route/Redirect, each component is evaluated to be true or false based on whether or not the current URL in the browser matches the path/from prop on the Route/Redirect component. Switch is that it will only render the first matched child.

**17. How do you tell React to build in Production mode and what will that do?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

You set process.env.NODE\_ENV to production. When React in production mode, it’ll strip out any extra development features like warnings.

**18. How do you access imperative API of web components?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Web Components often expose an imperative API to implement its functions. You will need to use a ref to interact with the DOM node directly if you want to access imperative API of a web component. But if you are using third-party Web Components, the best solution is to write a React component that behaves as a wrapper for your Web Component.

**19. What is the benefit of strict mode?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It activates additional checks and warnings for its descendants. Note: Strict mode checks are run in development mode only; they do not impact the production build.

It is helpful in the following cases:

* Identifying components with unsafe lifecycle methods.
* Warning about legacy string ref API usage.
* Detecting unexpected side effects.
* Detecting legacy context API.
* Warning about deprecated findDOMNode usage.

**20. What is the difference between createElement and cloneElement?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

createElement is the thing that JSX gets transpiled to and is the thing that React uses to make React Elements (protest representations of some UI). cloneElement is utilized as a part of request to clone a component and pass it new props. They nailed the naming on these two.

**21. What are the features of ReactJS?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The features of React JS are as follows:

1. React improves [SEO](https://breadnbeyond.com/video-marketing/seo-video/) performance: React boost the performance of the SEO to higher levels as a search engine faces the problem while reading JavaScript of high loaded applications.
2. React acts as a standard for mobile app development: It provides a transition process as an ideal solution for both mobile and web applications for building rich user interfaces.
3. React makes the process of writing components easier: Using React along with JSX will make you write components and code efficiently and clearly.
4. React increases efficiency: As the React boost the efficiency of components by reusing them. This is the reason why it is considered as an ideal feature of React. It is considered as the most reusable system component.
5. React ensures stable code: It ensures the stability of the code of an application by making use of downward dataflow.

**22. What are the rules one needs to follow regarding hooks?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

You need to follow two rules in order to use hooks:

* Call Hooks only at the top level of your react functions. i.e, You shouldn’t call Hooks inside loops, conditions, or nested functions. This will ensure that Hooks are called in the same order each time a component renders and it preserves the state of Hooks between multiple useState and useEffect calls.
* Call Hooks from React Functions only. i.e, You shouldn’t call Hooks from regular JavaScript functions.

**23. What are the conditions to safely use the index as a key?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

There are three conditions to make sure, it is safe use the index as a key.

* The list and items are static– they are not computed and do not change.
* The items in the list have no ids.
* The list is never reordered or filtered.

**24. Explain Presentational segment**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

A presentational part is a segment which allows you to renders HTML. The segment’s capacity is presentational in markup.

**25. What is Relay?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Relay is a JavaScript framework for providing a data layer and client-server communication to web applications using the React view layer.

**26. Can we make changes inside child components?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Yes, we can make changes inside the child component in Props but not in the case of States.

**27. What is route based code splitting?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

A good place to start code splitting is with app routes. Break down an application into chunks per route, and then load that chunk when user navigate that route. Under the hood, webpack takes care of creating chunks and serve chunks to the user on demand.

We have to just create asyncComponent and import the desired component by using dynamic import() function.

**28. Explain the purpose of render() in React.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Each React component must have a render() mandatorily. It returns a single React element which is the representation of the native DOM component. If more than one HTML element needs to be rendered, then they must be grouped together inside one enclosing tag such as <form>, <group>,<div>, etc. This function must be kept pure i.e., it must return the same result each time it is invoked.

**29. What is render hijacking?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The concept of render hijacking is the ability to control what a component will output from another component. It actually means that you decorate your component by wrapping it into a Higher-Order component. By wrapping you can inject additional props or make other changes, which can cause changing logic of rendering. It does not actually "ENABLES" hijacking, but by using HOC you make your component behave in different way.

**30. What are React Events?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Events are reactions (the library IS called React, right?) that are triggered by specific user actions like clicking on a UI button, hovering a mouse over a UI object, using keyboard commands with the UI, etc.

**31. What do you know about Flux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Basically, Flux is a basic illustration that is helpful in maintaining the unidirectional data stream. It is meant to control construed data unique fragments to make them interface with that data without creating issues. Flux configuration is insipid; it's not specific to React applications, nor is it required to collect a React application. Flux is basically a straightforward idea, however in you have to exhibit a profound comprehension of its usage.

**32. What is ReactDOMServer?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The ReactDOMServer object enables you to render components to static markup (typically used on node server). This object is mainly used for server-side rendering (SSR). The following methods can be used in both the server and browser environments:

* renderToString()
* renderToStaticMarkup()

**33. How do the parent and child components exchange information?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

This task is generally performed with the help of functions. Actually, there are several functions which are provided to both parent and child components. They simply make use of them through props. Their communication should be accurate and reliable. The need of same can be there anytime and therefore functions are considered for this task. They always make sure that information can be exchanged easily and in an efficient manner among the parent and child components.

**34. Where would you put AJAX calls in your React code?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is possible to use any AJAX library with React, such as Axios, jQuery AJAX, as well as the inbuilt browser window.fetch. Data with AJAX calls need to be added to the componentDidMount() lifecycle method. By doing this, it is possible to use the setState() method for updating component as soon as the data is retrieved.

**35. What is the use of Webpack?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Webpack in general is a module bundler, thanks to many plugins it provides although a lot more and it can be used to run tasks, clean build directories, check linting, handle typescript support, increase performance, provide chunking and a lot more.

**36. What is the difference between DOM and virtual DOM in React.js?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

DOM aka Document Object Model is an abstraction of structured code (HTML). Dom and HTML code are interrelated as the elements of HTML are known as nodes of DOM. It defines a structure where users modify the content present in the structure in any way they want (create, edit, alter, modify etc.). Basically, HTML is a text, DOM is an in-memory representation of this text.

Virtual DOM is a representation of DOM objects like a lightweight copy. It is used and provided for free by React.js

**37. Why do we need a Router to React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

We need a Router to React so that we could define the multiple routes whenever the user types a particular URL. This way, the application of a particular router can be made when the URL matches the path defined inside the router.

**38. Why did you choose to work with react?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

This kind of question is less about rattling off facts related to JSX, Virtual DOMs, props, or state, and more about explaining to an employer why you have a professional interest in working with React JS. One of the main reasons this question (and your answer) is of interest to an interviewer is because it gives a sense of how you might explain the importance of using React to a non-technical client or stakeholder.

To answer, simply think of what drew you to React JS. It can be something as basic as the fact that React is easy to learn and start with, but allows plenty of room for growth over time (showing your willingness to learn new things and expand your knowledge as you go), or something as practical as the fact that there are so many job opportunities for React developers (showing you keep on top of the industry and are able to adapt as needed).

**39. List down the advantages of React Router.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* Just like how React is based on components, in React Router v4, the API is ‘All About Components’. A Router can be visualized as a single root component () in which we enclose the specific child routes ().
* No need to manually set History value: In React Router v4, all we need to do is wrap our routes within the component.
* The packages are split: Three packages one each for Web, Native and Core. This supports the compact size of our application. It is easy to switch over based on a similar coding style.

**40. What is create-react-app?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

create-react-app is the official CLI (Command Line Interface) for React to create React apps with no build configuration. We don’t need to install or configure tools like Webpack or Babel. They are preconfigured and hidden so that we can focus on the code. We can install easily just like any other node modules.

**41. What are some of the major advantages to using react when building UIs?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Some of the major advantages of using React include:

* Increased application performance via the Virtual DOM model.
* Improved coding efficiency with JSX.
* The ability to reuse components across multiple projects.
* Flexibility and extensibility through add-on tools provided by React’sopen source community.

**42. Why are you not required to use inheritance?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

In React, it is recommend using composition instead of inheritance to reuse code between components. Both Props and composition give you all the flexibility you need to customize a component’s look and behavior in an explicit and safe way. Whereas, If you want to reuse non-UI functionality between components, it is suggested to extracting it into a separate JavaScript module. Later components import it and use that function, object, or a class, without extending it.

**43. How is React different from Angular and VUE?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The core difference between React and Vue is that React lacks any form of “abstraction”. It’s very much just straight JavaScript. This brings some of the drawbacks of of JS. If you’re a JS expert, React will give you more power. But if you are lacking the expertise, Vue will smooth some of the rough patches for you. It’s also worth noting that Vue doesn’t work with Arrow functions in the same way React does.

VUE.js was launched in 2014 and since then, it has been the most rapidly growing js framework. It is particularly useful for building intuitive interfaces while also being extremely adaptable. VUE is a web application framework that helps in making advanced single page applications.

Angular is a typescript based JavaScript application framework developed by Google, not a collection of libraries and it relies more on HTML than on JS. Despite the slowdown in recent years it’s actually used very widely for government and enterprise projects, which depend on a stable, well-established, and consistent ecosystem. It is also known as Super-heroic JavaScript MVW Framework. Its initial purpose was to encounter the challenges of creating single page apps. AngularJS is the oldest version of the Angular framework.

**44. What is the second argument that can optionally be passed to setState and what is its purpose?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

A callback function which will be invoked when setState has finished and the component is re-rendered.

Since the setState is asynchronous, which is why it takes in a second callback function. With this function, we can do what we want immediately after state has been updated.

**45. What are Higher Order Components(HOC)?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Higher Order Component is an advanced way of reusing the component logic. Basically, it’s a pattern that is derived from React’s compositional nature. HOC are custom components which wrap another component within it. They can accept any dynamically provided child component but they won’t modify or copy any behavior from their input components. You can say that HOC are ‘pure’ components.

**46. What is suspense component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Suspense is a component that wraps your own custom components. It lets your components communicate to React that they're waiting for some data to load before the component is rendered. It is important to note that Suspense is not a data fetching library like react-async, nor is it a way to manage state like Redux.

**47. Is it possible to display props on a parent component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Yes, it is possible. The best way to perform this task is by using the spread operator. It can also be done with listing the properties but this is a complex process.

**48. Name 3 ways to create a component in React and its differences.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

There are 3 main ways of creating a component. Extending from the Component class, extending from the PureComponent class or using a stateless function as component. The main difference is that we don’t have access to lifecycle methods in a stateless function nor to the state. PureComponent also implements componentShouldUpdate by default and provides a shallow compare for its props and state preventing unnecessary re-renders.

**49. Is setState() async? Why?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

setState() actions are indeed asynchronous. setState() doesn’t immediately mutate this.state. Instead, it creates a pending state transition. Accessing this.state after calling this method can potentially return the existing value. There is no guarantee of synchronous operation of calls to setState and calls may be batched for performance gains.

The reason behind is the way setState alters the state and causes rerendering. Making it synchronous might leave the browser unresponsive. That being said, thesetState calls are asynchronous as well as batched for better UI experience and performance.

**50. What is the point of renderToNodeStream method?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is used to render a React element to its initial HTML. Returns a Readable stream that outputs an HTML string. The HTML output by this stream is exactly equal to what ReactDOMServer.renderToString would return. You can use this method to generate HTML on the server and send the markup down on the initial request for faster page loads and to allow search engines to crawl your pages for SEO purposes.

**51. What is prop drilling and how can you avoid it?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

When building a React application, there is often the need for a deeply nested component to use data provided by another component that is much higher in the hierarchy. The simplest approach is to simply pass a prop from each component to the next in the hierarchy from the source component to the deeply nested component. This is called prop drilling. The primary disadvantage of prop drilling is that components that should not otherwise be aware of the data become unnecessarily complicated and are harder to maintain. To avoid prop drilling, a common approach is to use React context. This allows a Provider component that supplies data to be defined, and allows nested components to consume context data via either a Consumer component or a useContext hook.

**52. What do you understand by “In React, everything is a component.”**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Building blocks of the UI of a React application are components. These parts divide the entire UI into tiny parts that are autonomous and reusable. Then it becomes independent of each of these parts without affecting the remainder of the UI.

**53. How do you say that state updates are merged?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

State update are merged means that when you update only one key in the object state it will not affect the other keys. and key2 would not exist anymore in your state as it was not defined in your update. The merging affects key/value pair which are not included in your update.

**54. What is the behavior of uncaught errors in react 16?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

In React 16, errors that were not caught by any error boundary will result in unmounting of the whole React component tree. The reason behind this decision is that it is worse to leave corrupted UI in place than to completely remove it. For example, it is worse for a payments app to display a wrong amount than to render nothing.

**55. How does JSX prevent Injection Attacks?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

By default, React DOM escapes any values embedded in JSX before rendering them. Thus it ensures that you can never inject anything that’s not explicitly written in your application. Everything is converted to a string before being rendered. This helps prevent XSS (cross-site-scripting) attacks.

**56. What do you understand by mixin or higher order components in ReactJS?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Higher order components (HOC) is a function that takes component as well as returns a component. It is a modern technique in React that reuses the component logic. However, Higher order components are not a part of React API, per se. These are patterns that emerge from React’s compositional nature. In other words, HOC’s are functions that loop over and applies a function to every element in an array.

**57. What do you understand by Props in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Prop is a contraction for Properties in React. These read-only components need to be kept immutable i.e. pure. Throughout the application, props are passed down from the parent components to the child components. In order to maintain the unidirectional data flow, a child component is restricted from sending a prop back to its parent component. This also helps in rendering the dynamically generated data.

**58. How is Virtual-DOM more efficient than Dirty checking?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

First thing to understand here is that in React, each component has a state which is observable. React knows when to re-render the scene because it is able to observe when this data changes. The observables are significantly faster than the Dirty checking because we don’t have to poll the data at a regular interval and check all of the values in the data structure recursively. By comparison, setting a value on the state will signal to a listener that some state has changed. In a situation like that, React can simply listen for change events on the state and queue up re-rendering. Long story short, the virtual DOM is more efficient than the Dirty checking simply because it prevents all the unnecessary re-renders. Re-rendering only occurs when the state changes.

**59. Is it mandatory to define constructor for React component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

No, it is not mandatory. i.e, If you don’t initialize state and you don’t bind methods, you don’t need to implement a constructor for your React component.

**60. What is the difference between a controlled component and an uncontrolled component?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

A large part of React is this idea of having components control and manage their own state. What happens when we throw native HTML form elements (input, select, textarea, etc) into the mix? Should we have React be the “single source of truth” like we’re used to doing with React or should we allow that form data to live in the DOM like we’re used to typically doing with HTML form elements? These two questions are at the heart of controlled vs. uncontrolled components.

A controlled component is a component where React is in control and is the single source of truth for the form data. As you can see below, username doesn’t live in the DOM but instead lives in our component state. Whenever we want to update username, we call setState as we’re used to.

**61. What are the rules needs to follow for hooks?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

You need to follow two rules inorder to use hooks:

* Call Hooks only at the top level of your react functions. i.e, You shouldn’t call Hooks inside loops, conditions, or nested functions. This will ensure that Hooks are called in the same order each time a component renders and it preserves the state of Hooks between multiple useState and useEffect calls.
* Call Hooks from React Functions only. i.e, You shouldn’t call Hooks from regular JavaScript functions.

**62. React has something called a state. What is it and how it is used?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

States are the source of data for React components. In other words, they are objects responsible for determining components behavior and rendering. As such, they must be kept as simple as possible. Accessible by means of this.state(), state is mutable and creates dynamic and interactive components.

**63. What is JSX?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

JSX is a syntax extension to JavaScript and comes with the full power of JavaScript. JSX produces React “elements”. You can embed any JavaScript expression in JSX by wrapping it in curly braces. After compilation, JSX expressions become regular JavaScript objects. This means that you can use JSX inside of if statements and for loops, assign it to variables, accept it as arguments, and return it from functions. Eventhough React does not require JSX, it is the recommended way of describing our UI in React app.

**64. Explain the use of Redux thunk?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Redux thunk acts as middleware which allows an individual to write action creators that return functions instead of actions. This is also used as a delay function in order to delay dispatch of an action if a certain condition is met. The two store methods getState() and dispatch() are provided as parameters to the inner function.

**65. Is setState() is async? Why is setState() in React Async instead of Sync?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

setState() actions are asynchronous and are batched for performance gains.

setState() does not immediately mutate this.state but creates a pending state transition. Accessing this.state after calling this method can potentially return the existing value. There is no guarantee of synchronous operation of calls to setState and calls may be batched for performance gains.

This is because setState alters the state and causes rerendering. This can be an expensive operation and making it synchronous might leave the browser unresponsive. Thus the setState calls are asynchronous as well as batched for better UI experience and performance.

**66. What is the difference between async mode and concurrent mode?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Both refer to the same thing. Previously concurrent Mode being referred to as "Async Mode" by React team. The name has been changed to highlight React’s ability to perform work on different priority levels. So it avoids the confusion from other approaches to Async Rendering.

**67. What does shouldComponentUpdate do and why is it important?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

What shouldComponentUpdate does is it’s a lifecycle method that allows us to opt out of this reconciliation process for certain components (and their child components). Why would we ever want to do this? As mentioned above, “The end goal of reconciliation is to, in the most efficient way possible, update the UI based on new state”. If we know that a certain section of our UI isn’t going to change, there’s no reason to have React go through the trouble of trying to figure out if it should. By returning false from shouldComponentUpdate, React will assume that the current component, and all its child components, will stay the same as they currently are.

**68. Explain React Decorators**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Decorators in React help you take an existing Class component, or function of a Class component, and modify it, thereby allowing you to add extra capabilities, without having to mess with the existing codebase. Modification can be overriding the existing function completely, or just adding extra logic to it. In essence, decorators take one function, and return another function after spicing it up. React and decorators can go hand-in-hand due to presence of Higher Order Components , and Higher Order Functions.

**69. What are the different phases of React component’s lifecycle?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

There are three different phases of React component’s lifecycle: Initial Rendering Phase: This is the phase when the component is about to start its life journey and make its way to the DOM. Updating Phase: Once the component gets added to the DOM, it can potentially update and re-render only when a prop or state change occurs. That happens only in this phase. Unmounting Phase: This is the final phase of a component’s life cycle in which the component is destroyed and removed from the DOM.

**70. What is the purpose of eslint plugin for hooks?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The ESLint plugin enforces rules of Hooks to avoid bugs. It assumes that any function starting with ”use” and a capital letter right after it is a Hook. In particular, the rule enforces that, - Calls to Hooks are either inside a PascalCase function (assumed to be a component) or another useSomething function (assumed to be a custom Hook). - Hooks are called in the same order on every render.

**71. How would you debug an issue in react code? What debugging tools have you used?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Debugging as a crucial part of the development process. Before you start your next React JS job interview, make sure you have experience with the following industry standard debugging tools (and can explain how you’d use them):

* Linters (eslint, jslint)
* Debuggers (React Developer Tools)

**72. What are the lifecycle methods of ReactJS?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* componentWillMount: Executed before rendering and is used for App level configuration in your root component.
* componentDidMount: Executed after first rendering and here all AJAX requests, DOM or state updates, and set up eventListeners should occur.
* componentWillReceiveProps: Executed when particular prop updates to trigger state transitions.
* shouldComponentUpdate: Determines if the component will be updated or not. By default it returns true. If you are sure that the component doesn't need to render after state or props are updated, you can return false value. It is a great place to improve performance as it allows you to prevent a rerender if component receives new prop.
* componentWillUpdate: Executed before re-rendering the component when there are pros & state changes confirmed by shouldComponentUpdate which returns true.
* componentDidUpdate: Mostly it is used to update the DOM in response to prop or state changes.
* componentWillUnmount: It will be used to cancel any outgoing network requests, or remove all event listeners associated with the component.

**73. How is ReactJs different from AngularJS?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The first difference between both of them is their code dependency. ReactJS depends less on the code whereas AngularJS needs a lot of coding to be done. The packaging on React is quite strong as compared to the AngularJS. Another difference is React is equipped with Virtual Dom while the Angular has a Regular DOM. ReactJS is all about the components whereas AngularJS focus mainly on the Models, View as well as on Controllers. AngularJS was developed by Google while the ReactJS is the outcome of facebook. These are some of the common differences between the two.

**74. What would be two of the most significant drawbacks of React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* Integrating React with the MVC framework like Rails requires complex configuration.
* React requires the users to have knowledge about the integration of user interface into MVC framework.

**75. What are synthetic events in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Synthetic events are the objects which act as a cross-browser wrapper around the browser’s native event. They combine the behavior of different browsers into one API. This is done to make sure that the events show consistent properties across different browsers.

**76. Can you force a React component to rerender without calling setState?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

In your component, you can call this.forceUpdate() to force a rerender.

**77. What is arrow function in React? How is it used?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Arrow functions are more of brief syntax for writing the function expression. They are also called ‘fat arrow‘ (=>) the functions. These functions allow to bind the context of the components properly since in ES6 auto binding is not available by default. Arrow functions are mostly useful while working with the higher order functions.

**78. Mention the key benefits of Flux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Applications that are built on Flux have components that can simply be tested. By simply updating the store, developers are able to manage and test any react component. It cut down the overall risk of data affection. All the applications are highly scalable and suffer no compatibility issues.

**79. Why are fragments better than container divs?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* It’s a tiny bit faster and has less memory usage (no need to create an extra DOM node). This only has a real benefit on very large and/or deep trees, but application performance often suffers from death by a thousand cuts. This is one cut less.
* Some CSS mechanisms like Flexbox and CSS Grid have a special parent-child relationship, and adding divs in the middle makes it hard to keep the desired layout while extracting logical components.
* The DOM inspector is less cluttered.

**80. What are refs in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Refs is the short hand for References in React. It is an attribute which helps to store a reference to a particular React element or component, which will be returned by the components render configuration function. It is used to return references to a particular element or component returned by render(). They come in handy when we need DOM measurements or to add methods to the components.

**81. Is it ref argument available for all functions or class components?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Regular function or class components don’t receive the ref argument, and ref is not available in props either. The second ref argument only exists when you define a component with React.forwardRef call.

**82. In ReactJS, why there is a need to capitalize on the components?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is necessary because components are not the DOM element but they are constructors. If they are not capitalized, they can cause various issues and can confuse developers with several elements. At the same time, the problem of integration of some elements and commands can be there.

**83. What are the benefits of using typescript with reactjs?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Below are some of the benefits of using typescript with ReactJS:

* It is possible to use latest JavaScript features.
* Use of interfaces for complex type definitions.
* IDEs such as VS Code was made for TypeScript.
* Avoid bugs with the ease of readability and Validation.

**84. How would you structure a React application?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

This is an open question with many possible answers. The basic structure is usually module or feature based. We usually differentiate between UI and logic. There are many approaches to structure UI components with the most popular being atomic design. Data and business heavy applications use a more domain driven approach. The ideal combination for larger applications is having the domain logic separate and having the UI logic in an atomic structure. All this can be combined in features which are rendered on pages.

**85. What is the use of a super keyword in React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The super keyword helps you to access and call functions on an object’s parent.

**86. Why are String Refs considered legacy?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

If you worked with React before, you might be familiar with an older API where the ref attribute is a string, like ref={'textInput'}, and the DOM node is accessed as this.refs.textInput. We advise against it because string refs have below issues, and are considered legacy. String refs were removed in React v16.

* They force React to keep track of currently executing component. This is problematic because it makes react module stateful, and thus causes weird errors when react module is duplicated in the bundle.
* They are not composable — if a library puts a ref on the passed child, the user can't put another ref on it. Callback refs are perfectly composable.
* They don't work with static analysis like Flow. Flow can't guess the magic that framework does to make the string ref appear on this.refs, as well as its type (which could be different). Callback refs are friendlier to static analysis.
* It doesn't work as most people would expect with the "render callback" pattern

**87. When should you use the top-class elements for the function element?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

If your element does a stage or lifetime cycle, we should use top-class elements.

**88. What is the methods order when component is re-rendered?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

An update can be caused by changes to props or state. The below methods are called in the following order when a component is being re-rendered.

* static getDerivedStateFromProps()
* shouldComponentUpdate()
* render()
* getSnapshotBeforeUpdate()
* componentDidUpdate()

**89. Explain the Virtual DOM and its working.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

A virtual DOM is a lightweight JS object. It is simply a copy of the real DOM. A virtual DOM is a node tree that lists various elements, their attributes, and content as objects and their properties.

The render() function in React is responsible for creating a node tree from the React components. This tree is then updated in response to the mutations resulting in the data model due to various actions made by the user or the system.

Virtual DOM operates in three simple steps:

* Step 1 – The entire UI is re-rendered in Virtual DOM representation as soon as there are some underlying data changes.
* Step 2 – Now, the difference between the previous DOM representation and the new one (resulted from underlying data changes) is calculated.
* Step 3 – After the calculations are successfully carried out, the real DOM is updated in line with only the things that actually underwent changes.

**90. Is it possible to nest JSX elements into other JSX elements?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is possible. The process is quite similar to that of nesting the HTML elements. However, there are certain things that are different in this. You must be familiar with the source and destination elements to perform this task simply.

**Advanced**

**1. How does React know when to re-render App component if we handle window resizing in useWindowSize?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

When you call setSize inside the custom hooks, React knows that this hook is used in App component and will re-render it.

**2. Explain Flexbox and its benefits**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Flexbox is a layout-ing method which solves many previous problems with handling layouts in CSS. It eliminates the need for different GRID libraries and using floats to position blocks on the site. It has a very intuitive api and gives a lot more control and flexibility.

**3. Why do we need a key property? Give an example when a bad key causes an error.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

There are classic diffing algorithms with O(n³) time complexity, which might be used for creating a tree of React elements. But it means for displaying 1000 elements would require one billion comparisons.

Instead, React implements a heuristic O(n) algorithm with an assumption that the developer can hint at which child elements may be stable across different renders with a keyprop.

What about a bad key? Well, an index might be a very bad key if you decide to make your children removable. Check out this demo. Try to type something in the second input and then remove the first one. But you still can see the value in the second one, why so?

Because your keys are unstable. After removal, your third child with a key equals to 3, now has a key equals to 2. It’s not the same element for React now. And it will match it to the wrong DOM element, which previously had a key equals to 2 (which keeps the value we typed in a second input).

**4. React unit tests vs integration tests for components.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It’s worth mentioning both Enzyme and react-testing-library.

React testing library provides a clean and simple API which focuses on testing applications “as a user would”. This means an API returns HTML Elements rather than React Components with shallow rendering in Enzyme. It’s is a nice tool for writing integrational tests.

Enzyme is still a valid tool, it provides a more sophisticated API which gives you access to component’s props and internal state. It makes sense to create unit tests for components.

**5. What is windowing technique?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Windowing is a technique that only renders a small subset of your rows at any given time, and can dramatically reduce the time it takes to re-render the components as well as the number of DOM nodes created. If your application renders long lists of data then this technique is recommended. Both react-window and react-virtualized are popular windowing libraries which provides several reusable components for displaying lists, grids, and tabular data.

**6. Explain the positives and negatives of shallow rendering components in tests.**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

**Positives:**

* It is faster to shallow render a component than to fully render it. When a React project contains a large number of components, this performance difference can have a significant impact on the total time taken for unit tests to execute.
* Shallow rendering prevents testing outside the boundaries of the component being tested—a best practice of unit testing.

**Negatives:**

* Shallow rendering is less similar to real-world usage of a component as part of an application, so it may not catch certain problems. Take the example of a <House /> component that renders a <LivingRoom /> component. Within a real application, if the <LivingRoom /> component is broken and throws an error, then <House /> would fail to render. However, if the unit tests of <House /> only use shallow rendering, then this issue will not be identified unless <LivingRoom /> is also covered with unit tests.

**7. What are the problems of using render props with pure components?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

If you create a function inside a render method, it negates the purpose of pure component. Because the shallow prop comparison will always return false for new props, and each render in this case will generate a new value for the render prop. You can solve this issue by defining the render function as instance method.

**8. Do you know what the reconciliation algorithm is?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is the algorithm responsible for figuring out what changed between re-renders and how to update the actual DOM. It is basically a diffing algorithm. The latest addition of improvements on the core algorithm is called React Fiber.

**9. How to prevent components from re-rendering?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* shouldComponentUpdate() — returns ‘true’ by default. You can override if you know which props have to trigger an update.
* PureComponents — The difference between them is that React.Component doesn’t implement shouldComponentUpdate method but React.PureComponentimplements it with a shallow prop and state comparison.
* React.memo — The same as the previous one but it works with functional components.

**10. How would you optimise the performance of a React application?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

The most expensive task in a React app is the update of the DOM. The basic optimisation is to reduce how many times a component re-renders. This can be achieved by using componentShouldUpdate, using PureComponent or memoization libraries like reselect. Reducing the size of the final JS file also helps improving performance and we can use dynamic imports and chunks for this.

**11. What are the drawbacks of MVW pattern?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* DOM manipulation is very expensive which causes applications to behave slow and inefficient.
* Due to circular dependencies, a complicated model was created around models and views.
* Lot of data changes happens for collaborative applications(like Google Docs).
* No way to do undo (travel back in time) easily without adding so much extra code.

**Redux**

**1. What are the advantages of formik over redux form library?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Below are the main reasons to recommend formik over redux form library:

* The form state is inherently short-term and local, so tracking it in Redux (or any kind of Flux library) is unnecessary.
* Redux-Form calls your entire top-level Redux reducer multiple times ON EVERY SINGLE KEYSTROKE. This way it increases input latency for large apps.
* Redux-Form is 22.5 kB minified gzipped whereas Formik is 12.7 kB

**2. Can Redux only be used with React?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Redux can be used as a data store for any UI layer. The most common usage is with React and React Native, but there are bindings available for Angular, Angular 2, Vue, Mithril, and more. Redux simply provides a subscription mechanism which can be used by any other code.

**3. How Relay is different from Redux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Relay is similar to Redux in that they both use a single store. The main difference is that relay only manages state originated from the server, and all access to the state is used via GraphQL queries (for reading data) and mutations (for changing data). Relay caches the data for you and optimizes data fetching for you, by fetching only changed data and nothing more.

**4. What are selectors? Why would you use reselect or a memoization library?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Selectors are functions which accept the state and return a portion of it while applying calculations, transformations, mappings, filtering etc. This way the logic of how to retrieve data for a specific view is encapsulated in a selector. Since many of the mentioned operations are expensive, when calling the selector again without state change, you want to skip the expensive operations as they will return the same results and hence the usage of reselect. Reselect will return the results from the Cashe in case arguments didn’t change.

**5. What is the mental model of redux-saga?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Saga is like a separate thread in your application, that's solely responsible for side effects. redux-saga is a redux middleware, which means this thread can be started, paused and cancelled from the main application with normal Redux actions, it has access to the full Redux application state and it can dispatch Redux actions as well.

**6. What is an action in Redux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

It is a function which returns an action object. The action-type and the action data are always stored in the action object. Actions can send data between the Store and the software application. All information retrieved by the Store is produced by the actions.

**7. Why are Redux state functions called reducers?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Reducers always return the accumulation of the state (based on all previous and current actions). Therefore, they act as a reducer of state. Each time a Redux reducer is called, the state and action are passed as parameters. This state is then reduced (or accumulated) based on the action, and then the next state is returned. You could reduce a collection of actions and an initial state (of the store) on which to perform these actions to get the resulting final state.

**8. What are the core principles of Redux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

Redux follows three fundamental principles:

* Single source of truth: The state of your whole application is stored in an object tree within a single store. The single state tree makes it easier to keep track of changes over time and debug or inspect the application.
* State is read-only: The only way to change the state is to emit an action, an object describing what happened. This ensures that neither the views nor the network callbacks will ever write directly to the state.
* Changes are made with pure functions: To specify how the state tree is transformed by actions, you write reducers. Reducers are just pure functions that take the previous state and an action as parameters, and return the next state.

**9. What are the downsides of Redux compared to Flux?**[**↑**](https://www.adaface.com/blog/react-interview-questions/#questionsindex)

* You will need to learn to avoid mutations: Flux is un-opinionated about mutating data, but Redux doesn't like mutations and many packages complementary to - - Redux assumes you never mutate the state. You can enforce this with dev-only packages like redux-immutable-state-invariant, Immutable.js, or instructing your team to write non-mutating code.
* You're going to have to carefully pick your packages: While Flux explicitly doesn't try to solve problems such as undo/redo, persistence, or forms, Redux has extension points such as middleware and store enhancers, and it has spawned a rich ecosystem.
* There is no nice Flow integration yet: Flux currently lets you do very impressive static type checks which Redux doesn't support yet.

#### 1. Benefits of Redux?

**Answer:**

* **Maintainability:** The maintenance of Redux becomes easier due to strict code structure and organization.
* **Organization:** code organization is very strict; hence the stability of the code is high, which intern increases the work to be much easier.
* **Server rendering:** This is useful, particularly to the preliminary render, which keeps up a better user experience or search engine optimization. The server-side created stores are forwarded to the client-side.
* **Developer tools:** It is Highly traceable, so changes in position and changes in the application; all such instances make the developers have a real-time experience.
* **Ease of testing:** The first rule of writing testable code is to write small functions that do only one thing and that are independent. Redux’s code is made of functions that used to be: small, pure, and isolated.

#### Q2. How Distinct from MVC and Flux?

**Answer:**  
As far as MVC structure is concerned, the data, presentation, and logical layers are well separated and handled. Change to an application even at a smaller position may involve many changes through the application. this happens because data flow exists bidirectional as far as MVC is concerned. Maintenance of MVC structures are hardly complex, and Debugging also expects a lot of experience for it.

Flux stands closely related to redux. A story based strategy allows capturing the changes applied to the application state, the event subscription, and the current state are connected by means of components. Call back payloads are broadcasted by means of Redux.

#### Q3. Functional programming concepts?

**Answer:**  
The various functional programming concepts used to structure Redux are listed below,

* Functions are treated as First-class objects.
* Capable of passing functions in the format of arguments.
* Capable of controlling flow using recursions, functions, and arrays.
* Helper functions such as reduce and map filters are used.
* Allows linking functions together.
* The state doesn’t change.
* Prioritize the order of executing the code is not really necessary.

#### Q4. Redux change of state?

**Answer:**  
For a release of action, a change in state to an application is applied; this ensures an intent to change the state will be achieved.

**Example:**

* The user clicks a button in the application.
* A function is called in the form of a component.
* So now an action gets dispatched by the relative container.
* This happens because the prop (which was just called in the container) is tied to an action dispatcher using mapDispatchToProps (in the container).
* Reducer on capturing the action, it intern executes a function, and this function returns a new state with specific changes.
* The state change is known by the container and modifies a specific prop in the component due to the mapStateToProps function.

#### Q5. Where can Redux be used?

**Answer:**  
Redux is majorly used in combination with reacting. It also has the ability to get used to other view libraries too. Some of the famous entities like AngularJS, Vue.js, and Meteor. It can get combined with Redux easily. This is a key reason for the popularity of Redux in its ecosystem. So many articles, tutorials, middleware, tools, and boilerplates are available.

### Part 2 – Redux Interview Questions (Advanced)

Let us now have a look at the advanced Interview Questions.

#### Q6. What is the typical flow of data in a React + Redux app?

**Answer:**  
Call-back from the UI component dispatches an action with a payload; these dispatched actions are intercepted and received by the reducers. This interception will generate a new application state. From here, the actions will be propagated down through a hierarchy of components from the Redux store. The below diagram depicts the entity structure of a redux+react setup.

#### Q7. What is store in redux?

**Answer:**  
The store holds the application state and supplies the helper methods for accessing the state.  
Register listeners and dispatch actions. There is only one Store while using Redux. The store is configured via the createStorefunction. The single store represents the entire state. R  
ducers return a state via action.

export function configureStore(initialState) {  
return createStore(rootReducer, initialState);  
}

The root reducer is a collection of all reducers in the application.

const rootReducer = combineReducers({  
donors: donorReducer,  
});

Let us move to the next Redux Interview Questions.

#### Q8. Explain Reducers in Redux?

**Answer:**  
The state of a store is updated by means of reducer functions. A stable collection of reducers form a store, and each of the stores maintains a separate state associated with itself. To update the array of donors, we should define a donor application.  
The reducer as follows.

export default function donorReducer(state = [], action) {  
switch (action.type) {  
case actionTypes.addDonor:  
return [...state, action.donor];  
default:  
return state;  
}  
}

The reducers receive the initial state and action. Based on the action type, it returns a new state for the store. The state maintained by reducers is immutable. The below-given reducer it holds the current state and action as an argument for it and then returns the next.

state:functionhandelingAuthentication(st, actn)  
{  
return \_.assign({}, st,  
{  
auth: actn.pyload  
});  
}

#### Q9. Redux workflow features?

**Answer:**

* **Reset:** Allow to reset the state of the store
* **Revert:** Rollback to the last committed state
* **Sweep:** All disabled actions that you might have fired by mistake will be removed
* **Commit:** Makes the current state the initial state

#### Q10. Explain action’s in Redux?

**Answer:**  
Actions in Redux are functions that return an action object. The action-type and the action data are packed in the action object. Which also allows a donor to be added to the system. Actions send data between the store and the application. The actions produce all information retrieved by the store.

export function addDonorAction(donor) {  
return {  
type: actionTypes.addDonor,  
donor,  
};  
}

* 1. **What are the core principles of Redux?**

There are three core principles that Redux follows:

* Single source of truth: The global state of your app is put away in an object tree inside a single store.
* The state is read-only: State can only be changed by emitting an action, an object that explains what has happened.
* Changes are made with pure functions: This is to define how the state tree is being transformed by the actions, you have to write pure reducers.
* **2. What is the difference between mapStateToProps() and mapDispatchToProps()?**

|  |  |
| --- | --- |
| **mapStateToProps()** | **mapDispatchToProps()** |
| It is a function that is used to provide the stored data to the component. | It is a function that is used to provide the action creators with props to the component. |
| All the results of mapStateToProps() should be the plain object that will later be merged into the component’s prop. | By mapDispatchToProps(), all the action creators are wrapped in the dispatcher call so that they may be called upon directly and will be merged into the component’s prop. |
| It is used to connect the redux state to the props of the react component. | It is used to connect redux actions to the react props. |

Q..Do you need to keepIs all component states in Redux store?

**Answer**

You need to keep your application state as small as possible. You don't have to push everything in there. Only do it makes a lot of sense to keep something there Or if it makes your life easier when using Dev Tools. But we shouldn't overload its importance too much.

Q.What is Redux DevTools?

**Answer**

**Redux DevTools** is a live-editing time travel environment for redux with hot reloading, action replay, and customizable UI. If you don’t want to bother with installing Redux DevTools and integrating it into your project, consider using Redux DevTools Extension for Chrome and Firefox.

Q.How to add multiple middlewares to Redux?

**Answer**

You can use applyMiddleware where you can pass each piece of middleware as a new argument. So you just need to pass each piece of middleware you’d like. For example, you can add Redux Thunk and logger middlewares as an argument as below,

## Q. What are the core principles of Redux?

Answer

Redux follows three fundamental principles: 1. **Single source of truth:** The state of your whole application is stored in an object tree within a single store. The single state tree makes it easier to keep track of changes over time and debug or inspect the application. 2. **State is ready only:** The only way to change the state is to emit an action, an object describing what happened. This ensures that neither the views nor the network callbacks will ever write directly to the state. 3. **Changes are made with pure functions:** To specify how the state tree is transformed by actions, you write pure reducers(Reducers are just pure functions that take the previous state and an action, and return the next state).

Q.What are the features of Redux DevTools?

**Answer**

Below are the major features of Redux devTools 1. Lets you inspect every state and action payload 2. Lets you go back in time by “cancelling” actions 3. If you change the reducer code, each “staged” action will be re-evaluated 4. If the reducers throw, you will see during which action this happened, and what the error was 5. With persistState() store enhancer, you can persist debug sessions across page reloads

Q.What is Redux Thunk?

**Answer**

**Redux Thunk** middleware allows you to write action creators that return a function instead of an action. The thunk can be used to delay the dispatch of an action, or to dispatch only if a certain condition is met. The inner function receives the store methods dispatch and getState() as parameters.

Q.What is redux-saga?

**Answer**

**redux-saga** is a library that aims to make side effects (i.e. asynchronous things like data fetching and impure things like accessing the browser cache) in React/Redux applications easier and better. It is available in NPM as

npm install --save redux-saga

## Q. What is the difference between React context and React redux?

**Answer**

You can use **Context** in your application directly and is going to be great for passing down data to deeply nested components which what it was designed for. Whereas **Redux** is much more powerful and provides a large number of features that the Context Api doesn't provide.

Also, React Redux uses context internally but it doesn’t expose this fact in the public API. So you should feel much safer using context via React Redux than directly because if it changes, the burden of updating the code will be on React Redux instead developer responsibility.

Q.What are the differences between redux-saga and redux-thunk?

**Answer**

Both **Redux Thunk** and **Redux Saga** take care of dealing with side effects. In most of the scenarios, Thunk allows *Promises* to deal with them, whereas Saga uses *Generators*.

Thunk is simple to use and Promises are familiar to many developers, Saga/Generators are more powerful but you will need to learn them. But both the two middleware can coexists, so you can start with Thunks and introduce Sagas when/if you need them.

## Q. What are the differences between call and put in redux-saga?

**Answer**

Both **call** and **put** are effects creators functions.

* **call** function is used to create effect description, which instructs middleware to call the promise.
* **put** function creates effect, in which instructs middleware to dispatch an action to the store.

Let's take example of how these effects work for fetching particular user data

function\* fetchUserSaga(action) {

// `call` function accepts rest arguments, which will be passed to `api.fetchUser` function.

// Instructing middleware to call promise, it resolved value will be assigned to `userData` variable

const userData = yield call(api.fetchUser, action.userId);

// Instructing middleware to dispatch corresponding action.

yield put({

type: 'FETCH\_USER\_SUCCESS',

userData

});

}

## Q. What is the proper way to access Redux store?

**Answer**

The best way to access your store through a component is using the connect() function. Actually creates a new component that wraps around your existing one! This pattern is called *Higher-Order Components*, and is generally the preferred way of extending a component's functionality in React. This allows you to map state and action creators to your component, and have them passed in automatically as your store updates. Let's take an example of FilterLink component using connect,

import { connect } from 'react-redux'

import { setVisibilityFilter } from '../actions'

import Link from '../components/Link'

const mapStateToProps = (state, ownProps) => {

return {

active: ownProps.filter === state.visibilityFilter

}

}

const mapDispatchToProps = (dispatch, ownProps) => {

return {

onClick: () => {

dispatch(setVisibilityFilter(ownProps.filter))

}

}

}

const FilterLink = connect(

mapStateToProps,

mapDispatchToProps

)(Link)

export default FilterLink

Due to it having quite a few performance optimizations and generally being less likely to cause bugs, the Redux devs almost always recommend using connect over accessing the store directly (using context API).

class MyComponent {

someMethod() {

doSomethingWith(this.context.store);

}

}

## Q. Why are Redux state functions called as reducers?

**Answer**

**Reducers** always return the accumulation of the state (based on all previous and current actions) not only default values. Therefore, they act as a reducer of state. Each time a redux reducer is called, the state is passed in with the action (state, action). This state is then reduced (or accumulated) based on the action, and then the next state is returned. i.e, You could "reduce" a collection of actions and an initial state (of the store) on which to perform these actions to get the resulting final state.

**3. Do you need to keep all component states in the Redux store?**

You do not need to push everything in the redux store as you have to keep your application state as small as possible. You should only do it if it makes a difference to you to keep something there or maybe helping you in making your life easier while using Dev Tools.

**5. What is an action in Redux?**

Actions are the plain JavaScript objects which contain a type field. Action can be considered as an event that can describe something that has happened in the application.Always remember actions should contain a small amount of information that is needed to mention what has happened.

**6. What is “store” in redux?**

The Redux “store” carries together all the states, reducers, and actions that create the app. The store has multiple responsibilities:

* It holds the state of the current application from inside
* With the help of store.getState(); it allows access to the current state.
* With the help of the store.dispatch(action); it allows the state to be updated.
* With the help of the store.subscriber(listener); it allows to register listener callbacks.

**Store Methods**

* getState()
* dispatch(action)
* subscribe(listener)
* replaceReducer(nextReducer)

**9. How to access redux stores outside a react component?**

To access the redux stores outside a react component, you need to export the store from the module where it has been created with createStore.

**10. How to structure Redux top-level directories?**

All the applications have multiple top-level directories as mentioned below:

* Components: it is used for “dumb” React components that are unfamiliar with Redux.
* Containers: It is used for “smart” React components which are connected to the Redux.
* Actions: It is used for all the action creators, where the file name should be corresponding to the part of the app.
* Reducers: It is used for all the reducers where the file name is corresponding to the state key.
* Store: it is used for store initialization. This directory works best in small and mid-level size apps.

![lead interview questions](data:image/jpeg;base64,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)

**12. What are reducers in redux?**

The reducers in redux are the pure functions that take the previous state and an action, and then it returns to the next state.  
(previousState, action) => newState

It is known as the reducer because they are the type of function that would pass to Array.prototype.reduce(reducer, ?initialValue). It is very essential to ensure that the reducer stays pure.

**Q.1. How to create components in React?**

**Ans.** There are two possible ways to create a component.

✅Functional Components: This is the simplest way to create a component. Those are pure JavaScript functions that accept props object as first parameter and return React elements:

function Greeting({ message }) {

return <h1>{`Hello, ${message}`}</h1>;

}

✅Class Components: You can also use ES6 class to define a component. The above function component can be written as:

class Greeting extends React.Component {

render() {

return <h1>{`Hello, ${this.props.message}`}</h1>;

}

}

**Q.2. What are the difference between a class component and functional component?**

**Ans.**

✅Class Components

* Class-based Components uses ES6 class syntax. It can make use of the lifecycle methods.
* Class components extend from React.Component.
* In here you have to use this keyword to access the props and functions that you declare inside the class components.

✅Functional Components

* Functional Components are simpler comparing to class-based functions.
* Functional Components mainly focuses on the UI of the application, not on the behavior.
* To be more precise these are basically render function in the class component.
* Functional Components can have state and mimic lifecycle events using Reach Hooks

**Q.3. What is difference between controlled vs uncontrolled component?**

**Ans.**

✅Controlled Components  
In HTML, form elements such as <input />, <textarea />, and <select /> typically maintain their own state and update it based on user input. When a user submits a form, the values from the elements mentioned above are sent with the form. With React it works differently. The component containing the form will keep track of the value of the input in its state and will re-render the component each time the callback function, e.g., onChange is fired as the state will be updated. An input form element whose value is controlled by React in this way is called a "controlled component". You could also call this a "dumb component".

✅Uncontrolled Components  
A Uncontrolled Component is one that stores its own state internally, and you query the DOM using a ref to find its current value when you need it. This is a bit more like traditional HTML.

Example

// Controlled:

<input type="text" value={value} onChange={handleChange} />

// Uncontrolled:

<input type="text" defaultValue="foo" ref={inputRef} />

// Use `inputRef.current.value` to read the current value of <input>

**Q.4. What is children?**

**Ans.** In JSX expressions that contain both an opening tag and a closing tag, the content between those tags is passed to components automatically as a special prop:

props.children

There are some methods available in the React API to work with this prop. These include React.Children.map, React.Children.forEach, React.Children.count, React.Children.only, React.Children.toArray 👶

const MainContainer = React.createClass({

render: function () {

return <div>{this.props.children}</div>;

},

});

ReactDOM.render(

<MainContainer>

<span>{'Hello'}</span>

<span>{'World'}</span>

</MainContainer>,

node,

);

**Q.5. What is prop drilling and how can you avoid it?**

**Ans.** While passing a prop from each component to the next in the hierarchy from the source component to the deeply nested component. This is called **prop drilling**.

To avoid prop drilling, a common approach is to use React context. This allows a Provider component that supplies data to be defined, and allows nested components to consume context data via either a Consumer component or a useContext hook.

**Q.6. What is Pure Component?**

**Ans.** React.PureComponent is exactly the same as React.Component except that it handles the shouldComponentUpdate() method for you. When props or state changes, PureComponent will do a shallow comparison on both props and state. Component on the other hand won't compare current props and state to next out of the box. Thus, the component will re-render by default whenever shouldComponentUpdate is called.

**Q.7. Why should we not update the state directly?**

**Ans.** If you try to update state directly then it won't re-render the component.

//Wrong ❌

this.state.message = 'Not Updated';

Instead use setState() method. It schedules an update to a component's state object. When state changes, the component responds by re-rendering.

//Correct ✅

this.setState({ message: 'Updated' });

📝 Note: You can directly assign to the state object either in *constructor* or using latest javascript's class field declaration syntax.

**Q.8. What is the purpose of callback function as an argument of setState()**

**Ans.** The callback function is invoked when setState finished and the component gets rendered. Since setState() is **asynchronous** the callback function is used for any post action.

📝 Note: It is recommended to use lifecycle method rather than this callback function.

setState({ name: 'Supi' }, () => console.log('The name has updated and component re-rendered'));

**Q.9. What are synthetic events in React?**

**Ans.** Synthetic Event is a cross-browser wrapper around the browser's native event. It's API is same as the browser's native event, including stopPropagation() and preventDefault(), except the events work identically across all browsers.

**Q.10. What is "key" prop and what is the benefit of using it in arrays of elements 🗝?**

**Ans.** A key is a special string attribute you **should** include when creating arrays of elements.*Key* prop helps React identify which items have changed, are added, or are removed.

Most often we use ID from our data as *key*:

const todoItems = todos.map((todo) => <li key={todo.id}>{todo.text}</li>);

When you don't have stable IDs for rendered items, you may use the item *index* as a *key* as a last resort:

const todoItems = todos.map((todo, index) => <li key={index}>{todo.text}</li>);

📝 Note:

1. Using *indexes* for *keys* is **not recommended** if the order of items may change. This can negatively impact performance and may cause issues with component state.
2. If you extract list item as separate component then apply *keys* on list component instead of li tag.
3. There will be a warning message in the console if the key prop is not present on list items.

**Q.11. Why are String Refs legacy?**

**Ans.** If you worked with React before, you might be familiar with an older API where the ref attribute is a string, like ref={'textInput'}, and the DOM node is accessed as this.refs.textInput. We advise against it because *string refs have below issues*, and are considered legacy. String refs were **removed in React v16**.

1. They *force React to keep track of currently executing component*. This is problematic because it makes react module stateful, and thus causes weird errors when react module is duplicated in the bundle.
2. They are *not composable* — if a library puts a ref on the passed child, the user can't put another ref on it. Callback refs are perfectly composable.
3. They *don't work with static analysis* like Flow. Flow can't guess the magic that framework does to make the string ref appear on this.refs, as well as its type (which could be different). Callback refs are friendlier to static analysis.
4. It doesn't work as most people would expect with the "render callback" pattern (e.g. )

class MyComponent extends Component {

renderRow = (index) => {

// This won't work. Ref will get attached to DataTable rather than MyComponent:

return <input ref={'input-' + index} />;

// This would work though! Callback refs are awesome.

return <input ref={(input) => (this['input-' + index] = input)} />;

};

render() {

return <DataTable data={this.props.data} renderRow={this.renderRow} />;

}

}

**Q.12. What is the difference between createElement and cloneElement?**

**Ans.** JSX elements will be transpiled to React.createElement() functions to create React elements which are going to be used for the object representation of UI. Whereas cloneElement is used to clone an element and pass it new props.

**Q.13. What is reconciliation?**

**Ans.** When a component's props or state change, React decides whether an actual DOM update is necessary by comparing the newly returned element with the previously rendered one. When they are not equal, React will update the DOM. This process is called reconciliation.

**Q.14. Is lazy function supports named exports?**

**Ans.** No, currently React.lazy function supports default exports only. If you would like to import modules which are named exports, you can create an intermediate module that reexports it as the default. It also ensures that tree shaking keeps working and don’t pull unused components. Let's take a component file which exports multiple named components,

Example:

// FewComponents.js

export const SomeComponent = /\* ... \*/;

export const UnusedComponent = /\* ... \*/;

and reexport FewComponents.js components in an intermediate file IntermediateComponent.js

// IntermediateComponent.js

export { SomeComponent as default } from './FewComponents.js';

Now you can import the module using lazy function as below,

import React, { lazy } from 'react';

const SomeComponent = lazy(() => import('./IntermediateComponent.js'));

**Q.15. What are portals in React?**

**Ans.** Portal is a recommended way to render children into a DOM node that exists outside the DOM hierarchy of the parent component.

ReactDOM.createPortal(child, container);

The first argument is any render-able React child, such as an element, string, or fragment. The second argument is a DOM element.

**Q.16. What are stateless components?**

**Ans.** If the behaviour is independent of its state then it can be a stateless component. You can use either a function or a class for creating stateless components. But unless you need to use a lifecycle hook in your components, you should go for function components.

**Q.17. What are stateful components?**

**Ans.** If the behaviour of a component is dependent on the *state* of the component then it can be termed as stateful component. These *stateful components* are always *class components* and have a state that gets initialized in the constructor.

class App extends Component {

constructor(props) {

super(props);

this.state = { count: 0 };

}

render() {

// ...

}

}

**React 16.8 Update:**

Hooks let you use state and other React features without writing classes.

*The Equivalent Functional Component*

import React, {useState} from 'react';

const App = (props) => {

const [count, setCount] = useState(0);

return (

// JSX

)

}

**Q.18. What is the impact of indexes as keys?**

**Ans.** Keys should be stable, predictable, and unique so that React can keep track of elements.

In the below code snippet each element's key will be based on ordering, rather than tied to the data that is being represented. This limits the optimizations that React can do.

{

todos.map((todo, index) => <Todo {...todo} key={index} />)

}

If you use element data for unique key, assuming todo.id is unique to this list and stable, React would be able to reorder elements without needing to reevaluate them as much.

{

todos.map((todo) => <Todo {...todo} key={todo.id} />)

}

**Q.19. How do you memoize a component?**

**Ans.** Since React v16.6.0, we have a React.memo. It provides a higher order component which memoizes component unless the props change. To use it, simply wrap the component using React.memo before you use it.

const MemoComponent = React.memo(function MemoComponent(props) {

/\* render using props \*/

});

// OR

export default React.memo(MyFunctionComponent);

**Q.20. Why we need to pass a function to setState()?**

**Ans.** The reason behind for this is that setState() is an asynchronous operation. React batches state changes for performance reasons, so the state may not change immediately after setState() is called. That means you should not rely on the current state when calling setState() since you can't be sure what that state will be. The solution is to pass a function to setState(), with the previous state as an argument. By doing this you can avoid issues with the user getting the old state value on access due to the asynchronous nature of setState().

Let's say the initial count value is zero. After three consecutive increment operations, the value is going to be incremented only by one.

// assuming this.state.count === 0

this.setState({ count: this.state.count + 1 });

this.setState({ count: this.state.count + 1 });

this.setState({ count: this.state.count + 1 });

// this.state.count === 1, not 3

If we pass a function to setState(), the count gets incremented correctly.

this.setState((prevState, props) => ({

count: prevState.count + props.increment,

}));

// this.state.count === 3 as expected

**Q.21. Why should component names start with capital letter?**

**Ans.** If you are rendering your component using JSX, the name of that component has to begin with a capital letter otherwise React will throw an error as unrecognized tag. This convention is because only HTML elements and SVG tags can begin with a lowercase letter.

class OneComponent extends Component {

// ...

}

You can define component class which name starts with lowercase letter, but when it's imported it should have capital letter. Here lowercase is fine:

class myComponent extends Component {

render() {

return <div />;

}

}

export default myComponent;

While when imported in another file it should start with capital letter:

import MyComponent from './MyComponent';

**What are the exceptions on React component naming?**

The component names should start with a uppercase letter but there are few exceptions on this convention. The lowercase tag names with a dot (property accessors) are still considered as valid component names.

For example the below tag can be compiled to a valid component,

render() {

return (

<obj.component /> // `React.createElement(obj.component)`

)

}

**Q.22. Can you force a component to re-render without calling setState?**

**Ans.** By default, when your component's state or props change, your component will re-render. If your render() method depends on some other data, you can tell React that the component needs re-rendering by calling forceUpdate().

component.forceUpdate(callback);

It is recommended to avoid all uses of forceUpdate() and only read from this.props and this.state in render().

**Q.23. What is the difference between super() and super(props) in React usin ES6 classes?**

**Ans.** When you want to access this.props in constructor() then you should pass props to super() method.

**Using super(props):**

class MyComponent extends React.Component {

constructor(props) {

super(props);

console.log(this.props); // { name: 'Supi', ... }

}

}

**Using super():**

class MyComponent extends React.Component {

constructor(props) {

super();

console.log(this.props); // undefined

}

}

Outside constructor() both will display same value for this.props.

**Q.24. Is it mandatory to define constructor for React component?**

**Ans.** No, it is not mandatory. i.e, If you don’t initialize state and you don’t bind methods, you don’t need to implement a constructor for your React component.

**Q.25. What are default props?**

**Ans.** The defaultProps are defined as a property on the component class to set the default props for the class. This is used for undefined props, but not for null props.

For example, let us create color default prop for the button component,

class MyButton extends React.Component {

// ...

}

MyButton.defaultProps = {

color: 'blue',

};

If props.color is not provided then it will set the default value to 'red'. i.e, Whenever you try to access the color prop it uses default value

render() {

return <MyButton /> ; // props.color will be set to red

}

📝 Note: If you provide null value then it remains null value.

**Q.26. How to apply validation on props in React?**

**Ans.** When the application is running in *development mode*, React will automatically check all props that we set on components to make sure they have *correct type*. If the type is incorrect, React will generate warning messages in the console. It's disabled in *production mode* due to performance impact. The mandatory props are defined with isRequired.

The set of predefined prop types:

1. PropTypes.number
2. PropTypes.string
3. PropTypes.array
4. PropTypes.object
5. PropTypes.func
6. PropTypes.node
7. PropTypes.element
8. PropTypes.bool
9. PropTypes.symbol
10. PropTypes.any

We can define propTypes for User component as below:

import React from 'react';

import PropTypes from 'prop-types';

class User extends React.Component {

static propTypes = {

name: PropTypes.string.isRequired,

age: PropTypes.number.isRequired,

};

render() {

return (

<>

<h1>{`Welcome, ${this.props.name}`}</h1>

<h2>{`Age, ${this.props.age}`}</h2>

</>

);

}

}

📝 Note: In React v15.5 *PropTypes* were moved from React.PropTypes to prop-types library.

**Q.27. Why you can't update props in React?**

**Ans.** The React philosophy is that props should be immutable and top-down. This means that a parent can send any prop values to a child, but the child can't modify received props.

**Q.28. What are render props?**

**Ans.** Render Props is a simple technique for sharing code between components using a prop whose value is a function. The below component uses render prop which returns a React element.

<DataProvider render={(data) => <h1>{`Hello ${data.target}`}</h1>} />

Libraries such as React Router and DownShift are using this pattern.

**Q.29. What is Suspense component?**

**Ans.** If the module containing the dynamic import is not yet loaded by the time parent component renders, you must show some fallback content while you’re waiting for it to load using a loading indicator. This can be done using Suspense component.

Example

const OneComponent = React.lazy(() => import('./OneComponent'));

function MyComponent() {

return (

<div>

<Suspense fallback={<div>Loading...</div>}>

<OneComponent />

</Suspense>

</div>

);

}

As mentioned in the above code, Suspense is wrapped above the lazy component.

**Q.30. What is diffing algorithm?**

**Ans.** React needs to use algorithms to find out how to efficiently update the UI to match the most recent tree. The diffing algorithms is generating the minimum number of operations to transform one tree into another. However, the algorithms have a complexity in the order of O(n3) where n is the number of elements in the tree.

In this case, for displaying 1000 elements would require in the order of one billion comparisons. This is far too expensive. Instead, React implements a heuristic O(n) algorithm based on two assumptions:

1. Two elements of different types will produce different trees.
2. The developer can hint at which child elements may be stable across different renders with a key prop.

**Q.31. How to re-render the view when the browser is resized?**

**Ans.** You can listen to the resize event in componentDidMount() and then update the dimensions (width and height). You should remove the listener in componentWillUnmount() method.

class WindowDimensions extends React.Component {

constructor(props) {

super(props);

this.updateDimensions = this.updateDimensions.bind(this);

}

componentWillMount() {

this.updateDimensions();

}

componentDidMount() {

window.addEventListener('resize', this.updateDimensions);

}

componentWillUnmount() {

window.removeEventListener('resize', this.updateDimensions);

}

updateDimensions() {

this.setState({ width: window.innerWidth, height: window.innerHeight });

}

render() {

return (

<span>

{this.state.width} x {this.state.height}

</span>

);

}

}

**Q.32. What is React memo function?**

**Ans.** Class components can be restricted from rendering when their input props are the same using **PureComponent or shouldComponentUpdate**. Now you can do the same with function components by wrapping them in **React.memo**.

const MyComponent = React.memo(function MyComponent(props) {

/\* only rerenders if props change \*/

});

**Q.33. What is the methods order when component re-rendered?**

**Ans.** An update can be caused by changes to props or state. The below methods are called in the following order when a component is being re-rendered.

1. static getDerivedStateFromProps()
2. shouldComponentUpdate()
3. render()
4. getSnapshotBeforeUpdate()
5. componentDidUpdate()

**Q.34. What are loadable components?**

**Ans.** If you want to do code-splitting in a server rendered app, it is recommend to use Loadable Components because React.lazy and Suspense is not yet available for server-side rendering. Loadable lets you render a dynamic import as a regular component.

Lets take an example,

import loadable from '@loadable/component';

const OtherComponent = loadable(() => import('./OtherComponent'));

function MyComponent() {

return (

<div>

<OtherComponent />

</div>

);

}

Now OtherComponent will be loaded in a separated bundle

**Q.35. How to pretty print JSON with React?**

**Ans.** We can use <pre> tag so that the formatting of the JSON.stringify() is retained:

const data = { name: 'John', age: 42 };

class User extends React.Component {

render() {

return <pre>{JSON.stringify(data, null, 2)}</pre>;

}

}

React.render(<User />, document.getElementById('container'));

**Q.36. What is render hijacking in react?**

**Ans.** The concept of render hijacking is the ability to control what a component will output from another component. It actually means that you decorate your component by wrapping it into a Higher-Order component. By wrapping you can inject additional props or make other changes, which can cause changing logic of rendering. It does not actually enables hijacking, but by using HOC you make your component behave in different way.

**Q.37. How to use https instead of http in create-react-app?**

**Ans.** You just need to use HTTPS=true configuration. You can edit your package.json scripts section:

"scripts": {

"start": "set HTTPS=true && react-scripts start"

}

or just run set HTTPS=true && npm start

**Q.38. How can we convert functional component to pure component?**

**Ans.** We can convert functional to pure component using React.memo.

**Redux Interview Questions 👩🏻‍💻**

[**Q.1. What are reducers in redux?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#1-reducers)  
[**Q.2. How is state changed in redux?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#2-state-changed-in-redux)  
[**Q.3. How Redux Form initialValues get updated from state?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#3-initialvalues-updated-from-satte)  
[**Q.4. What is Redux Thunk?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#4-redux-thunk)  
[**Q.5. What is the difference between mapStateToProps() and mapDispatchToProps()?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#5-mapstatetoprops-vs-mapdispatchtoprops)  
[**Q.6. How to add multiple middlewares to Redux?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#6-mutiple-middleware)  
[**Q.7. What is React context vs React redux?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#7-react-context-vs-redux)  
[**Q.8. Why React uses className over class attribute?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#8-redux-thunk)  
[**Q.9. What is Relay?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#9-relay)  
[**Q.10. How Relay is different from Redux?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#10-relay-different-from-redux)  
[**Q.11. What is Combine Reducer?**](https://dev.to/suprabhasupi/react-redux-interview-questions-with-answers-13ba#11-combine-reducer)

**Q.1. What are reducers in redux?**

**Ans.** The reducer is a pure function that takes the previous state and an action, and returns the next state.

(previousState, action) => newState

It's very important that the reducer stays *pure*. Things you should never do inside a reducer:

* Mutate its arguments;
* Perform side effects like API calls and routing transitions;
* Call non-pure functions, e.g. Date.now() or Math.random()

**Q.2. How is state changed in redux?**

**Ans.** The only way to change the state is to emit an action, an object describing what happened. This ensures that neither the views nor the network callbacks will ever write directly to the state. Instead, they express an intent to transform the state. Because all changes are centralized and happen one by one in a strict order, there are no subtle race conditions to watch out for. As actions are just plain objects, they can be logged, serialized, stored, and later replayed for debugging or testing purposes.

**Q.3. How Redux Form initialValues get updated from state?**

**Ans.** You need to add enableReinitialize : true setting.

const InitializeFromStateForm = reduxForm({

form: 'initializeFromState',

enableReinitialize: true,

})(UserEdit);

If your initialValues prop gets updated, your form will update too.

**Q.4. What is Redux Thunk?**

**Ans.** Redux Thunk middleware allows you to write action creators that return a function instead of an action. The thunk can be used to delay the dispatch of an action, or to dispatch only if a certain condition is met. The inner function receives the store methods dispatch and getState() as parameters.

**Q.5. What is the difference between mapStateToProps() and mapDispatchToProps()?**

**Ans.**

mapStateToProps() is a utility which helps your component get updated state (which is updated by some other components):

const mapStateToProps = (state) => {

return {

todos: getVisibleTodos(state.todos, state.visibilityFilter),

};

};

mapDispatchToProps() is a utility which will help your component to fire an action event (dispatching action which may cause change of application state):

const mapDispatchToProps = (dispatch) => {

return {

onTodoClick: (id) => {

dispatch(toggleTodo(id));

},

};

};

Recommend always using the "object shorthand" form for the mapDispatchToProps

Redux wrap it in another function that looks like (…args) => dispatch(onTodoClick(…args)), and pass that wrapper function as a prop to your component.

const mapDispatchToProps = {

onTodoClick,

};

**Q.6. How to add multiple middlewares to Redux?**

**Ans.** You can use applyMiddleware where you can pass each piece of middleware as a new argument. So you just need to pass each piece of middleware you'd like. For example, you can add Redux Thunk and logger middlewares as an argument as below,

import { createStore, applyMiddleware } from 'redux'

const createStoreWithMiddleware = applyMiddleware(ReduxThunk, logger)(createStore);

**Q.7. What is React context vs React redux?**

**Ans.** You can use Context in your application directly and is going to be great for passing down data to deeply nested components which what it was designed for. Whereas Redux is much more powerful and provides a large number of features that the Context Api doesn't provide.

Also, **React Redux** uses context internally but it doesn’t expose this fact in the public API. So you should feel much safer using Context via React Redux than directly because if it changes, the burden of updating the code will be on React Redux instead developer responsibility.

**Q.8. Why React uses className over class attribute?**

**Ans.** *class* is a keyword in javascript and JSX is an extension of javascript. That's the principal reason why React uses className instead of class.

render() {

return <span className="menu navigation-menu">Menu</span>

}

**Q.9. What is Relay?**

**Ans.** Relay is a JavaScript framework for providing a data layer and client-server communication to web applications using the React view layer.

**Q.10. How Relay is different from Redux?**

**Ans.** Relay is similar to Redux in that they both use a single store. The main difference is that relay only manages state originated from the server, and all access to the state is used via GraphQL queries (for reading data) and mutations (for changing data). Relay caches the data for you and optimizes data fetching for you, by fetching only changed data and nothing more.

**Q.11. What is Combine Reducer?**

**Ans.** The combineReducers helper function turns an object whose values are different reducing functions into a single reducing function you can pass to createStore . The resulting reducer calls every child reducer, and gathers their results into a single state object.

### Q1: What is React?

Topic: **React**  
Difficulty: ⭐

React is an open-source JavaScript library created by Facebook for building complex, interactive UIs in web and mobile applications. React’s core purpose is to build UI components; it is often referred to as just the “V” (View) in an “MVC” architecture.

🔗 **Source:** [codementor.io](https://www.codementor.io/blog/5-essential-reactjs-interview-questions-du1084ym1)

### Q2: What is Redux?

Topic: **Redux**  
Difficulty: ⭐

**Redux** is a predictable state container for JavaScript apps based on the Flux design pattern. Redux can be used together with ReactJS, or with any other view library. It is tiny (about 2kB) and has no dependencies.

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q3: What is virtual DOM?

Topic: **React**  
Difficulty: ⭐

**The virtual DOM (VDOM)** is an in-memory representation of Real DOM. The representation of a UI is kept in memory and synced with the “real” DOM. It’s a step that happens between the render function being called and the displaying of elements on the screen. This entire process is called reconciliation.

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q4: What is Flux?

Topic: **Redux**  
Difficulty: ⭐

**Flux** is an application design paradigm used as a replacement for the more traditional mvc pattern. It is not a framework or a library but a new kind of architecture that complements React and the concept of Unidirectional Data Flow. Facebook used this pattern internally when working with React The workflow between dispatcher, stores and views components with distinct inputs and outputs as follows:

[![https://res.cloudinary.com/practicaldev/image/fetch/s--7e-0f9Fb--/c_limit%2Cf_auto%2Cfl_progressive%2Cq_auto%2Cw_880/https:/github.com/sudheerj/reactjs-interview-questions/raw/master/images/flux.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3AAAAEKCAMAAABkEkdrAAAAh1BMVEV2tshLSkxNTE5HRkhEQkL///9OTU9PTlBfr2ouRVGxsbKTk5P6+/v/5Tvy9vfM5Ou7vr+32eKgoKC4qEPs7e3r1D2YyNZmYU3g7e2ZjkZ6e3zJ2sxiY2RXVlbd4t9sbnCu1rOHv8+VoKaGiYtqtXTTvz9MYGqAeEp9voakl0U7UFyUypzs4Z4rtoBnAAAYKElEQVR42uzdC1ebShSG4VwEbJgOISKlEEDEW9X///vO7CHRnl6shoRJ5P3WOstbciwMD3s2icwkIIQMlgm7gBDAEQI4QgjgCAEcIQRwhACOEMARQgBHCOAIIYAjBHCEAI4QAjhCAEcIARwhgCOEAI4QwBECOEII4AgBHCEEcIQAjhDAEUIAR3aM7zLsfsCNj9vMZDpwzK+EHOBGya3MV4uhswrrwKhDHOBG5i2oF5lW3uBRugrXHTnGAXCj8VauEs9VVJUjDnCj8rZeKs9hklWAOMCNB1zZedNRPHSizP5mFdoax1gAbgzegoUc9TpuJg6SRvLLkxxxgBsJuFmuzSGfpRNHieXXFyXgADcKb0G5lPrmzJsRJzWunSMOcGOYUM5qU2GUQ2+TSSQlbgY4wI0C3EomlC69TVJT4pJ6PgUc4D4/uGlhwMVOwTWZmdPaOSUDArhPD64y4JzOKO2cUoWAA9wowMl7TBrn4LwV4AA3GnAp4ABHRlPhYsABjgpHhQMcoYcDHKHCAQ5whB4OcIQKR4UDHBUOcIAjVDjAESocPRzgCBUOcIQKBzjAESoc4Ag9HOAAR4WjwgGO7BNcRg8HODIsOCoc4Mh4wNHDAQ5wVDjAEXo4wBEqHOAAR+jhAEcAR4UD3KjBVXvp4Zq4x3JXgAPcaMD577zzcpOmafPmEjgZ4ABH3lXh3gEu1lpHb7ZhGT0c4Mi+Kpy0evr3Epdm3VKOTRylVDjAkT31cKn29J9W2Yn3ccUFcICjwv0KS8f6ddaYpnGcmmc1xkoszZ20eK8/aTafpub7cdoADnBHlPuL++Pv4Qw2g2uzMnFj1+U2BNNMmQ/afNtUwKhr9cwPlJ1mNuY59gFZQw8HuOPJxdfLC4d51u8Al8p0Mt3MKaWs6SzTprbJ8txK6VhWMY26WqUzrewaxsag+ZH5wovesT7c8w+H++D28hZwY0l58dVtkneAi6TPk5LVbK5Ipo2ZLJr/Mk/ZKWUHLpWiZgqgrWrm4SoyM8x/lziZUj5fXrrcCYAbT358vf3uMM/q3+CazLZvka1ck6z7sLGims3rcNHLA8wjzCyz6Xq+JtvORN8Et7h3uA8uADcqcBfH3sMZTqacNfLB9mZ68iu4rsJlm2IWm7q3BTf5NzjnPdw94AA3ELjZe8BJk6VNPC9p7CsEL6Uv2rw4Z8Ft55wi6CPgIsABjgr304xSro10Uen/K1y2ARf/WuE+OqUEHOCocK9TviiWRF7HSsW/gkv/2sNR4QAHuI9VuGz7XhQpbo3407G9Smmt/P8qpU4buTC5uWRJDwc4wH20wqWvbzGJ5LFmkmhbOrmCEttP05fX4ZRnX3qTskeFAxzgdqlwsdbxiz35k4HNO03k/SSNvJVEXhTfPKZ7p0nU2OZNW3CRfs/rcIADHBVu+6dwL2Aak+5b8ebP45ruvZPbH/z85sl0+9hmAjjAAS74yN/Dfep7mgAOcEdU4T7/PU0AB7gxVTjAAY4KBzjAAY4eDnCECkeFAxzg6OEAR6hwgAMcFY4eDnCAo8IBjlDhAAc4wFHhAEeocPRwgAMcFQ5wgKOHAxzgqHCAAxzg6OEARwBHhQMc4AAHOAI4wAEOcPRwgAMcFQ5wBHCAAxzgdgA3K44CnAoBB7hRVLil9+81gQ8buXW6bgEHuFGAaw043bgEJyuFJ2vAAW4UU8o68X5afspFTIHzlvP51Acc4D4/uGDRrbPobEIpLwqofD4FHOA+PTiZU0qJ++eKUgd8EU6W3ykCmVECDnCfHVzgz6ahXXwqSh00ck0q80mvqp0WOMABbsgSVy7sGt46i4ZOlnW/uZ07LXCAA9yg4oKVrXGuUuWOvQEOcINeN5kGbeWMmyrquZ1QAg5wYwBnxU3LsMi0GhxbUi3zqdQ3pwUOcIAbXNw8qPNw6LT5WrjJfNKlN8ABbmBxQs4c+i4yde8NcIBzQ85FZDbp2BvgAOdAnDHnIL57boADnCtyTuJ+2wEHOAI4wAEOcIADHAEcARzgAAc4AjjAsRMABzjAAQ5wgCOAI4ADHOBOQtvt7eXXy9vbH+wKwAFuiKHu8p1dATjAHT7fbq2322/sCsAB7vCZfafAAQ5wg8UPpMTdluwJwAFusBJHgQMc4AZKeUsHB7hhwfn+qf/1Y49/wOz75ffA+Sb4Jz8GfYbAgDvGv6GdHNDbbDYb/mYa+7qdht9rC4IfZY9N2Mt4+46GYG8b0HMLDDj3R9FQ4OyOKutwtRg2q7AOuhtG+XvYAn/d7rwBy503oV1vbsLTfwOmZT70CPw8Bm6HYPn87HgIhgMnB/x6VQ1/E1JP6Wq19nsPt2xA2RaJcrEFyTIP+p407LPrReJgCOROsG1pb7vcdwzKfJloR0NQHojc5DDeSof32a7CoKc4ObfWhXK2Bcmi7HmfcLMB5SpxeKvzfNp7DIL10t3yCGqxPsyt2ieH8DYrFy5XktBmZ/UabfNUhycMe8D2G26ZYSyVyy1IurNen3Ne7nYIqnp6iNVIDgKuXHibtZLigZN10Jdln31lzhht0h33i9XQWXSHWS9x5nll0VX75fXQWRSb5ar6HK9mCPJuCLLiaugU3YJbIm7/NW5yAG/BSv7BKnawGmDTxNpOCIJeo21PrmZeVE7PBs58tpmNL/3dt8A8zy4PV4V3j18Gz2Nti2uS91iP0fdrOwTV083N+eC5ebLkivIAK0oeANys1i7Xu02Tl/PrzhW6sBPTwbVt0v363SuEVGgZguLui6Nc6+543fWUYbbArlJeONDWkbMThNUBlribHGBCuXS7onsqo10FfQ5Xc35Tq9mZq6yrXtPizRBUzrx9ebyWPdjOpzuDsydtZ96MOBmCar3/EncAcDL5VvHEXdJeo22eJae3YnrmLrk53FQ937FIm/7HPF/nXxxmaXfhjqcMmRKb52fuvJ2fP8hRHM53nicNBU46ONlXjUNwk0gKRLDzaNeJHK4OvZ1Ni+2EZrcSLUNQPLoEJ+STXQuE76/NDlBX5y4jQ7Cc7X1OuX9w0oE4LXBdidt5OtA1QEXpEtxZKKO9Ywfh+9brtUtvX+4KaUPn0x7nvOTBKbgHOYiC+fT4wclFC6cFbtLI6bXedbRncpF1OXUKrpYOYr7bFhhw0oDUTsHJnHLnGVk3J3Y6ozRdnDkKdHn84IJSrqhO3CYzo53vPNoyIVs49Xa2luvqu4OTc96dW3CLPpPiWS4nnHO3keP4BMD5cqwo9+C8EYObAW484GaAAxzgAAc4wAEOcIADHOAABzjAAe5D4BTgAAc4wAEOcH8EN2dK6RKcAhzgqHCAAxzgqHCAO3FwigoHOMABDnCAAxzgAAe4cYPzAQc4wAEOcIADHOAABzjAAQ5wgAPckYLTJw9uecrgAsAB7oTAhade4T4HuAxwIwJHhaPCAQ5wVDjAAQ5wVLjTB9fEsVNwf7sR7CxfrXtAysM14A5a4W6unm4A9ydRaZq+bSY9BnDz2ma9vfV5q71qd3ALT+XHBe4uD8O8fjzdCnfz8PDw06ey0NQV4P604obWb6wh1xgz8TGAK6tEUhWLjlyrvOzzgHu8rmSpoaS4fjw+cO8rVE+JLrafal0A7q1V3KI/OIy6b6ZRdBRTyvJlqexkFcjXq+U7F9ZZL5bhkYN7XChPZYksxWAeXi+X+emBu9Evy34Unno6fyiuHgD3e2JPaU//vuiH3kcDuD9wcwMuCdtQlt5WK3sl5b2XU+rEWx45uLvES9q6zq+rwnzVel57euCE2dV2STd9w0WTv04Zs/h1WSvT0MWprAluCp+2nzRp3Lz+5LXrky8PA+7+218qXBXI2tuhOTgNllmd57a1a8M2X0/lOkhbrvMw72acZZ2b78vnQWvArbver5RH10EHbmq+qDu1c/PEtvbP7P+29s0XZQ9w3+7LD4IzxBZdqTOPvrv2vOu7blXwO/l3df8Hs72PddvKF49m4/K7A4J7GYKPgHtSm4eaTwpp5J4euobu6cp+Jo3dbx9GBy5VXtyo7ZyyiWSCqbImlqU/tc6aSaTsmlfNf+ydDXeiOhPHFxDoQjZSGi3lJVGx1rXf//s9MxN82d72PAIKtc7cc7ZWtJch+eU/Mwlkin5Lgu8RvkMfeLwKcK+vL9WnCofAwSsIvwrQLY26FaaK9nyPJ04iZASJkCjMZBLUBb0Pr8MIt3XMFO4UnhfonkoqBC6mAzES56WYQSnMDo30k1T6ou4OXPA2e3prDVyyO+zohpFllsUAVo3nJQsMMHdKFCtFYG4ihcXD89K9LsAFT7O/z62BW2tfIFhriigfFsJ/p2Il7fW+WD8spHzHo/TjQctse4/ATUHI7D9NPiczKaTFSwgEjqqUS+iDcASamaJQOCTlGRuIdwJu9ufP7OX5C4VDCDJfVZOcAsVUCF1oBXy4uBGa0riBYDWpCl9qfF1UFVUjpEw8LGwKrbUsQgDOl1Lhh1EsI/orQgCUBg6Ac8r0ULg38ODprWoXUooib0RN2hNeASwQRms4fwXE7WAsEXBu9e+dBueKDAaFqyncEzTB3+f9tMC54eHClkm2khiF394tfVpnGG1a4cMthIs1ZnzZPSocgJRZyWr4mM6XEET+moOCZTRfMKVdHeHfRziQkao9otTN59mnxZb/Avfc0qC7/vkDKveFwk086HCmAa7wtfFCE1cInIhMmRe4/tJLo7yschhyjZNDt03q2kwq+DUtq7KuPQROxwZU0o9pJ28QvbLwVWl3YIzzf0JKt6UDL+gBqFyLoskKIdNJDcjtcvBkhbEjqK3Odxs4VuwQOF+ucngbfgdxg8xUnw1c2yZ4xSYA5Nop3NbGlO+WOwvcQggQty0kLmtALaN4E4srW6Lv/oCzqFnsfi1P9gSHt6aNBILC4QeWNgCdLhG4x+aXM4CLX2ez2Z82/1l7fftC4YAymR+AU3VFeRgAJ1GWSvhcNXHwPQc6W048UZUS4zb3WDSp7VuRN0l8ZRzHSYVvEDhtjgUZAu5l1smD2dPz+dMCscZoVxb46VXzJTx9PAYAGgROkqRttF9sdjt4V23OBC56bXf++yaY/W0D3MND5ksIEzX92wAHkG3Xa9A5eI8OQItJiDjt0fsDbgph4XK5zCg6nJ9I1ilwS8r09iUWBE60AK5+ReJa2KfAnSicc6JwKSZtUQ58hA1woH8Z/qzqFCuaNU2RU0aWHjKzQ5US+hMAp3yZRFFSIJ4AXPKxSvnSzQNQiDYT3zWeLmoZMEJfQqQoyARJqxE4opGkLYmSRLcDrosHry/tgFtg5LhtgkVCag3xcAEGHWGLh9/Xyl/AiIEEru8QOErawARp1uPJHPd8DxytNJn7B+BkW4XLw+q5amEUz8xeIQf6KodTxxwuTLF+IJPqoHAoembipkpSQlfTFDmBlqAwfgJcBamdyjQahZTRR+CcVh48VzakxLJDq6Vdu02tSMUa4DYQLxNw4MCKgKPf4JxlRqdb7M4NKVs68PzURPVBqxzOZm8LYSe8CbgtJtZKZUoBthBGLra+WC9A6RC6OwTu0T8YKNepws0vpnC2aBKcf+IzVLdqXzRxP6tSAmp5M7tW1gnW7g7AgcLpEsJDEeVVugcubyCLPwPOA8koS+pr3qfAYdHEPdeDwA3eZrbk0H4tJU4I/P4NISSitCs+Khz9hnXUDVnLKuX5DmDRBEvFgQvheAuFwwrJtrARZaNw8HWcAACjMqaGQQQpXKjzl6H8JOAglJw+olFMOT/J4eZf5nC/2ipc+2mBt5NpAffDPFyVSpSwZjrbo6kzIMbbA2egY4YlDKAVBpEIXOxbhYOErQibGfN/QsqCapX2QP4FcK2qlK+2qN6iaNIsooTsLSbg9jlcbUNLaY7AQQ6nN1ee+H4i3Brgzlc4nAooZKNdxxzOwkhvSYmgQYgi5PYOgQNkskPxZEp8ZLZKiYjJf6uU0zlVKee/Oilcm3ljOxb/V+FUGqc01YaTZ1bh6rh0PACuoCplXIVYpawx6oTwsEqwr6HCJaUpJ0ChiMy+SnkCHK6DzsOwrGPnS4VrMw/33Ewbnx9S5rJY5casoCcaYmS1MbZKWW+wSpnsjsDhZEFidrvNKr8acM/VfuK7lcJhsV80603W+yolSNx6vV280xpLn+Rv4bf5q7cCnPn/wB2TtiWt5GpSOgF5Gi5athPfBNzSHgFB/HV1hTsu7ZL/KhxORGH1vMa8zgKnhcL5NogVcR6O5t5E4uE8nI/zczTPBjxCHhFNvFjSTJ2dhzsBLrTzXXCgugRwHZZ2AVNCKkhHxcpOg8tM1YSW1Bl0WfP7BLidFuS1iAZY2tVO4R6w7tOsqDzMw2HKqQTK3jazoOHUwOLh/oBbZvKwiHJKtwzMM+rS02WzqBkOT+1n5qcrTaQk4KQcEjjV3C2Q2ikyo1Uy8RL8P/g6dQg4PHcVh3QUTjYyNIHgxbjWAaNJWrjhqwiAUxRF5kqluPorPRwwiOaFgDtf4QzdLIArZih5S/Dar2iygEpCVLNUar8YZRPZ5TWrYYBroXB4n8D+noFmYYldaeKrBf6VQsgFrUkR4v0Ogfu1XC6PL+fL07WUtIgSV0vCgSb+hCPL/deWH75+PeCC/f1wJVkV7m9ApeWRTpnXcV56dh6urmNT2im0Ksc1k1WOyylx0WRN7+NayryEP1GVJf7hoFlj6ZWmrnN8yykPd9wNej/cxhxXTUJKVzdrJTembhag/N5sNsd6Zl7Dh3ffT+HWxyWS6+bVevsOtn9NP09unbsv4L77IxZOgdtz99W6/v083Dd6xEL4A+74bqlw9/yIhZ8J3Jfmfj/ggp8BXMbA3QlwdRvgWOFY4Ri4CwAXnq9wihWOFY6BGwg4J0/jihWOFY6BGwa47/hcygpvcWWFY+AYuEGAc38GcKxwDBwrHCscA8fAscIxcAwcKxwrHAPHCsfAMXDfEbiCFY5DSgaOFY4VjoFjhWOFY+AYOC6aMHAMHCscA8fAMXCscAwcA8cKx8AxcAwcA8fAMXCXDykrBo6BY+CGUzgGjoFj4Bg4Bo6B+3Ctyu8BnMh7tfYtA/cTVpqobwGcuAXgKtyidDkqb/i8ZmV6tbYeF7gcHzPreW43hXPxGahmVN52uDFs3LkJjDo8SXksW+MOjjcAXFDpc3bhvqrNcXexsnNrl9jaZlTgUiAm6RxSOgVuSDkqcBt81HjdvQnwCdbvowL3jmNeeAPAhZF/shvOKAKHKVzkON2uFXwJ+2s6Jm8uPisf9KErcGmzxeJ4hhu8qdLr2gS4H0qLbQCuIXAFdaIbAC7AFEg+jixwNoXr1tou9lc1ZkyJZRtpOnoAwFET1GNGlEUPicZOhDsYyTFjyi1mRnXHMW9Q4NwQRycxH4833JKi8HoAV9IuHOMRh1uC+EnYNSCDPBqbIBsvi9tFfcc8rPv4ejzi1hl1ga4eDAccXixDG97Mx+RN5t3HJhgyUuwvo819YwLTx4PAJYmj3aZGKlHKPiMGeZDSRj1jEbdFhYagvrMHgwJHD+ennRSHT9/mU9o8Kna6XyoIySq63iouh1/gFZYpbQqVdpZobAInpUEvMsMncrtNrWkvr7LHmNeItK8W2+EnB9bbBXZgkTiXF7jLA0f9NbJ7pmXTgS2jfeYg2Q36BN/gAQV1uLliMrQVtPOcn1Q9PADgbH8VangHEtpyDhW6hzyAB6VtgkwXQ5tW5EFRXkHgrgKc6wQ0So9lKg17JbvogSlGdADDWa/H6IoOVBTWjWY67+MAeVAmYswmKHo1wYDA0cUKcz3aldI5hAK9LhU194gdFkeMXo1NxMVqxAGj7NlbyYN0vCaQKfLmXJy3awBHF8up8kTLoYcooXSSB15P3rAs7TpuGTWxxaAeSFXYtu7XXakJ0kLJ4T2ANjCO5S3o14moCYaHTiqd4oBxDd6uApwlzg1xW95hrc5Lp7lSQT8H0AMYNIZ2AFwwgFvfEaNxwMOtjuPh22DvwK16cGyCGwFu32E96P0DG0aTF7hSewfGMOcSHsD3A+emPaB69yh9iM7fcd0r4HYt4Ki9XWccu8zAFNj2Hs2D4KYduEgb3HwTDAicRQ6u1+AWXOxKjeTA5TwIxvTg9jvRVXi7HnDN1RrD2ANugm/kwmDAsbGxMXBsbAwcGxsDx8bGxsCxsTFwbGxsDBwbGwPHxsbAsbGxMXBsbAwcGxsbA8fGxsCxsbH9r306IAEAAAAQ9P91OwL9oHAgHAgHCAfCAcKBcCAcIBwIBwgHwgHCgXAgHCAcCAcIB8KBcIBwsBe1YXBYBcIfgAAAAABJRU5ErkJggg==)](https://res.cloudinary.com/practicaldev/image/fetch/s--7e-0f9Fb--/c_limit%2Cf_auto%2Cfl_progressive%2Cq_auto%2Cw_880/https:/github.com/sudheerj/reactjs-interview-questions/raw/master/images/flux.png)

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q5: What are the advantages of ReactJS?

Topic: **React**  
Difficulty: ⭐

Below are the advantages of ReactJS:

1. Increases the application’s performance with Virtual DOM
2. JSX makes code is easy to read and write
3. It renders both on client and server side
4. Easy to integrate with other frameworks (Angular, BackboneJS) since it is only a view library
5. Easy to write UI Test cases and integration with tools such as JEST.

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q6: What are the major features of ReactJS?

Topic: **React**  
Difficulty: ⭐

The major features of ReactJS are as follows,

* It uses **VirtualDOM** instead RealDOM considering that RealDOM manipulations are expensive.
* Supports **server-side rendering**
* Follows **Unidirectional** data flow or data binding
* Uses **reusable/composable** UI components to develop the view

🔗 **Source:** [https://github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q7: What is the difference between a Presentational component and a Container component?

Topic: **React**  
Difficulty: ⭐⭐

* **Presentational components** are concerned with how things look. They generally receive data and callbacks exclusively via props. These components rarely have their own state, but when they do it generally concerns UI state, as opposed to data state.
* **Container components** are more concerned with how things work. These components provide the data and behavior to presentational or other container components. They call Flux actions and provide these as callbacks to the presentational components. They are also often stateful as they serve as data sources.

🔗 **Source:** [github.com/Pau1fitz](https://github.com/Pau1fitz/react-interview)

### Q8: Describe how events are handled in React.

Topic: **React**  
Difficulty: ⭐⭐

In order to solve cross browser compatibility issues, your event handlers in React will be passed instances of SyntheticEvent, which is React’s cross-browser wrapper around the browser’s native event. These synthetic events have the same interface as native events you’re used to, except they work identically across all browsers.

What’s mildly interesting is that React doesn’t actually attach events to the child nodes themselves. React will listen to all events at the top level using a single event listener. This is good for performance and it also means that React doesn’t need to worry about keeping track of event listeners when updating the DOM.

🔗 **Source:** [tylermcginnis.com](https://tylermcginnis.com/react-interview-questions/)

### Q9: What is state in ReactJS?

Topic: **React**  
Difficulty: ⭐⭐

**State** of a component is an object that holds some information that may change over the lifetime of the component. We should always try to make our state as simple as possible and minimize the number of stateful components.

Let's create user component with message state,

class User extends React.Component {

constructor(props) {

super(props);

this.state = {

message: "Welcome to React world",

}

}

render() {

return (

<div>

<h1>{this.state.message}</h1>

</div>

);

}

}

🔗 **Source:** [https://github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q10: What is the difference between state and props?

Topic: **React**  
Difficulty: ⭐⭐

Both **props** and **state** are plain JavaScript objects. While both of them hold information that influences the output of render, they are different in their functionality with respect to component. i.e,

* Props get passed to the component similar to function parameters
* state is managed within the component similar to variables declared within a function.

🔗 **Source:** [https://github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q11: What are the limitations of ReactJS?

Topic: **React**  
Difficulty: ⭐⭐

Below are the list of limitations:

1. React is just a view library, not a full-blown framework
2. There is a learning curve for beginners who are new to web development.
3. Integrating React.js into a traditional MVC framework requires some additional configuration
4. The code complexity increases with inline templating and JSX.
5. Too many smaller components leading to over-engineering or boilerplate

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q12: What’s the difference between an "Element" and a "Component" in React?

Topic: **React**  
Difficulty: ⭐⭐

Simply put, a React element describes what you want to see on the screen. Not so simply put, a React element is an object representation of some UI.

A React component is a function or a class which optionally accepts input and returns a React element (typically via JSX which gets transpiled to a createElement invocation).

🔗 **Source:** [medium.freecodecamp.org/](https://medium.freecodecamp.org/react-interview-questions-c8a319ed02bd)

### Q13: How is React different from AngularJS (1.x)?

Topic: **React**  
Difficulty: ⭐⭐

For example, AngularJS (1.x) approaches building an application by extending HTML markup and injecting various constructs (e.g. Directives, Controllers, Services) at runtime. As a result, AngularJS is very opinionated about the greater architecture of your application — these abstractions are certainly useful in some cases, but they come at the cost of flexibility.

By contrast, React focuses exclusively on the creation of components, and has few (if any) opinions about an application’s architecture. This allows a developer an incredible amount of flexibility in choosing the architecture they deem “best” — though it also places the responsibility of choosing (or building) those parts on the developer.

🔗 **Source:** [codementor.io](https://www.codementor.io/blog/5-essential-reactjs-interview-questions-du1084ym1)

### Q14: What are the downsides of Redux over Flux?

Topic: **Redux**  
Difficulty: ⭐⭐⭐

Instead of saying downsides we can say that there are few compromises of using Redux over Flux. Those are as follows:

1. **You will need to learn avoiding mutations:** Flux is un-opinionated about mutating data, but Redux doesn't like mutations and many packages complementary to Redux assume you never mutate the state. You can enforce this with dev-only packages like redux-immutable-state-invariant, Immutable.js, or your team to write non-mutative code.
2. **You're going to have to carefully pick your packages:** While Flux explicitly doesn't try to solve problems such as undo/redo, persistence, or forms, Redux has extension points such as middleware and store enhancers, and it has spawned a young but rich ecosystem. This means most packages are new ideas and haven't received the critical mass of usage yet
3. **There is no nice Flow integration yet:** Flux currently lets you do very impressive static type checks which Redux doesn't support yet.

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q15: What are error boundaries in ReactJS (16)?

Topic: **React**  
Difficulty: ⭐⭐⭐

Error boundaries are React components that catch JavaScript errors anywhere in their child component tree, log those errors, and display a fallback UI instead of the component tree that crashed.

A class component becomes an error boundary if it defines a new lifecycle method called componentDidCatch(error, info)

class ErrorBoundary extends React.Component {

constructor(props) {

super(props);

this.state = { hasError: false };

}

componentDidCatch(error, info) {

// Display fallback UI

this.setState({ hasError: true });

// You can also log the error to an error reporting service

logErrorToMyService(error, info);

}

render() {

if (this.state.hasError) {

// You can render any custom fallback UI

return <h1>Something went wrong.</h1>;

}

return this.props.children;

}

}

After that use it as a regular component

<ErrorBoundary>

<MyWidget />

</ErrorBoundary>

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q16: Why ReactJS uses className over class attribute?

Topic: **React**  
Difficulty: ⭐⭐⭐

**class** is a keyword in javascript and JSX is an extension of javascript. That's the principal reason why React uses className instead of class.

render() {

return <span className="menu navigation-menu">Menu</span>

}

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q17: How to access redux store outside a react component?

Topic: **Redux**  
Difficulty: ⭐⭐⭐

Yes.You just need to export the store from the module where it created with createStore. Also, it shouldn't pollute the global window object

store = createStore(myReducer);

export default store;

🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q18: What can you tell me about JSX?

Topic: **React**  
Difficulty: ⭐⭐⭐

When Facebook first released React to the world, they also introduced a new dialect of JavaScript called JSX that embeds raw HTML templates inside JavaScript code. JSX code by itself cannot be read by the browser; it must be transpiled into traditional JavaScript using tools like Babel and webpack. While many developers understandably have initial knee-jerk reactions against it, JSX (in tandem with ES2015) has become the defacto method of defining React components.

class MyComponent extends React.Component {

render() {

let props = this.props;

return (

<div className="my-component">

<a href={props.url}>{props.name}</a>

</div>

);

}

}

🔗 **Source:** [codementor.io](https://www.codementor.io/blog/5-essential-reactjs-interview-questions-du1084ym1)

### Q19: Why should not we update the state directly?

Topic: **React**  
Difficulty: ⭐⭐⭐

If you try to update state directly then it won’t re-render the component.

//Wrong

This.state.message =”Hello world”;

Instead use setState() method. It schedules an update to a component’s state object. When state changes, the component responds by re-rendering

//Correct

This.setState({message: ‘Hello World’});

**Note:** The only place you can assign the state is constructor.

🔗 **Source:** [https://github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q20: What are the different phases of ReactJS component lifecycle?

Topic: **React**  
Difficulty: ⭐⭐⭐

There are four different phases of React component’s lifecycle:

1. **Initialization:** In this phase react component prepares setting up the initial state and default props.
2. **Mounting:** The react component is ready to mount in the browser DOM. This phase covers **componentWillMount** and **componentDidMount** lifecycle methods.
3. **Updating:** In this phase, the component get updated in two ways, sending the new props and updating the state. This phase covers **shouldComponentUpdate, componentWillUpdate and componentDidUpdate** lifecycle methods.
4. **Unmounting:** In this last phase, the component is not needed and get unmounted from the browser DOM. This phase include **componentWillUnmount** lifecycle method.
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🔗 **Source:** [github.com/sudheerj](https://github.com/sudheerj/reactjs-interview-questions)

### Q21: Describe Flux vs MVC?

Topic: **React**  
Difficulty: ⭐⭐⭐⭐

Traditional MVC patterns have worked well for separating the concerns of data (Model), UI (View) and logic (Controller) — but MVC architectures frequently encounter two main problems:

* **Poorly defined data flow:** The cascading updates which occur across views often lead to a tangled web of events which is difficult to debug.
* **Lack of data integrity:** Model data can be mutated from anywhere, yielding unpredictable results across the UI.

With the Flux pattern complex UIs no longer suffer from cascading updates; any given React component will be able to reconstruct its state based on the data provided by the store. The Flux pattern also enforces data integrity by restricting direct access to the shared data.

🔗 **Source:** [codementor.io](https://www.codementor.io/blog/5-essential-reactjs-interview-questions-du1084ym1)

### Q22: Why would you use forceUpdate in a React component?

Topic: **React**  
Difficulty: ⭐⭐⭐⭐

In order to force a re-render if there is some condition React is not detecting that requires an update to the UI. Typically this should not be necessary to call.

🔗 **Source:** [github.com/WebPredict](https://github.com/WebPredict/react-interview-questions)

### Q23: What is wrong with this code?

Topic: **React**  
Difficulty: ⭐⭐⭐⭐

**Questions:**

What is wrong with this code?

this.setState((prevState, props) => {

return {

streak: prevState.streak + props.count

}

})

**Answer:**

Nothing is wrong with it. It’s rarely used and not well known, but you can also pass a function to setState that receives the previous state and props and returns a new state, just as we’re doing above. And not only is nothing wrong with it, but it’s also actively recommended if you’re setting state based on previous state.

🔗 **Source:** [tylermcginnis.com](https://tylermcginnis.com/react-interview-questions/)

### Q24: What is the difference between a controlled component and an uncontrolled component?

Topic: **React**  
Difficulty: ⭐⭐⭐⭐

* A **controlled component** is a component where React is in control and is the single source of truth for the form data.
* An **uncontrolled component** is where your form data is handled by the DOM, instead of inside your React component.

Though uncontrolled components are typically easier to implement since you just grab the value from the DOM using refs, it’s typically recommended that you favor controlled components over uncontrolled components. The main reasons for this are that controlled components support instant field validation, allow you to conditionally disable/enable buttons, enforce input formats, and are more “the React way”.

🔗 **Source:** [github.com/Pau1fitz](https://github.com/Pau1fitz/react-interview)

### Q25: Explain some difference between Flux and AngularJS (1.x) approach

Topic: **React**  
Difficulty: ⭐⭐⭐⭐⭐

UI components in AngularJS typically rely on some internal $scope to store their data. This data can be directly mutated from within the UI component or anything given access to $scope — a risky situation for any part of the component or greater application which relies on that data.

By contrast, the Flux pattern encourages the use of immutable data. Because the store is the central authority on all data, any mutations to that data must occur within the store. The risk of data pollution is greatly reduced.

🔗 **Source:** [codementor.io](https://www.codementor.io/blog/5-essential-reactjs-interview-questions-du1084ym1)

### Q26: What does Side effects mean in React? Provide some examples.

Topic: **React**  
Difficulty: ⭐⭐⭐⭐⭐

A **"side effect"** is anything that affects something outside the scope of the function being executed. These can be, say, a network request, which has your code communicating with a third party (and thus making the request, causing logs to be recorded, caches to be saved or updated, all sorts of effects that are outside the function.

There are more subtle side effects, too. Changing the value of a closure-scoped variable is a side effect. Pushing a new item onto an array that was passed in as an argument is a side effect. Functions that execute without side effects are called "pure" functions: they take in arguments, and they return values. Nothing else happens upon executing the function. This makes the easy to test, simple to reason about, and functions that meet this description have all sorts of useful properties when it comes to optimization or refactoring.

Pure functions are deterministic (meaning that, given an input, they always return the same output), but that doesn't mean that all impure functions have side effects. Generating a random value within a function makes it impure, but isn't a side effect, for example. React is all about pure functions, and asks that you keep several lifecycle methods pure.